REACT-NATIVE

**SEC-2: REFORZAMIENTO DE LAS BASES**

**INICIO DE PROYECTO – REACT CON TYPESCRIPT**

Crear el proyecto de react con typescript con el comando:

**npx create-react-app my-app --template typescript**

**npx react-native init AwesomeTSProject --template react-native-template-typescript**

Y a continuación, en el archivo **public/index.html** importar Bootstrap:

...

<link

      href="https://cdn.jsdelivr.net/npm/bootstrap@5.3.0-alpha3/dist/css/bootstrap.min.css"

      rel="stylesheet"

      integrity="sha384-KK94CHFLLe+nY2dmCWGMq91rCGa5gtU4mk92HdvYe+M/SXH301p5ILy+dN9+nJOZ"

      crossorigin="anonymous"

    />

<title>Reforzamiento TS - React</title>

...

**PRIMEROS FUNCTIONALS COMPONENTS EN TS**

Borramos todo lo que no utilicemos como el index.css, etc.

Creamos la carpeta **Typescript** dentro de la carpeta **src**, y creamos el archivo **TiposBasicos.tsx**.

Y dentro del archivo **index.html** le damos la **class=”container”** al body.

<body class="container">

**OBJETOS LITERALES E INTERFACES**

Creamos el archivo **typescript/ObjetosLiterales.tsx:**

interface Persona {

  nombre: string;

  edad: number;

  aísción: Direccion;

}

interface Direccion {

  aís: string;

  casaNo: number;

}

export const ObjetosLiterales = () => {

  const persona: Persona = {

    nombre: “Joaquín”,

    edad: 25,

    aísción: {

      aís: “Argentina”,

      casaNo: 420,

    },

  };

  return (

    <>

      <h3>Objetos Literales</h3>

      <code>

        <pre>{JSON.stringify(persona, null, 2)}</pre>

      </code>

    </>

  );

};

**FUNCIONES, RETORNO Y ARGUMENTOS**

Creamos el archivo **typecript/Funciones.tsx:**

export const Funciones = () => {

  const sumar = (a: number, b: number): number => {

    return a + b;

  };

  return (

    <>

      <h3>Funciones</h3>

      <span>El resultado es {sumar(1, 2)}</span>

    </>

  );

};

**HOOK – useState**

Creamos la carpeta **components** dentro de **src**, con el archivo **Contador.tsx**

import { useState } from "react";

export const Contador = () => {

  const [value, setValue] = useState(0);

  const acumular = (numero: number) => {

    setValue(value + numero);

  };

  return (

    <>

      <h3>

        Contador: <small>{value}</small>

      </h3>

      <button className="btn btn-primary" onClick={() => acumular(1)}>

        +1

      </button>

      &nbsp;

      <button className="btn btn-primary" onClick={() => acumular(-1)}>

        -1

      </button>

    </>

  );

};

**CUSTOM HOOK – useCounter**

Creamos la carpeta **hooks** con el archivo **useCounter.tsx** en donde va a recibir toda la lógica del useState que utilizamos en el componente **Contador.tsx**:

import { useState } from "react";

export const useCounter = (inicial: number = 10) => {

  const [value, setValue] = useState(inicial);

  const acumular = (numero: number) => {

    setValue(value + numero);

  };

  return {

    value,

    acumular,

  };

};

Y ahora en la carpeta **components** creamos el archivo **ContadorConHook.tsx** e importamos este **useCounter.tsx:**

import { useCounter } from "../hooks/useCounter";

export const ContadorConHook = () => {

  const { value, acumular } = useCounter(0);

  return (

    <>

      <h3>

        Contador con hook: <small>{value}</small>

      </h3>

      <button className="btn btn-primary" onClick={() => acumular(1)}>

        +1

      </button>

      &nbsp;

      <button className="btn btn-primary" onClick={() => acumular(-1)}>

        -1

      </button>

    </>

  );

};

**COMPONENTE LOGIN – ANTESALA AL useReducer**

Creamos el componente **components/Login.tsx**:

export const Login = () => {

  return (

    <>

      <h3>Login</h3>

      <div className="alert alert-info">Validando...</div>

      <div className="alert alert-danger">No autenticado</div>

      <div className="alert alert-success">Autenticado</div>

      <button className="btn btn-primary">Login</button>

      <button className="btn btn-danger">Log out</button>

    </>

  );

};

**HOOK – useReducer**

Ahora importamos dentro del componente **Login.tsx** el **useReducer** y creamos la **interface** para el state, el **initialState**, el **type** para el action y la **función** para ejecutar en el useReducer:

import { useReducer } from "react";

interface AuthState {

  validando: boolean;

  token: string | null;

  userName: string;

  name: string;

}

const initialState: AuthState = {

  validando: true,

  token: null,

  userName: "",

  name: "",

};

type AuthAction = {

  type: "logout";

};

const authReducer = (state: AuthState, action: AuthAction): AuthState => {

  switch (action.type) {

    case "logout":

      return { validando: true, token: null, userName: "", name: "" };

    default:

      return state;

  }

};

export const Login = () => {

  const [state, dispatch] = useReducer(authReducer, initialState);

  return (

    <>

      <h3>Login</h3>

      <div className="alert alert-info">Validando...</div>

      <div className="alert alert-danger">No autenticado</div>

      <div className="alert alert-success">Autenticado</div>

      <button className="btn btn-primary">Login</button>

      <button className="btn btn-danger">Log out</button>

    </>

  );

};

**AUTH-REDUCER**

Implementamos la lógica para que dependiendo el valor de **validando** en el state, muestre una u otra cosa mediante un **useEffect** el cual después de 1 segundo y medio ejecuta el **dispatch** del reducer:

import { useEffect, useReducer } from "react";

interface AuthState {

  validando: boolean;

  token: string | null;

  userName: string;

  name: string;

}

const initialState: AuthState = {

  validando: true,

  token: null,

  userName: "",

  name: "",

};

type AuthAction = {

  type: "logout";

};

const authReducer = (state: AuthState, action: AuthAction): AuthState => {

  switch (action.type) {

    case "logout":

      return { validando: false, token: null, userName: "", name: "" };

    default:

      return state;

  }

};

export const Login = () => {

  const [state, dispatch] = useReducer(authReducer, initialState);

  useEffect(() => {

    setTimeout(() => {

      dispatch({ type: "logout" });

    }, 1500);

  }, []);

  if (state.validando) {

    return (

      <>

        <h3>Login</h3>

        <div className="alert alert-info">Validando...</div>

      </>

    );

  }

  return (

    <>

      <h3>Login</h3>

      <div className="alert alert-danger">No autenticado</div>

      <div className="alert alert-success">Autenticado</div>

      <button className="btn btn-primary">Login</button>

      <button className="btn btn-danger">Log out</button>

    </>

  );

};

**LOGIN y LOGOUT**

Creamos las funciones de Login y Logout para pasarle a los button y ejecutamos el payload que tiene un tipado específico de lo que tiene que recibir para logearse:

import { useEffect, useReducer } from "react";

interface AuthState {

  validando: boolean;

  token: string | null;

  userName: string;

  name: string;

}

const initialState: AuthState = {

  validando: true,

  token: null,

  userName: "",

  name: "",

};

type LoginPayload = {

  userName: string;

  name: string;

};

type AuthAction = { type: "logout" } | { type: "login"; payload: LoginPayload };

const authReducer = (state: AuthState, action: AuthAction): AuthState => {

  switch (action.type) {

    case "logout":

      return { validando: false, token: null, userName: "", name: "" };

    case "login":

      const { name, userName } = action.payload;

      return {

        validando: false,

        token: "abc123",

        userName,

        name,

      };

    default:

      return state;

  }

};

export const Login = () => {

  const [state, dispatch] = useReducer(authReducer, initialState);

  useEffect(() => {

    setTimeout(() => {

      dispatch({ type: "logout" });

    }, 1500);

  }, []);

  const login = () => {

    dispatch({

      type: "login",

      payload: { userName: "joaquincaggiano", name: "Joaquín" },

    });

  };

  const logout = () => {

    dispatch({ type: "logout" });

  };

  if (state.validando) {

    return (

      <>

        <h3>Login</h3>

        <div className="alert alert-info">Validando...</div>

      </>

    );

  }

  return (

    <>

      <h3>Login</h3>

      {state.token ? (

        <>

          <div className="alert alert-success">

            Autenticado com: {state.name}

          </div>

          <button className="btn btn-danger" onClick={logout}>

            Log out

          </button>

        </>

      ) : (

        <>

          <div className="alert alert-danger">No autenticado</div>

          <button className="btn btn-primary" onClick={login}>

            Login

          </button>

        </>

      )}

    </>

  );

};

**PETICIONES HHTP – AXIOS**

Creamos el componente **components/Usuarios.tsx** y la carpeta **api/reqRes.tsx** la cual contendrá el llamado a la api que vamos a utilizar para traer usuarios.

**reqRes.tsx:**

import axios from "axios";

export const reqResApi = axios.create({

    baseURL: "https://reqres.in/api"

});

**Usuarios.tsx:**

import { useEffect } from "react";

import { reqResApi } from "../api/reqRes";

export const Usuarios = () => {

  useEffect(() => {

    reqResApi

      .get("/users")

      .then((resp) => {

        console.log(resp.data.data);

      })

      .catch((err) => console.log(err));

  }, []);

  return (

    <>

      <h3>Usuarios</h3>

      <table className="table">

        <thead>

          <tr>

            <th>Avatar</th>

            <th>Nombre</th>

            <th>Email</th>

          </tr>

        </thead>

        <tbody></tbody>

      </table>

    </>

  );

};

**ESTABLECER EL TIPO DE LAS RESPUESTAS HTTP**

Vamos a crear la carpeta **interfaces** con el archivo **reqRes.tsx** en donde va a tener la interface con el tipado especifico de la respuesta http que estamos utilizando en el componente **Usuarios.tsx**.

Para hacer el tipado más rápido vamos a utilizar la página <https://app.quicktype.io/> en la cual debemos copiar y pegar la respuesta JSON y nos hará el tipado automáticamente.

**reqRes.tsx:**

export interface ReqResListado {

    page:        number;

    per\_page:    number;

    total:       number;

    total\_pages: number;

    data:        User[];

    support:     Support;

}

export interface User {

    id:         number;

    email:      string;

    first\_name: string;

    last\_name:  string;

    avatar:     string;

}

export interface Support {

    url:  string;

    text: string;

}

**Usuarios.tsx**: importamos esta interface y le decimos al axios.get que es de este tipo la respuesta. Además creamos un **state** y le decimos que es de tipo **User[]**.

import { useEffect, useState } from "react";

import { reqResApi } from "../api/reqRes";

import { ReqResListado, User } from "../interfaces/reqRes";

export const Usuarios = () => {

    const [users, setUsers] = useState<User[]>([])

  useEffect(() => {

    reqResApi

      .get<ReqResListado>("/users")

      .then((resp) => {

        setUsers(resp.data.data)

      })

      .catch((err) => console.log(err));

  }, []);

  return (

    <>

      <h3>Usuarios</h3>

      <table className="table">

        <thead>

          <tr>

            <th>Avatar</th>

            <th>Nombre</th>

            <th>Email</th>

          </tr>

        </thead>

        <tbody></tbody>

      </table>

    </>

  );

};

**MOSTRAR USUARIOS EN PANTALLA**

Ahora que ya tenemos los users en el state con el tipado especificado podemos mostrarlos en pantalla. Para eso vamos a crear una función que renderice un elemento JSX con los datos de cada usuario:

import { useEffect, useState } from "react";

import { reqResApi } from "../api/reqRes";

import { ReqResListado, User } from "../interfaces/reqRes";

export const Usuarios = () => {

  const [users, setUsers] = useState<User[]>([]);

  useEffect(() => {

    reqResApi

      .get<ReqResListado>("/users")

      .then((resp) => {

        setUsers(resp.data.data);

      })

      .catch((err) => console.log(err));

  }, []);

  const renderItem = (user: User) => {

    return (

      <tr key={user.id.toString()}>

        <th>

          <img

            src={user.avatar}

            alt={user.first\_name}

            style={{ width: "50px", borderRadius: "100px" }}

          />

        </th>

        <th>

          {user.first\_name} {user.last\_name}

        </th>

        <th>{user.email}</th>

      </tr>

    );

  };

  return (

    <>

      <h3>Usuarios</h3>

      <table className="table">

        <thead>

          <tr>

            <th>Avatar</th>

            <th>Nombre</th>

            <th>Email</th>

          </tr>

        </thead>

        <tbody>{users.map((user) => renderItem(user))}</tbody>

      </table>

      <button className="btn btn-primary">Next</button>

    </>

  );

};

**CREAR UNA PEQUEÑA PAGINACIÓN**

Creamos la función **loadUsers** la cual le pasamos como parámetro la **page**, el cual va a tener el valor de un useRef que creamos con el valor de 1.

import { useEffect, useRef, useState } from "react";

import { reqResApi } from "../api/reqRes";

import { ReqResListado, User } from "../interfaces/reqRes";

export const Usuarios = () => {

  const [users, setUsers] = useState<User[]>([]);

  const pageRef = useRef(1)

  useEffect(() => {

    loadUsers();

  }, []);

  const loadUsers = async () => {

    const resp = await reqResApi.get<ReqResListado>("/users", {

        params: {

            page: pageRef.current

        }

    });

    if(resp.data.data.length > 0) {

        setUsers(resp.data.data);

        pageRef.current ++;

    } else {

        alert("No hay más registros")

    }

  };

  const renderItem = (user: User) => {

    return (

      <tr key={user.id.toString()}>

        <th>

          <img

            src={user.avatar}

            alt={user.first\_name}

            style={{ width: "50px", borderRadius: "100px" }}

          />

        </th>

        <th>

          {user.first\_name} {user.last\_name}

        </th>

        <th>{user.email}</th>

      </tr>

    );

  };

  return (

    <>

      <h3>Usuarios</h3>

      <table className="table">

        <thead>

          <tr>

            <th>Avatar</th>

            <th>Nombre</th>

            <th>Email</th>

          </tr>

        </thead>

        <tbody>{users.map((user) => renderItem(user))}</tbody>

      </table>

      <button className="btn btn-primary" onClick={loadUsers}>

        Next

      </button>

    </>

  );

};

**CUSTOM HOOK – useUsers**

Creamos dentro de la carpeta **hooks** el archivo **useUser.tsx**:

import { useEffect, useRef, useState } from "react";

import { reqResApi } from "../api/reqRes";

import { ReqResListado, User } from "../interfaces/reqRes";

export const useUser = () => {

  const [users, setUsers] = useState<User[]>([]);

  const pageRef = useRef(1);

  useEffect(() => {

    loadUsers();

  }, []);

  const loadUsers = async () => {

    const resp = await reqResApi.get<ReqResListado>("/users", {

      params: {

        page: pageRef.current,

      },

    });

    if (resp.data.data.length > 0) {

      setUsers(resp.data.data);

      pageRef.current++;

    } else {

      alert("No hay más registros");

    }

  };

  return {

    users,

    loadUsers,

  };

};

Y ahora en el componente **Usuarios.tsx** lo importamos y desestructuramos la información que necesitamos:

import { useUser } from "../hooks/useUser";

export const Usuarios = () => {

  const { users, loadUsers } = useUser();

...

**SIGUIENTES Y ANTERIORES REGISTROS – PAGINACIÓN**

Ya no vamos a utilizar la función **loadUsers()** en el componente, sino que vamos a crear dos funciones, una para ir a la página siguiente y otra para volver de página.

**useUser.tsx:**

import { useEffect, useRef, useState } from "react";

import { reqResApi } from "../api/reqRes";

import { ReqResListado, User } from "../interfaces/reqRes";

export const useUser = () => {

  const [users, setUsers] = useState<User[]>([]);

  const pageRef = useRef(1);

  useEffect(() => {

    loadUsers();

  }, []);

  const loadUsers = async () => {

    const resp = await reqResApi.get<ReqResListado>("/users", {

      params: {

        page: pageRef.current,

      },

    });

    if (resp.data.data.length > 0) {

      setUsers(resp.data.data);

    } else {

      pageRef.current--;

      alert("No hay más registros");

    }

  };

  const nextPage = () => {

    pageRef.current++;

    loadUsers();

  };

  const prevPage = () => {

    if (pageRef.current > 1) {

      pageRef.current--;

      loadUsers();

    }

  };

  return {

    users,

    nextPage,

    prevPage,

  };

};

**Usuarios.tsx:**

...

const { users, nextPage, prevPage } = useUser();

...

<button className="btn btn-primary" onClick={prevPage}>

  Prev

</button>

&nbsp;

<button className="btn btn-primary" onClick={nextPage}>

  Next

</button>

**FORMULARIOS**

Creamos el componente **Formularios.tsx** el cual va a tener dos inputs donde se manejan sus value con un onChange:

import { useState } from "react";

export const Formularios = () => {

  const [form, setForm] = useState({

    email: "test@gmail.com",

    password: "123456",

  });

  const onChange = (value: string, campo: string) => {

    setForm({

      ...form,

      [campo]: value,

    });

  };

  return (

    <>

      <h3>Formularios</h3>

      <input

        type="text"

        className="form-control"

        placeholder="Email"

        value={form.email}

        onChange={(e) => onChange(e.target.value, "email")}

      />

      <input

        type="password"

        className="form-control my-2"

        placeholder="Password"

        value={form.password}

        onChange={(e) => onChange(e.target.value, "password")}

      />

    </>

  );

};

**CUSTOM HOOK – useForm<Genéricos>**

Creamos dentro de la carpeta **hooks** el archivo **useForm.tsx**, el cual va a recibir un formulario que va a ser un objeto de tipo genérico que va a recibir como parámetro.

import { useState } from "react";

export const useForm = <T extends Object>(formulario: T) => {

  const [state, setState] = useState(formulario);

  const onChange = (value: string, campo: keyof T) => {

    setState({

      ...state,

      [campo]: value,

    });

  };

  return {

    state,

    onChange,

  };

};

Y ahora en el componente **Formulario.tsx** es donde mandamos ese objeto:

import { useForm } from "../hooks/useForm";

export const Formularios = () => {

  const {state, onChange} = useForm({

    email: "test@gmail.com",

    password: "123456",

  });

  return (

    <>

      <h3>Formularios</h3>

      <input

        type="text"

        className="form-control"

        placeholder="Email"

        value={state.email}

        onChange={(e) => onChange(e.target.value, "email")}

      />

      <input

        type="password"

        className="form-control my-2"

        placeholder="Password"

        value={state.password}

        onChange={(e) => onChange(e.target.value, "password")}

      />

    </>

  );

};

**SEC-3: INSTALACIÓN Y CONFIGURACIÓN DE REACT NATIVE CON EMULADORES Y DISPOSITIVOS FÍSICOS**

**DIFERENCIA ENTRE EXPO CLI y REACT NATIVE CLI**

|  |  |
| --- | --- |
| **Expo CLI** | **React Native CLI** |
| Expo se encarga de controlar los builds para IOS y Android. | Genera un proyecto con lo mínimo necesario para correr. |
| Provee muchas funcionalidades nativas incluidas. | Genera los proyectos nativos para IOS y Android de forma independiente. |
| Es excelente para alguien que empieza el desarrollo móvil. | Te permite escribir código nativo por plataforma (en caso de ser necesario). |
| Permite correr y probar la aplicación en IOS aunque no dispongas de una MAC. |  |

**Expo CLI:** usa el **EJECT** en caso de que un módulo nativo no sea soportado por Expo SDK.

NO HAGAS UN EJECT SI:

* Lo que deseas es distribuir en las App stores.
* Estás inconforme con el código nativo.
* Disfrutas de las actualizaciones que vienen con Expo.
* Si usas Expo Push Notificacion Services.
* Dependes de la comunidad de Expo.

Contras:

|  |  |
| --- | --- |
| **Expo CLI** | **React Native CLI** |
| No puedes extender una funcionalidad nativa no soportada por expo (a menos que uses el EJECT) | Necesitas los ambientes de desarrollo por separado. Android Studio (las herramientas al menos) y Xcode. |

Pros comunes en ambos:

* La mayoría de los paquetes soportan ambos ambientes con instalaciones independientes.
* Cambios en caliente (hot reload).
* Desarrollar y ver cambios en desarrollo en dispositivos físicos.
* Utilizar el conocimiento que tienes de React en React Native.
* Desplegar en las App stores.

**WINDOWS: INSTALACIONES NECESARIAS**

Ir a la documentación en:

<https://reactnative.dev/docs/environment-setup?guide=native>

Luego clickear en **Chocolatey** y en la powershell correr los comandos:

* Get-ExecutionPolicy.
* Si retorna **Restricted**, correr el comando:
* **Set-ExecutionPolicy AllSigned**
* Si no dice Restricted, ejecutamos el comando:
* **Set-ExecutionPolicy Bypass -Scope Process**

Una vez finalizado esos comandos, copiamos y pegamos la siguiente línea:

Set-ExecutionPolicy Bypass -Scope Process -Force; [System.Net.ServicePointManager]::SecurityProtocol = [System.Net.ServicePointManager]::SecurityProtocol -bor 3072; iex ((New-Object System.Net.WebClient).DownloadString('https://community.chocolatey.org/install.ps1'))

MIRAR LA DOCUMENTACIÓN ACÁ POR LAS DUDAS: <https://chocolatey.org/install>

Una vez instalado todo, cerramos la powershell y la volvemos a abrir, y pegamos el comando que aparece en la documentación de React Native:

**choco install -y nodejs-lts microsoft-openjdk11**

**……. NO CONTINUE PORQUE NO ME ANDABA BIEN EN WINDOWS**

**MAC OSX: INSTALACIONES NECESARIAS – ANDROID**

Vamos a la documentación oficial en: <https://reactnative.dev/docs/environment-setup?guide=native&platform=android>

Seleccionamos en Development **MacOs** y en **Target** Android.

Luego si no tenemos instalado **Homebrew**, vamos a <https://brew.sh/> y copiamos y pegamos el comando que nos aparece en la consola.

Por ejemplo este:

/bin/bash -c "$(curl -fsSL <https://raw.githubusercontent.com/Homebrew/install/HEAD/install.sh>)"

Una vez terminado la instalación, verificamos que con el comando **brew –version** nos de una respuesta afirmativa, y seguimos.

Ahora corremos el comando **brew install watchman**.

Y una vez finalizado eso corremos los comandos:

* brew tap homebrew/cask-versions
* brew install --cask zulu11
* brew info --cask zulu11

Luego ya debemos abrir **Android Studio** e ir a **SDK Manager** y verificar en la sección SDK Platforms si tenemos descargado (en el video utiliza el Android 10) Android 13.

Luego clickear en **Show package details** (esta debajo a la derecha) y verificar que tengamos descargado **Android SDK platform 33** y **Google APIs ARM 64 v8a System Image**.

Ahora debemos configurar variables de entorno, por lo que abrimos el **Finder** y clickeamos en nuestro usuario. A continuación, apretamos **command + shift + .** para abrir los archivos ocultos y buscamos el archivo **zshrc** o el archivo **zprofile**, y copiamos las siguientes líneas de código:

export ANDROID\_HOME="$HOME/Library/Android/sdk"

export PATH="$PATH:$ANDROID\_HOME/emulator"

export PATH="$PATH:$ANDROID\_HOME/platform-tools"

**MAC OSX: EMULADOR DE ANDROID**

Vamos a **Android Studio** y clickeamos en **Virtual Device Manager>Create device**.

Creamos un device a nuestro placer o elegimos algunos de los que están por defecto.

Y luego ya está, le damos next hasta que abra el emulador.

**INSTALACIONES NECESARIAS PARA IOS**

Vamos a la documentación oficial de React Native:

<https://reactnative.dev/docs/environment-setup?platform=ios>

Y elegimos Macos e IOs, luego instalar node y watchman, como dice la documentación.

A continuación, abrir XCode y vamos en el menú de arriba de todo en la mac a **settings** del XCode.

Luego seleccionamos **Locations** y verificar que command line tools corresponda la versión con la de xcode.

Ahora debemos instalar cocoapods con el comando: **brew install cocoapods**

**CREAR PROYECTO DE REACT NATIVE**

Vamos a crear el proyecto con el comando:

**npx react-native init MiProyecto --template react-native-template-typescript**

Una vez terminado la descarga abrir el emulador de Android y correr el comando dentro de la carpeta del proyecto:

**npx react-native run-android**

Este comando nos va abrir otra terminal la cual se llama **Metro**, si presionamos la tecla **r**, reinicia la aplicación.

Luego abrimos la carpeta del proyecto en VSC y en el **App.tsx** borramos todo y creamos el siguiente componente:

import React from 'react'

import { Text, View } from 'react-native'

const App = () => {

return (

<View>

<Text>Hola Mundo</Text>

</View>

)

}

export default App;

**CORRER SIMULADOR DE IOS**

Dentro de la carpeta del Proyecto corremos el comando: **npx react-native run-ios**

Además si queremos correr el proyecto con un emulador determinado agregamos al comando de arriba las siguientes opciones:

* --simulator=”iPhone 8”
* --simulator=”iPhone 8 Plus”
* --simulator=”iPhone 11”
* --simulator=”iPhone 11 Pro”
* --simulator=”iPhone 11 Pro Max”
* --simulator=”iPhone 12”
* --simulator=”iPhone 12 Pro”
* --simulator=”iPhone 12 Pro Max”
* Etc.

El comando para ver la listas de dispositivos es:

**xcrun simctl list devices**

**SEC-4: MI PRIMER APP EN REACT NATIVE – COUNTER APP**

**DESHABILITAR PRETTIER**

Nos dirigimos al archivo **.eslintrc.js** y agregamos la siguiente línea en el **module.exports:**

rules: {

'prettier/prettier': 0

}

**HOLA MUNDO**

En el **App.tsx** borrar todo y escribir lo siguiente:

import React from 'react';

import {Text, View} from 'react-native';

const App = () => {

return (

<View

style={{

flex: 1,

justifyContent: 'center',

}}>

<Text style={{

fontSize: 45,

textAlign: 'center'

}}>

Hola Mundo

</Text>

</View>

);

};

export default App;

En React Native no temenos un <div> o un <p>, pero tenemos los componentes **<View>** y **<Text>**.

**CREAR PANTALLAS INDEPENDIENTES**

En la raíz del proyecto creamos la carpeta **src** y dentro de la misma, las carpeta **screens** y **components**.

Ahora dentro de la carpeta **screens** creamos la pantalla **HolaMundoScreen.tsx**, la cual va a contener todo el código que estaba en el **App.tsx**, y luego importamos esta screen en el App.tsx.

**CREAR UN CONTADOR**

En la carpeta **screens** creamos el archivo **ContadorScreen.tsx**, e implementamos la lógica para mostrar dos botones que aumenten o disminuyan el contador:

import React, {useState} from 'react';

import {Text, View, Button} from 'react-native';

export const ContadorScreen = () => {

const [counter, setCounter] = useState(0);

return (

<View style={{flex: 1, justifyContent: 'center'}}>

<Text

style={{

textAlign: 'center',

fontSize: 40,

}}>

Contador: {counter}

</Text>

<Button title="Aumentar" onPress={() => setCounter(counter + 1)} />

<Button title="Decrementar" onPress={() => setCounter(counter - 1)} />

</View>

);

};

Acá está la documentación de los componentes que podemos usar de React-Native:

<https://reactnative.dev/docs/components-and-apis>

**TOUCHABLE OPACITY**

La documentación recomienda no usar tanto el componente Button, en cambio, debemos usar el **TouchableOpacity**:

import React, {useState} from 'react';

import {Text, TouchableOpacity, View} from 'react-native';

export const ContadorScreen = () => {

const [counter, setCounter] = useState(0);

return (

<View style={{flex: 1, justifyContent: 'center'}}>

<Text

style={{

textAlign: 'center',

fontSize: 40,

}}>

Contador: {counter}

</Text>

<TouchableOpacity onPress={() => setCounter(counter + 1)}>

<View>

<Text>+1</Text>

</View>

</TouchableOpacity>

</View>

);

};

**STYLE-SHEET**

En React Native se acostumbra a importar **StyleSheet** y crear un objeto el cual va a contener los estilos de los componentes que utilicemos:

import React, {useState} from 'react';

import {Text, TouchableOpacity, View, StyleSheet} from 'react-native';

export const ContadorScreen = () => {

const [counter, setCounter] = useState(0);

return (

<View style={styles.container}>

<Text style={styles.title}>Contador: {counter}</Text>

<TouchableOpacity onPress={() => setCounter(counter + 1)}>

<View>

<Text>+1</Text>

</View>

</TouchableOpacity>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

},

title: {

textAlign: 'center',

fontSize: 40,

},

});

**BUTTON PERSONALIZADO FLOTANTE**

Vamos hacer que los TouchableOpacity queden debajo de todo, uno a la derecha y el otro a la izquierda:

import React, {useState} from 'react';

import {Text, TouchableOpacity, View, StyleSheet} from 'react-native';

export const ContadorScreen = () => {

const [counter, setCounter] = useState(0);

return (

<View style={styles.container}>

<Text style={styles.title}>Contador: {counter}</Text>

<TouchableOpacity

style={styles.fabLocationRight}

onPress={() => setCounter(counter + 1)}>

<View style={styles.fab}>

<Text style={styles.fabText}>+1</Text>

</View>

</TouchableOpacity>

<TouchableOpacity

style={styles.fabLocationLeft}

onPress={() => setCounter(counter - 1)}>

<View style={styles.fab}>

<Text style={styles.fabText}>-1</Text>

</View>

</TouchableOpacity>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

},

title: {

textAlign: 'center',

fontSize: 40,

},

fabLocationRight: {

position: 'absolute',

bottom: 25,

right: 25,

},

fabLocationLeft: {

position: 'absolute',

bottom: 25,

left: 25,

},

fab: {

backgroundColor: '#5856D6',

width: 60,

height: 60,

borderRadius: 100,

justifyContent: 'center',

},

fabText: {

color: 'white',

fontSize: 25,

fontWeight: 'bold',

alignSelf: 'center',

},

});

**COMPONENTE PERSONALIZADO: FAB – FLOATING ACTION BUTTON**

En la carpeta **components** creamos el archivo **Fab.tsx**, el cual va a ser nuestro botón reutilizable:

import React from 'react';

import {StyleSheet, Text, TouchableOpacity, View} from 'react-native';

interface Props {

title: string;

}

export const Fab = ({title}: Props) => {

return (

<TouchableOpacity

style={styles.fabLocationRight}

onPress={() => console.log('Click')}>

<View style={styles.fab}>

<Text style={styles.fabText}>{title}</Text>

</View>

</TouchableOpacity>

);

};

const styles = StyleSheet.create({

fabLocationRight: {

position: 'absolute',

bottom: 25,

right: 25,

},

fabLocationLeft: {

position: 'absolute',

bottom: 25,

left: 25,

},

fab: {

backgroundColor: '#5856D6',

width: 60,

height: 60,

borderRadius: 100,

justifyContent: 'center',

},

fabText: {

color: 'white',

fontSize: 25,

fontWeight: 'bold',

alignSelf: 'center',

},

});

Como vemos estamos diciendole que va a recibir **props** y además le decimos que tipado tienen esas Props.

En el **screen** ContadorScreen.tsx importamos este componente y le pasamos la prop title:

…

<Fab title='+1' />

…

**ESTILO CONDICIONAL**

Debemos hacer ahora que un botón este a la derecha y el otro la izquierda, por lo que le mandamos en Props la propiedad **position**, y le especificamos en la interface que puede ser **‘bl’** o **‘br’**, y que por defecto es br.

Además ya no usamos el componente TouchableOpacity, en vez de eso usamos **TouchableNativeFeedback**, el cual tiene una propiedad **background** la cual produce el efecto de un shadow cuando clickeamos en el botón (por ahora solo nos va a servir en Android, ver el próximo video para ver cómo se soluciona en IOS).

**Fab.tsx:**

import React from 'react';

import {

StyleSheet,

Text,

TouchableNativeFeedback,

TouchableOpacity,

View,

} from 'react-native';

interface Props {

title: string;

position?: 'br' | 'bl';

onPress: () => void;

}

export const Fab = ({title, onPress, position = 'br'}: Props) => {

return (

<View

style={[

styles.fabLocation,

position === 'br' ? styles.right : styles.left,

]}>

<TouchableNativeFeedback

onPress={onPress}

background={TouchableNativeFeedback.Ripple('#28425B', false, 30)}>

<View style={styles.fab}>

<Text style={styles.fabText}>{title}</Text>

</View>

</TouchableNativeFeedback>

</View>

);

};

const styles = StyleSheet.create({

fabLocation: {

position: 'absolute',

bottom: 25,

},

right: {

right: 25,

},

left: {

left: 25,

},

fab: {

backgroundColor: '#5856D6',

width: 60,

height: 60,

borderRadius: 100,

justifyContent: 'center',

shadowColor: '#000',

shadowOffset: {

width: 0,

height: 4,

},

shadowOpacity: 0.3,

shadowRadius: 4.65,

elevation: 8,

},

fabText: {

color: 'white',

fontSize: 25,

fontWeight: 'bold',

alignSelf: 'center',

},

});

**ContadorScreen.tsx:**

...

<Fab title="+1" onPress={() => setCounter(counter + 1)} />

<Fab title="-1" position="bl" onPress={() => setCounter(counter - 1)} />

...

**CODIGO ESPECIFICO PARA PLATAFORMA**

En el componente **Fab.tsx** importamos **Platform** de react-native y creamos dos funciones, una **ios** y otra **android**, las cuales van a retornar un JSX.Element:

import React from 'react';

import {

StyleSheet,

Text,

TouchableNativeFeedback,

TouchableOpacity,

View,

Platform,

} from 'react-native';

interface Props {

title: string;

position?: 'br' | 'bl';

onPress: () => void;

}

export const Fab = ({title, onPress, position = 'br'}: Props) => {

const ios = () => {

return (

<TouchableOpacity

activeOpacity={0.75}

onPress={onPress}

style={[

styles.fabLocation,

position === 'br' ? styles.right : styles.left,

]}>

<View style={styles.fab}>

<Text style={styles.fabText}>{title}</Text>

</View>

</TouchableOpacity>

);

};

const android = () => {

return (

<View

style={[

styles.fabLocation,

position === 'br' ? styles.right : styles.left,

]}>

<TouchableNativeFeedback

onPress={onPress}

background={TouchableNativeFeedback.Ripple('#28425B', false, 30)}>

<View style={styles.fab}>

<Text style={styles.fabText}>{title}</Text>

</View>

</TouchableNativeFeedback>

</View>

);

};

return Platform.OS === 'ios' ? ios() : android();

};

...

De esta forma en Android tendremos ciertos estilos y en ios otros.

**SEC-5: FLEX, POSITION y BOX OBJECT MODEL**

**CONTINUACIÓN DEL PROYECTO – DISEÑOS y FLEXBOX**

Creamos en la carpeta **screens** el archivo BoxObjectModelScreen.tsx y lo importamos en el **App.tsx** donde lo envolvemos en el componente **SafeAreaView** con el objetivo de que en ios aparezca por debajo del notch de la pantalla, asi no aparece donde esta la hora arriba de todo y no se ve nada:

import React from 'react';

import { BoxObjectModelScreen } from './src/screens/BoxObjectModelScreen';

import { SafeAreaView } from 'react-native';

const App = () => {

return (

<SafeAreaView>

<BoxObjectModelScreen />

</SafeAreaView>

);

};

export default App;

**PADDING, MARGIN, BORDER, WIDTH y HEIGHT**

Vamos a configurar nuestro snippet de StyleSheet, para ello en la paleta de comandos vamos a **user snippets>typescriptreact** y pegamos lo siguiente:

"React Native Styles": {

"prefix": "stles",

"body": [

"const styles = StyleSheet.create({",

" $1",

"});"

]

}

Luego en el video empieza a jugar con el width, border, padding, y margin de los contenedores. No me pareció necesario escribirlo acá. Mirar el video cualquier cosa.

**HEIGHT, WIDTH PORCENTUAL y DIMENSIONES DE LA PANTALLA**

Podemos sacar las medidas de la pantalla con el hook **useWindowDimensions** de react native o con **Dimensions** también de react native. La diferencia es que el hook te permite saber la pantalla cuando estamos rotando el celular, el Dimension saca las dimensiones una sola vez, entonces cuando rotamos el celular sigue apareciendo las primeras medidas tomadas y no está bien.

Creamos dentro de la carpeta **screens** el archivo **DimensionesScreen.tsx**:

import React from 'react';

import {

Dimensions,

StyleSheet,

Text,

View,

useWindowDimensions,

} from 'react-native';

// const {width, height} = Dimensions.get('window')

export const DimensionesScreen = () => {

const {width, height} = useWindowDimensions();

return (

<View>

<View style={styles.container}>

<View style={{...styles.cajaMorada, width: width \* 0.5}} />

<View style={styles.cajanaranja} />

</View>

<Text style={styles.title}>

W: {width}, H: {height}

</Text>

</View>

);

};

const styles = StyleSheet.create({

container: {

width: '100%',

height: 200,

backgroundColor: 'red',

},

cajaMorada: {

backgroundColor: '#5856D6',

// width: '50%',

height: '50%',

},

cajanaranja: {

backgroundColor: '#F0A23B',

},

title: {

fontSize: 30,

textAlign: 'center',

},

});

**POSICIÓN RELATIVA**

Todos los elementos tienen position relative por defecto, si le especificas un top en 0 por ejemplo, mantendría su lugar de origen, porque depende del elemento padre, esto no pasaría en un position absolute.

Creamos el screen **PositionScreen.tsx**:

import React from 'react';

import {StyleSheet, View} from 'react-native';

export const PositionScreen = () => {

return (

<View style={styles.container}>

<View style={styles.cajaMorada} />

<View style={styles.cajaNaranja} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

backgroundColor: '#28C4D9',

},

cajaMorada: {

width: 100,

height: 100,

backgroundColor: '#5856D6',

borderWidth: 10,

borderColor: 'white',

},

cajaNaranja: {

width: 100,

height: 100,

backgroundColor: '#F0A23B',

borderWidth: 10,

borderColor: 'white',

top: -50,

},

});
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**POSICIÓN ABSOLUTA**

La posición absoluta es dependiendo el elemento padre.

import React from 'react';

import {StyleSheet, View} from 'react-native';

export const PositionScreen = () => {

return (

<View style={styles.container}>

<View style={styles.cajaVerde} />

<View style={styles.cajaMorada} />

<View style={styles.cajaNaranja} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

// justifyContent: 'center',

// alignItems: 'center',

backgroundColor: '#28C4D9',

},

cajaMorada: {

width: 100,

height: 100,

backgroundColor: '#5856D6',

borderWidth: 10,

borderColor: 'white',

position: 'absolute',

right: 0,

},

cajaNaranja: {

width: 100,

height: 100,

backgroundColor: '#F0A23B',

borderWidth: 10,

borderColor: 'white',

position: 'absolute',

bottom: 0,

right: 0,

},

cajaVerde: {

backgroundColor: 'green',

borderWidth: 10,

borderColor: 'white',

...StyleSheet.absoluteFillObject,

},

});

El **absoluteFillObject** es lo mismo que poner position absolute, top 0, bottom 0, left 0 y right 0. Es decir, estira todo el elemento en sus 4 puntas.

La caja verde se estiró en sus 4 puntas.

![](data:image/png;base64,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)

**FLEX**

Podemos ver la documentación oficial acá: <https://reactnative.dev/docs/flexbox>

Si le especificamos a los elementos hijos que los 3 van a tener un **flex: 1**, van a compartir el mayor tamaño posible entre los 3, siendo iguales en su tamaño.

Pero si le decimos por ejemplo que dos elementos tienen un flex: 4, y el tercero un flex: 2, los elementos de 4 van a compartir el 40% del elemento padre cada uno, y el tercer elemento un 20%.

import React from 'react';

import {StyleSheet, Text, View} from 'react-native';

export const FlexScreen = () => {

return (

<View style={styles.container}>

<Text style={styles.caja1}>Caja 1</Text>

<Text style={styles.caja2}>Caja 2</Text>

<Text style={styles.caja3}>Caja 3</Text>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

backgroundColor: '#28C4D9',

},

caja1: {

flex: 4,

borderWidth: 2,

borderColor: 'white',

fontSize: 30,

},

caja2: {

flex: 4,

borderWidth: 2,

borderColor: 'white',

fontSize: 30,

},

caja3: {

flex: 2,

borderWidth: 2,

borderColor: 'white',

fontSize: 30,

},

});
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**LAS DEMÁS SECCIONES**

No escribí nada porque es solo CSS que ya conozco, sino ver los videos.

**SEC-6: APLICACIÓN – CALCULADORA DE IOS**

**DISEÑO INICIAL y PANTALLA DE CALCULADORA**

Luego de crear el proyecto con el comando: **npx react-native init MiProyecto --template react-native-template-typescript**

Vamos a crear la carpeta **src**, y dentro de esta, las carpetas **components**, **screens** y **theme**.

En la carpeta **theme** creamos el archivo **appTheme.tsx** el cual va a tener los estilos globales de la aplicación:

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

fondo: {

flex: 1,

backgroundColor: 'black',

},

texto: {

color: 'white',

fontSize: 20,

},

});

Ahora dentro de la carpeta **screens**, creamos el archivo **CalculadoraScreen.tsx** y lo importamos luego en el App.tsx**:**

import React from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

export const CalculadoraScreen = () => {

return (

<View>

<Text style={styles.texto}>Calculadora Screen</Text>

</View>

);

};

**App.tsx**:

import React from 'react';

import {SafeAreaView, StatusBar} from 'react-native';

import {CalculadoraScreen} from './src/screens/CalculadoraScreen';

import {styles} from './src/theme/appTheme';

const App = () => {

return (

<SafeAreaView style={styles.fondo}>

<StatusBar backgroundColor="black" barStyle="light-content" />

<CalculadoraScreen />

</SafeAreaView>

);

};

export default App;

El componente <**StatusBar />** es donde aparece la hora, la batería, etc.

Podemos ver la documentación del componente aquí:

<https://reactnative.dev/docs/statusbar>

**TEXTOS y MI PRIMER BOTÓN**

Vamos a crear el texto de **resultado** de la calculadora y el primer botón. Para ello, en el **CalculadoraScreen.tsx** vamos a crear unos **View** que serán los contenedores del botón y los estilos en el **appTheme.tsx**

**CalculadoraScreen.tsx:**

import React from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

export const CalculadoraScreen = () => {

return (

<View style={styles.calculadoraContainer}>

<Text style={styles.resultadoPequeno}>1,500.00</Text>

<Text style={styles.resultado}>1,500.00</Text>

<View>

<View style={styles.boton}>

<Text style={styles.botonTexto}>1</Text>

</View>

</View>

</View>

);

};

**appTheme.tsx:**

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

fondo: {

flex: 1,

backgroundColor: 'black',

},

calculadoraContainer: {

flex: 1,

paddingHorizontal: 20,

justifyContent: 'flex-end',

},

resultado: {

color: 'white',

fontSize: 60,

textAlign: 'right',

marginBottom: 10,

},

resultadoPequeno: {

color: 'rgba(255, 255, 255, 0.5)',

fontSize: 30,

textAlign: 'right',

},

boton: {

height: 80,

width: 80,

backgroundColor: '#9B9B9B',

borderRadius: 100,

justifyContent: 'center',

},

botonTexto: {

textAlign: 'center',

padding: 10,

fontSize: 30,

color: 'black',

fontWeight: '300',

},

});

**BOTÓN DE CALCULADORA y SUS FILAS**

Como vamos a utilizar muchos botones que van a ser iguales pero van a cambiar solo ciertos estilos debemos crear dentro de la carpeta **components**, el componente **BotonCalc.tsx** el cual va a recibir por props, el texto que va a mostrar y el estilo del backgroundColor:

import React from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

interface Props {

texto: string;

color?: string;

}

export const BotonCalc = ({texto, color = '#2D2D2D'}: Props) => {

return (

<View style={{...styles.boton, backgroundColor: color}}>

<Text style={styles.botonTexto}>{texto}</Text>

</View>

);

};

Ahora en la screen **CalculadoraScreen.tsx** vamos a mostrar este botón y le vamos a mandar sus respectivas props:

import React from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {BotonCalc} from '../components/BotonCalc';

export const CalculadoraScreen = () => {

return (

<View style={styles.calculadoraContainer}>

<Text style={styles.resultadoPequeno}>1,500.00</Text>

<Text style={styles.resultado}>1,500.00</Text>

<View style={styles.fila}>

<BotonCalc texto="C" color="#9B9B9B" />

<BotonCalc texto="+/-" color="#9B9B9B" />

<BotonCalc texto="del" color="#9B9B9B" />

<BotonCalc texto="/" color="#FF9427" />

</View>

</View>

);

};

**appTheme.tsx:**

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

fondo: {

flex: 1,

backgroundColor: 'black',

},

calculadoraContainer: {

flex: 1,

paddingHorizontal: 20,

justifyContent: 'flex-end',

},

resultado: {

color: 'white',

fontSize: 60,

textAlign: 'right',

marginBottom: 10,

},

resultadoPequeno: {

color: 'rgba(255, 255, 255, 0.5)',

fontSize: 30,

textAlign: 'right',

},

fila: {

flexDirection: 'row',

justifyContent: 'center',

marginBottom: 18,

paddingHorizontal: 10,

},

boton: {

height: 80,

width: 80,

backgroundColor: '#2D2D2D',

borderRadius: 100,

justifyContent: 'center',

marginHorizontal: 10,

},

botonTexto: {

textAlign: 'center',

padding: 10,

fontSize: 30,

color: 'white',

fontWeight: '300',

},

});

**TERMINAR TODOS LOS BOTONES Y EL ESTILO DE LA CALCULADORA**

Ahora le pasamos las filas restantes de botones con sus respectivas props en **CalculadoraScreen.tsx:**

import React from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {BotonCalc} from '../components/BotonCalc';

export const CalculadoraScreen = () => {

return (

<View style={styles.calculadoraContainer}>

<Text style={styles.resultadoPequeno}>1,500.00</Text>

<Text style={styles.resultado}>1,500.00</Text>

<View style={styles.fila}>

<BotonCalc texto="C" color="#9B9B9B" />

<BotonCalc texto="+/-" color="#9B9B9B" />

<BotonCalc texto="del" color="#9B9B9B" />

<BotonCalc texto="/" color="#FF9427" />

</View>

<View style={styles.fila}>

<BotonCalc texto="7" />

<BotonCalc texto="8" />

<BotonCalc texto="9" />

<BotonCalc texto="X" color="#FF9427" />

</View>

<View style={styles.fila}>

<BotonCalc texto="4" />

<BotonCalc texto="5" />

<BotonCalc texto="6" />

<BotonCalc texto="-" color="#FF9427" />

</View>

<View style={styles.fila}>

<BotonCalc texto="1" />

<BotonCalc texto="2" />

<BotonCalc texto="3" />

<BotonCalc texto="+" color="#FF9427" />

</View>

<View style={styles.fila}>

<BotonCalc texto="0" ancho />

<BotonCalc texto="." />

<BotonCalc texto="=" color="#FF9427" />

</View>

</View>

);

};

Ahora en el componente **BotonCalc.tsx** debemos pasarle una prop llamada **ancho** que va a ser un valor booleano, si esta propiedad llega, el ancho del botón va a ser más grande:

import React from 'react';

import {Text, TouchableOpacity, View} from 'react-native';

import {styles} from '../theme/appTheme';

interface Props {

texto: string;

color?: string;

ancho?: boolean;

}

export const BotonCalc = ({texto, color = '#2D2D2D', ancho = false}: Props) => {

return (

<TouchableOpacity>

<View

style={{

...styles.boton,

backgroundColor: color,

width: ancho ? 180 : 80,

}}>

<Text

style={{

...styles.botonTexto,

color: color === '#9B9B9B' ? 'black' : 'white',

}}>

{texto}

</Text>

</View>

</TouchableOpacity>

);

};

El **TouchableOpacity** es para darle el efecto de interacción con el botón.

**CONSTRUIR EL NÚMERO BASE**

Para hacer esto vamos a usar un **useState** para el número base y el número anterior. Además debemos pasar ahora como props un **action** que será el encargado de ir poniendo los números que digamos, y también aplicamos la action de borrar todo.

**CalculadoraScreen.tsx:**

import React, {useState} from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {BotonCalc} from '../components/BotonCalc';

export const CalculadoraScreen = () => {

const [numberCalc, setNumberCalc] = useState('0');

const [numberBeforeCalc, setNumberBeforeCalc] = useState('0');

const cleanCalc = () => {

setNumberCalc('0');

setNumberBeforeCalc('0');

};

const madeANumber = (textNumber: string) => {

setNumberCalc(numberCalc + textNumber);

};

return (

<View style={styles.calculadoraContainer}>

<Text style={styles.resultadoPequeno}>{numberBeforeCalc}</Text>

<Text style={styles.resultado} numberOfLines={1} adjustsFontSizeToFit>

{numberCalc}

</Text>

<View style={styles.fila}>

<BotonCalc texto="C" color="#9B9B9B" action={cleanCalc} />

<BotonCalc texto="+/-" color="#9B9B9B" action={cleanCalc} />

<BotonCalc texto="del" color="#9B9B9B" action={cleanCalc} />

<BotonCalc texto="/" color="#FF9427" action={cleanCalc} />

</View>

<View style={styles.fila}>

<BotonCalc texto="7" action={madeANumber} />

<BotonCalc texto="8" action={madeANumber} />

<BotonCalc texto="9" action={madeANumber} />

<BotonCalc texto="X" color="#FF9427" action={cleanCalc} />

</View>

<View style={styles.fila}>

<BotonCalc texto="4" action={madeANumber} />

<BotonCalc texto="5" action={madeANumber} />

<BotonCalc texto="6" action={madeANumber} />

<BotonCalc texto="-" color="#FF9427" action={cleanCalc} />

</View>

<View style={styles.fila}>

<BotonCalc texto="1" action={madeANumber} />

<BotonCalc texto="2" action={madeANumber} />

<BotonCalc texto="3" action={madeANumber} />

<BotonCalc texto="+" color="#FF9427" action={cleanCalc} />

</View>

<View style={styles.fila}>

<BotonCalc texto="0" action={madeANumber} ancho />

<BotonCalc texto="." action={madeANumber} />

<BotonCalc texto="=" color="#FF9427" action={cleanCalc} />

</View>

</View>

);

};

En el componente **<Text>** vemos que pasamos las propiedades **numberOfLines** y **adjustsFontSizeToFit**, los cuales son los encargados de que se mantenga el número en una sola línea cuando está creciendo y que el tamaño se ajuste dependiendo de que tan grande sea el número.

**BotonCalc.tsx:**

import React from 'react';

import {Text, TouchableOpacity, View} from 'react-native';

import {styles} from '../theme/appTheme';

interface Props {

texto: string;

color?: string;

ancho?: boolean;

action: (textNumber: string) => void;

}

export const BotonCalc = ({

texto,

color = '#2D2D2D',

ancho = false,

action,

}: Props) => {

return (

<TouchableOpacity onPress={() => action(texto)}>

<View

style={{

...styles.boton,

backgroundColor: color,

width: ancho ? 180 : 80,

}}>

<Text

style={{

...styles.botonTexto,

color: color === '#9B9B9B' ? 'black' : 'white',

}}>

{texto}

</Text>

</View>

</TouchableOpacity>

);

};

En el **TouchableOpacity** estamos pasando en el **onPress** la **action**, y poniendo como parámetro el **texto**, que sería el número que apretamos.

**CONSIDERACIONES PARA ARMAR EL NÚMERO**

Vamos a crear en **CalculadoraScreen.tsx** una función para pasar de un valor positivo a negativo y viceversa, y además en la función que va creando el número, debemos aplicar ciertas validaciones:

...

const madeANumber = (textNumber: string) => {

// No aceptar doble punto

if (numberCalc.includes('.') && textNumber === '.') return;

if (numberCalc.startsWith('0') || numberCalc.startsWith('-0')) {

// Punto decimal

if (textNumber === '.') {

setNumberCalc(numberCalc + textNumber);

// Evaluar si es otro cero, y hay un punto

} else if (textNumber === '0' && numberCalc.includes('.')) {

setNumberCalc(numberCalc + textNumber);

// Evaluar si es diferente de 0 y no tiene un punto

} else if (textNumber !== '0' && !numberCalc.includes('.')) {

setNumberCalc(textNumber);

// Evitar 000.0

} else if (textNumber === '0' && !numberCalc.includes('.')) {

setNumberCalc(numberCalc);

} else {

setNumberCalc(numberCalc + textNumber);

}

} else {

setNumberCalc(numberCalc + textNumber);

}

};

const positiveNegative = () => {

if (numberCalc.includes('-')) {

setNumberCalc(numberCalc.replace('-', ''));

} else {

setNumberCalc('-' + numberCalc);

}

};

...

<BotonCalc texto="+/-" color="#9B9B9B" action={positiveNegative} />

...

**TAREA – BOTÓN DE BORRAR ÚLTIMA ENTRADA**

En **CalculadoraScreen.tsx** creamos la función para borrar el último número de nuestro número principal:

...

const btnDeleteLastNumber = () => {

let negative = '';

let numberTemp = numberCalc;

if (numberCalc.includes('-')) {

negative = '-';

numberTemp = numberCalc.substring(1);

}

if (numberTemp.length > 1) {

setNumberCalc(negative + numberTemp.slice(0, -1));

} else {

setNumberCalc('0');

}

};

...

<BotonCalc texto="del" color="#9B9B9B" action={btnDeleteLastNumber} />

...

**BOTONES DE OPERACIONES ARITMÉTICAS**

Para hacer esto vamos a utilizar un **useRef** con el fin de que la aplicación no se vuelva a renderizar. Para ello vamos a usar un **enum** de typescript donde especificamos de que tipos puede ser el useRef.

Luego debemos crear una función que al apretar algún botón de operaciones aritméticas almacene en el state **numberBeforeCalc** el **numberCalc**, y además, las funciones de las operaciones aritméticas donde ejecutamos esa función y le especificamos al ref que operación estamos por ejecutar.

**CalculadoraScreen.tsx:**

import React, {useRef, useState} from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {BotonCalc} from '../components/BotonCalc';

enum Operadores {

sumar,

restar,

multiplicar,

dividir,

}

export const CalculadoraScreen = () => {

const [numberCalc, setNumberCalc] = useState('0');

const [numberBeforeCalc, setNumberBeforeCalc] = useState('0');

const lastOperation = useRef<Operadores>();

...

const changeNumberForBeforeNumber = () => {

if (numberCalc.endsWith('.')) {

setNumberBeforeCalc(numberCalc.slice(0, -1));

} else {

setNumberBeforeCalc(numberCalc);

}

setNumberCalc('0');

};

const btnDivide = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.dividir;

};

const btnMultiply = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.multiplicar;

};

const btnSubtract = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.restar;

};

const btnAdd = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.sumar;

};

return (

...

<BotonCalc texto="/" color="#FF9427" action={btnDivide} />

...

<BotonCalc texto="X" color="#FF9427" action={btnMultiply} />

...

<BotonCalc texto="-" color="#FF9427" action={btnSubtract} />

...

<BotonCalc texto="+" color="#FF9427" action={btnAdd} />

...

**REALIZAR EL CÁLCULO**

Ahora creamos la función **calculate** para realizar las distintas operaciones matemáticas.

**CalculadoraScreen.tsx:**

...

const calculate = () => {

const num1 = Number(numberCalc);

const num2 = Number(numberBeforeCalc);

switch (lastOperation.current) {

case Operadores.sumar:

setNumberCalc(`${num1 + num2}`);

break;

case Operadores.restar:

setNumberCalc(`${num2 - num1}`);

break;

case Operadores.multiplicar:

setNumberCalc(`${num1 \* num2}`);

break;

case Operadores.dividir:

setNumberCalc(`${num2 / num1}`);

break;

}

setNumberBeforeCalc('0');

};

...

<BotonCalc texto="=" color="#FF9427" action={calculate} />

...

**CUSTOM HOOK: useCalculadora**

Ahora toca refactorizar el **CalculadoraScreen.tsx** para que sea más fácil de leer, y el código sea más escalable. Para ello vamos a crear dentro de la carpeta **src**, una carpeta llamada **hooks** con el archivo **useCalculadora.tsx** la cual contendrá toda la lógica que tiene CalculadoraScreen.tsx.

**useCalculadora.tsx:**

import {useRef, useState} from 'react';

enum Operadores {

sumar,

restar,

multiplicar,

dividir,

}

export const useCalculadora = () => {

const [numberCalc, setNumberCalc] = useState('0');

const [numberBeforeCalc, setNumberBeforeCalc] = useState('0');

const lastOperation = useRef<Operadores>();

const cleanCalc = () => {

setNumberCalc('0');

setNumberBeforeCalc('0');

};

const madeANumber = (textNumber: string) => {

// No aceptar doble punto

if (numberCalc.includes('.') && textNumber === '.') return;

if (numberCalc.startsWith('0') || numberCalc.startsWith('-0')) {

// Punto decimal

if (textNumber === '.') {

setNumberCalc(numberCalc + textNumber);

// Evaluar si es otro cero, y hay un punto

} else if (textNumber === '0' && numberCalc.includes('.')) {

setNumberCalc(numberCalc + textNumber);

// Evaluar si es diferente de 0 y no tiene un punto

} else if (textNumber !== '0' && !numberCalc.includes('.')) {

setNumberCalc(textNumber);

// Evitar 000.0

} else if (textNumber === '0' && !numberCalc.includes('.')) {

setNumberCalc(numberCalc);

} else {

setNumberCalc(numberCalc + textNumber);

}

} else {

setNumberCalc(numberCalc + textNumber);

}

};

const positiveNegative = () => {

if (numberCalc.includes('-')) {

setNumberCalc(numberCalc.replace('-', ''));

} else {

setNumberCalc('-' + numberCalc);

}

};

const btnDeleteLastNumber = () => {

let negative = '';

let numberTemp = numberCalc;

if (numberCalc.includes('-')) {

negative = '-';

numberTemp = numberCalc.substring(1);

}

if (numberTemp.length > 1) {

setNumberCalc(negative + numberTemp.slice(0, -1));

} else {

setNumberCalc('0');

}

};

const changeNumberForBeforeNumber = () => {

if (numberCalc.endsWith('.')) {

setNumberBeforeCalc(numberCalc.slice(0, -1));

} else {

setNumberBeforeCalc(numberCalc);

}

setNumberCalc('0');

};

const btnDivide = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.dividir;

};

const btnMultiply = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.multiplicar;

};

const btnSubtract = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.restar;

};

const btnAdd = () => {

changeNumberForBeforeNumber();

lastOperation.current = Operadores.sumar;

};

const calculate = () => {

const num1 = Number(numberCalc);

const num2 = Number(numberBeforeCalc);

switch (lastOperation.current) {

case Operadores.sumar:

setNumberCalc(`${num1 + num2}`);

break;

case Operadores.restar:

setNumberCalc(`${num2 - num1}`);

break;

case Operadores.multiplicar:

setNumberCalc(`${num1 \* num2}`);

break;

case Operadores.dividir:

setNumberCalc(`${num2 / num1}`);

break;

}

setNumberBeforeCalc('0');

};

return {

numberCalc,

numberBeforeCalc,

cleanCalc,

madeANumber,

positiveNegative,

btnDeleteLastNumber,

btnDivide,

btnMultiply,

btnSubtract,

btnAdd,

calculate,

};

};

**CalculadoraScreen.tsx:**

import React, {useRef, useState} from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {BotonCalc} from '../components/BotonCalc';

import {useCalculadora} from '../hooks/useCalculadora';

export const CalculadoraScreen = () => {

const {

numberBeforeCalc,

numberCalc,

cleanCalc,

positiveNegative,

btnDeleteLastNumber,

btnDivide,

madeANumber,

btnMultiply,

btnAdd,

btnSubtract,

calculate,

} = useCalculadora();

return (

<View style={styles.calculadoraContainer}>

{numberBeforeCalc !== '0' && (

<Text style={styles.resultadoPequeno}>{numberBeforeCalc}</Text>

)}

<Text style={styles.resultado} numberOfLines={1} adjustsFontSizeToFit>

{numberCalc}

</Text>

<View style={styles.fila}>

<BotonCalc texto="C" color="#9B9B9B" action={cleanCalc} />

<BotonCalc texto="+/-" color="#9B9B9B" action={positiveNegative} />

<BotonCalc texto="del" color="#9B9B9B" action={btnDeleteLastNumber} />

<BotonCalc texto="/" color="#FF9427" action={btnDivide} />

</View>

<View style={styles.fila}>

<BotonCalc texto="7" action={madeANumber} />

<BotonCalc texto="8" action={madeANumber} />

<BotonCalc texto="9" action={madeANumber} />

<BotonCalc texto="X" color="#FF9427" action={btnMultiply} />

</View>

<View style={styles.fila}>

<BotonCalc texto="4" action={madeANumber} />

<BotonCalc texto="5" action={madeANumber} />

<BotonCalc texto="6" action={madeANumber} />

<BotonCalc texto="-" color="#FF9427" action={btnSubtract} />

</View>

<View style={styles.fila}>

<BotonCalc texto="1" action={madeANumber} />

<BotonCalc texto="2" action={madeANumber} />

<BotonCalc texto="3" action={madeANumber} />

<BotonCalc texto="+" color="#FF9427" action={btnAdd} />

</View>

<View style={styles.fila}>

<BotonCalc texto="0" action={madeANumber} ancho />

<BotonCalc texto="." action={madeANumber} />

<BotonCalc texto="=" color="#FF9427" action={calculate} />

</View>

</View>

);

};

**SEC-7: NAVEGACIÓN APP – TODOS LOS TIPOS DE NAVEGACIÓN**

**EXPLICACIÓN SOBRE EL SISTEMA DE NEVEGACIÓN**

Hay 4:

* Stack Navigation.
* Drawer Navigation.
* BottomTab Navigation.
* MaterialTop Navigation.

**REACT NAVIGATION – PRE REQUISITIOS**

Vamos a la página oficial de **React Navigation** en:

<https://reactnavigation.org/docs/getting-started/>

Y luego en **getting started** seguimos la documentación.

Nos pedirá instalarlo con el comando:

**npm install @react-navigation/native**

Luego instalamos ciertas dependencias:

**npm install react-native-screens react-native-safe-area-context**

Y si estas en Mac debemos instalar el siguiente comando:

**npx pod-install ios**

A continuación, en la siguiente ruta del proyecto **Android/app/src/main/java/<your package name>/MainActivity.java**, y ahí dentro copiamos la siguiente configuración:

import android.os.Bundle;

...

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(null);

}

Y ahora en el **App.tsx** agregamos las siguientes líneas de código para envolver todo dentro de **NavigationContainer**:

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Text} from 'react-native';

const App = () => {

return (

<NavigationContainer>

<Text>App Navigation</Text>

</NavigationContainer>

);

};

export default App;

**REACT NAVIGATION – STACK**

Vamos a la documentación en <https://reactnavigation.org/docs/stack-navigator/> y seguimos la instalación.

Corremos los comando:

**npm install @react-navigation/stack**

**npm install react-native-gesture-handler**

Y arriba de todo como primera línea de código en el **App.tsx** escribimos la siguiente línea:

import 'react-native-gesture-handler';

...

Ahora corremos los comando:

**npm install @react-native-masked-view/masked-view**

**npx pod-install ios**

A continuación, en el proyecto creamos la carpeta **src** con la subcarpetas **screens**, **theme**, **components** y **navigation**.

Dentro de **screens** creamos los archivos **Pagina1, Pagina2 y Pagina3Screen.tsx**

Dentro de **navigation** creamos el archivo **StackNavigator.tsx** y copiamos el siguiente código:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {Pagina1Screen} from '../screens/Pagina1Screen';

import {Pagina2Screen} from '../screens/Pagina2Screen';

import {Pagina3Screen} from '../screens/Pagina3Screen';

const Stack = createStackNavigator();

export const StackNavigator = () => {

return (

<Stack.Navigator>

<Stack.Screen name="Pagina1Screen" component={Pagina1Screen} />

<Stack.Screen name="Pagina2Screen" component={Pagina2Screen} />

<Stack.Screen name="Pagina3Screen" component={Pagina3Screen} />

</Stack.Navigator>

);

};

Y ahora dentro del **App.tsx** importamos este StackNavigator y lo retornamos:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {StackNavigator} from './src/navigation/StackNavigator';

const App = () => {

return (

<NavigationContainer>

<StackNavigator />

</NavigationContainer>

);

};

export default App;

**NAVEGAR A OTRAS PANTALLAS**

Ahora para navegar entre distintas pantallas vamos a poder utilizar dos maneras distinas, mediante **Props**, o mediante un hook llamado **useNavigation()**.

**Pagina1Screen.tsx:**

import {StackScreenProps} from '@react-navigation/stack';

import React from 'react';

import {Button, Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

interface Props extends StackScreenProps<any, any> {}

export const Pagina1Screen = ({navigation}: Props) => {

return (

<View style={styles.globalMargin}>

<Text>Pagina1Screen</Text>

<Button

title="ir a la página 2"

onPress={() => navigation.navigate('Pagina2Screen')}

/>

</View>

);

};

Como vemos utilizamos **StackScreenProps** para pasarle el tipado, y luego usamos la desestructuración para agarrar el **navigation** y en el Button pasamos la función para ir a la página con navigation.navigate(‘nombreDeLaPagina’).

**Pagina2Screen.tsx:**

import React from 'react';

import {Button, Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {useNavigation} from '@react-navigation/native';

export const Pagina2Screen = () => {

const navigation = useNavigation<any>();

return (

<View style={styles.globalMargin}>

<Text>Pagina2Screen</Text>

<Button

title="ir página 3"

onPress={() => navigation.navigate('Pagina3Screen')}

/>

</View>

);

};

En este caso usamos el hook **useNavigation()** el cual se ejecuta de la misma forma mediante el **navigate(‘nombreDeLaPagina’)**.

**Pagina3Screen.tsx:**

import {StackScreenProps} from '@react-navigation/stack';

import React from 'react';

import {Button, Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

interface Props extends StackScreenProps<any, any> {}

export const Pagina3Screen = ({navigation}: Props) => {

return (

<View style={styles.globalMargin}>

<Text>Pagina3Screen</Text>

<Button title="Regresar" onPress={() => navigation.pop()} />

<Button title="Ir al Home" onPress={() => navigation.popToTop()} />

</View>

);

};

Y en la carpeta **theme** creamos el **appTheme.tsx** con el fin de tener estilos globales:

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

globalMargin: {

marginHorizontal: 20,

},

});

**ESTILIZANDO EL STACK NAVIGATOR**

En el **navigator/StackNavigator.tsx** si le pasamos la propiedad **initialRouteName** al componente **<Stack.Navigator>** le podemos especificar que arranque por una página en especial:

...

<Stack.Navigator

initialRouteName='Pagina2Screen'

>

...

También tiene la propiedad **screenOptions** en el cual podemos modificar varias cosas de los estilos como el color de fondo, etc.

Y además en cada **<Stack.Screen>** podemos pasarle una propiedad **option** que recibe un objeto y le podemos especificar el **title**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {Pagina1Screen} from '../screens/Pagina1Screen';

import {Pagina2Screen} from '../screens/Pagina2Screen';

import {Pagina3Screen} from '../screens/Pagina3Screen';

const Stack = createStackNavigator();

export const StackNavigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerStyle: {

elevation: 0, //android

shadowColor: 'transparent', //ios

},

cardStyle: {

backgroundColor: 'white',

},

}}>

<Stack.Screen

name="Pagina1Screen"

options={{title: 'Página 1'}}

component={Pagina1Screen}

/>

<Stack.Screen

name="Pagina2Screen"

options={{title: 'Página 2'}}

component={Pagina2Screen}

/>

<Stack.Screen

name="Pagina3Screen"

options={{title: 'Página 3'}}

component={Pagina3Screen}

/>

</Stack.Navigator>

);

};

Para termina, en **Pagina2Screen.tsx** vamos a cambiarle para ios el nombre que aparece al lado de la flechita para volver a la página anterior:

...

export const Pagina2Screen = () => {

const navigation = useNavigation<any>();

useEffect(() => {

navigation.setOptions({

headerBackTitle: 'Back',

});

}, []);

...

**ENVIAR ARGUMENTOS ENTRE PANTALLAS**

Nos vamos a crear un **PersonaScreen.tsx** el cual vamos a tener que poner en el router de **StackNavigator.tsx**:

...

<Stack.Screen

name="PersonaScreen"

options={{title: 'Página Persona'}}

component={PersonaScreen}

/>

...

Luego en **Pagina1Screen.tsx** creamos un touchableOpacity para navegar a esta página en la cual en la propiedad **onPress** le podemos pasar un objeto que contengan argumentos por props:

...

<Text>Navegar con argumentos</Text>

<TouchableOpacity

onPress={() => navigation.navigate('PersonaScreen', {

id: 1,

nombre: 'Joaquin'

})}

>

<Text>Joaquín</Text>

</TouchableOpacity>

...

**PersonaScreen.tsx:**

import React, {useEffect} from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {StackScreenProps} from '@react-navigation/stack';

interface Props extends StackScreenProps<any, any> {}

export const PersonaScreen = ({navigation, route}: Props) => {

const params = route.params;

useEffect(() => {

navigation.setOptions({

title: params!.nombre,

});

}, []);

return (

<View style={styles.globalMargin}>

<Text style={styles.title}>{JSON.stringify(params, null, 3)}</Text>

</View>

);

};

En **route.params** vamos a recibir los argumentos que le pasamos desde **Pagina1Screen.tsx**, pero de esta forma no estamos especificando bien el tipado. En el próximo video lo explica cómo hay que hacer.

**DIFERENTES FORMAS DE COLOCAR EL TIPO DE DATO DE LOS ARGUMENTOS**

Primera forma:

Hacer una interface que defina los argumentos que estamos pasándole:

...

interface RouterParams {

id: number;

name: string;

}

export const PersonaScreen = ({navigation, route}: Props) => {

const params = route.params as RouterParams;

...

Segunda forma (recomendada):

En el **StackNavigator.tsx** es donde creamos un **type** para especificar las pantallas que vamos a tener y cuales reciben parámetros. Si no reciben parámetros se le pasa **undefined**.

...

export type RootStackParams = {

Pagina1Screen: undefined;

Pagina2Screen: undefined;

Pagina3Screen: undefined;

PersonaScreen: {id: number; name: string};

};

const Stack = createStackNavigator<RootStackParams>();

...

Luego en **PersonaScreen.tsx** en la interface de **Props** es donde le pasamos este **RootStackParams** y el nombre de la página:

...

interface Props extends StackScreenProps<RootStackParams, 'PersonaScreen'> {}

export const PersonaScreen = ({navigation, route}: Props) => {

const params = route.params;

useEffect(() => {

navigation.setOptions({

title: params.name,

});

}, []);

...

**CONFIGURAR DRAWER BÁSICO**

Para ello sigamos los pasos de la documentación oficial:

<https://reactnavigation.org/docs/drawer-navigator/>

Debemos correr los comandos:

**npm install @react-navigation/drawer**

**npm install react-native-gesture-handler react-native-reanimated**

**npx pod-install**

No olvidarse de tener la siguiente línea en el comienzo del **App.tsx**:

import 'react-native-gesture-handler';

Luego creamos la carpeta **navigation** donde van a ir **MenuLateralBasico.tsx** y **StackNavigator.tsx**.

**MenuLateralBasico.tsx:**

import React from 'react';

import {createDrawerNavigator} from '@react-navigation/drawer';

import {StackNavigator} from './StackNavigator';

import {SettingsScreen} from '../screens/SettingsScreen';

const Drawer = createDrawerNavigator();

export const MenuLateralBasico = () => {

return (

<Drawer.Navigator>

<Drawer.Screen name="StackNavigator" component={StackNavigator} />

<Drawer.Screen name="SettingsScreen" component={SettingsScreen} />

</Drawer.Navigator>

);

};

Utilizamos **<Drawer.Navigator>** y **<Drawer.Screen>** para elegir los componentes que vamos a mostrar en el drawer.

**TOGGLE DRAWER – MOSTRAR/OCULTAR**

Ahora ya tenemos nuestro menú hamburguesa en la esquina superior izquierda.

Para modificar la posición desde donde se abre el drawer, debemos utilizar la prop **screenOptions**, la cual recibe un objeto con la propiedad **drawerPosition**, y el valor puede ser **left** o **right**.

También podemos hacer el drawer cuando el celular esté en posición horizontal permanezca abierto, colocando la propiedad **drawerType**, con el valor en **permanent**. Para eso, utilizamos un ternario en donde si la pantalla es >= 768 sea permanent y sino **front**. El **width** para el ternario lo sacamos del hook **useWindowDimensions**.

Para cambiar el nombre de como aparecen los componentes en el drawer, dentro de **<Drawer.Screen>** colocamos la propiedad **options={{title: ‘nombreQueQueramos’}}**.

import React from 'react';

import {useWindowDimensions} from 'react-native';

import {createDrawerNavigator} from '@react-navigation/drawer';

import {StackNavigator} from './StackNavigator';

import {SettingsScreen} from '../screens/SettingsScreen';

const Drawer = createDrawerNavigator();

export const MenuLateralBasico = () => {

const {width} = useWindowDimensions();

return (

<Drawer.Navigator

screenOptions={{

drawerPosition: 'right',

drawerType: width >= 768 ? 'permanent' : 'front',

}}>

<Drawer.Screen

name="StackNavigator"

options={{title: 'Home'}}

component={StackNavigator}

/>

<Drawer.Screen

name="SettingsScreen"

options={{title: 'Settings'}}

component={SettingsScreen}

/>

</Drawer.Navigator>

);

};

Además, el profe crea de manera manual un menú en Pagina1Screen, pero esto en la nueva versión ya no hace falta porque el menú viene automáticamente.

Utiliza de **props** el **DrawerScreenProps** la vual tiene la propiedad de **toggleDrawer** para abrir y cerrar el drawer.

Utiliza un **useEffect** donde devuelve un Button que será el menú hamburguesa.

import React, {useEffect} from 'react';

import {Button, Text, View, TouchableOpacity} from 'react-native';

import {DrawerScreenProps} from '@react-navigation/drawer';

// import {StackScreenProps} from '@react-navigation/stack';

import {styles} from '../theme/appTheme';

// interface Props extends StackScreenProps<any, any> {}

interface Props extends DrawerScreenProps<any, any> {}

export const Pagina1Screen = ({navigation}: Props) => {

useEffect(() => {

navigation.setOptions({

headerLeft: () => (

<Button title="menu" onPress={() => navigation.toggleDrawer()} />

),

});

}, []);

return (

...

**DRAWER PERSONALIZADO**

En la carpeta **navigation** creamos el componente **MenuLateral.tsx**, en el cual dentro del **<Drawer.Navigator>** vamos a usar la propiedad **drawerContent**, la cual recibe una función que devuelve un functional component. Por lo que, creamos este componente por debajo del principal y retorna un **<DrawerContentScrollView>**, el cual tendrá todo lo que queramos mostrar en el drawer:

import React from 'react';

import {Image, Text, View, useWindowDimensions} from 'react-native';

import {

DrawerContentComponentProps,

DrawerContentScrollView,

createDrawerNavigator,

} from '@react-navigation/drawer';

import {StackNavigator} from './StackNavigator';

import {SettingsScreen} from '../screens/SettingsScreen';

import {styles} from '../theme/appTheme';

const Drawer = createDrawerNavigator();

export const MenuLateral = () => {

const {width} = useWindowDimensions();

return (

<Drawer.Navigator

screenOptions={{

drawerType: width >= 768 ? 'permanent' : 'front',

}}

drawerContent={props => <MenuInterno {...props} />}>

<Drawer.Screen name="StackNavigator" component={StackNavigator} />

<Drawer.Screen name="SettingsScreen" component={SettingsScreen} />

</Drawer.Navigator>

);

};

const MenuInterno = (props: DrawerContentComponentProps) => {

return (

<DrawerContentScrollView>

<View style={styles.avatarContainer}>

<Image

source={{

uri: 'https://medgoldresources.com/wp-content/uploads/2018/02/avatar-placeholder.gif',

}}

style={styles.avatar}

/>

</View>

</DrawerContentScrollView>

);

};

**appTheme.tsx:**

...

avatar: {

width: 100,

height: 100,

borderRadius: 100,

},

avatarContainer: {

alignItems: 'center',

marginTop: 20,

},

...

No olvidarse de colocar el **MenuLateral.tsx** dentro del **App.tsx:**

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {MenuLateral} from './src/navigation/MenuLateral';

// import { MenuLateralBasico } from './src/navigation/MenuLateralBasico';

// import {StackNavigator} from './src/navigation/StackNavigator';

const App = () => {

return (

<NavigationContainer>

{/\* <StackNavigator /> \*/}

{/\* <MenuLateralBasico /> \*/}

<MenuLateral />

</NavigationContainer>

);

};

export default App;

**NAVEGAR DESDE EL MENU LATERAL PERSONALIZADO**

Ahora en el **MenuLateral.tsx** dentro del componente **MenuInterno** vamos a escribir las opciones de navegación que tendrá el drawer:

...

const MenuInterno = ({navigation}: DrawerContentComponentProps) => {

return (

<DrawerContentScrollView>

{/\* Avatar \*/}

<View style={styles.avatarContainer}>

<Image

source={{

uri: 'https://medgoldresources.com/wp-content/uploads/2018/02/avatar-placeholder.gif',

}}

style={styles.avatar}

/>

</View>

{/\* Opciones de menú \*/}

<View style={styles.menuContainer}>

<TouchableOpacity

onPress={() => navigation.navigate('StackNavigator')}

style={styles.menuButton}>

<Text style={styles.menuText}>Navegación</Text>

</TouchableOpacity>

<TouchableOpacity

onPress={() => navigation.navigate('SettingsScreen')}

style={styles.menuButton}>

<Text style={styles.menuText}>Ajustes</Text>

</TouchableOpacity>

</View>

</DrawerContentScrollView>

);

};

**appTheme.tsx:**

...

menuContainer: {

marginVertical: 30,

marginHorizontal: 50,

},

menuText: {

fontSize: 20

},

menuButton: {

marginVertical: 5,

},

...

**useSafeAreaInsets**

En el video del curso como está desactualizado hace falta implementar un margin en **SettingsScreen.tsx**, pero en la nueva versión no hace falta porque el drawer genera un stack automático.

Para implementar este margin, utilizamos un hook llamado **useSafeAreaInsets()**, el cual te da las medidas necesarias para que quede bien.

**SettingsScreen.tsx**:

import React from 'react';

import {Text, View} from 'react-native';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {styles} from '../theme/appTheme';

export const SettingsScreen = () => {

const insets = useSafeAreaInsets();

return (

<View style={{...styles.globalMargin, marginTop: insets.top}}>

<Text style={styles.title}>Setting Screen</Text>

</View>

);

};

**SEC-8: TABS, MATERIAL TABS y MATERIAL TOP SCROLLABLE TABS**

**CREAR EL BOTTOM TAB NAVIGATOR**

Primero debemos instalarlo con el comando:

**npm install @react-navigation/bottom-tabs**

Ver la documentación aquí: <https://reactnavigation.org/docs/bottom-tab-navigator/>

Luego en la carpeta **Navigation** creamos el componente **Tabs.tsx** el cual importa **createBottomTabNavigator** para su configuración. Además importamos 2 screen más que sirvan como página de ejemplo.

**Tabs.tsx:**

import React from 'react';

import {createBottomTabNavigator} from '@react-navigation/bottom-tabs';

import Tab1Screen from '../screens/Tab1Screen';

import Tab2Screen from '../screens/Tab2Screen';

import { StackNavigator } from './StackNavigator';

const Tab = createBottomTabNavigator();

export const Tabs = () => {

return (

<Tab.Navigator>

<Tab.Screen name="Tab1Screen" component={Tab1Screen} />

<Tab.Screen name="Tab2Screen" component={Tab2Screen} />

<Tab.Screen name="StackNavigator" component={StackNavigator} />

</Tab.Navigator>

);

};

**Tab1Screen.tsx:**

import {View, Text} from 'react-native';

import React from 'react';

const Tab1Screen = () => {

return (

<View>

<Text>Tab1Screen</Text>

</View>

);

};

export default Tab1Screen;

Ahora solo queda utilizarlo en el **drawer** para no perder toda esa funcionalidad que sería la principal. Para ello, vamos al **MenuLateral.tsx** y en vez de utilizar el **StackNavigator** implementamos el **Tabs**:

...

import {Tabs} from './Tabs';

...

return (

<Drawer.Navigator

screenOptions={{

drawerType: width >= 768 ? 'permanent' : 'front',

}}

drawerContent={props => <MenuInterno {...props} />}>

<Drawer.Screen name="Tabs" component={Tabs} />

<Drawer.Screen

name="SettingsScreen"

options={{title: 'ajustes'}}

component={SettingsScreen}

/>

</Drawer.Navigator>

);

...

{/\* Opciones de menú \*/}

<View style={styles.menuContainer}>

<TouchableOpacity

onPress={() => navigation.navigate('Tabs')}

style={styles.menuButton}>

<Text style={styles.menuText}>Navegación</Text>

</TouchableOpacity>

...

**PERSONALIZANDO EL BOTTOM TAB NAVIGATOR**

En **Tab.tsx** vamos a utilizar dentro de **<Tab.Navigator>** la propiedad **screenOptions** para todo lo relacionado a los botones y bordes del tab y **sceneContainerStyle** para la página en concreto:

import React from 'react';

import {createBottomTabNavigator} from '@react-navigation/bottom-tabs';

import Tab1Screen from '../screens/Tab1Screen';

import Tab2Screen from '../screens/Tab2Screen';

import {StackNavigator} from './StackNavigator';

import {colors} from '../theme/appTheme';

const Tab = createBottomTabNavigator();

export const Tabs = () => {

return (

<Tab.Navigator

sceneContainerStyle={{

backgroundColor: 'white',

}}

screenOptions={{

tabBarActiveTintColor: colors.primary,

tabBarStyle: {

borderTopColor: colors.primary,

borderTopWidth: 0,

elevation: 0,

},

tabBarLabelStyle:{

fontSize: 15,

}

}}>

<Tab.Screen

name="Tab1Screen"

options={{title: 'Tab1'}}

component={Tab1Screen}

/>

<Tab.Screen

name="Tab2Screen"

options={{title: 'Tab2'}}

component={Tab2Screen}

/>

<Tab.Screen

name="StackNavigator"

options={{title: 'Stack'}}

component={StackNavigator}

/>

</Tab.Navigator>

);

};

En el **appTheme.tsx** creamos la paleta de colores:

...

export const colors = {

primary: '#5856D6',

}

...

**PREPARAR EL ESPACIO PARA EL ÍCONO**

Para colocar de forma global los íconos debemos utilizar la propiedad **TabBarIcon** dentro de **screenOptions**, utilizando el argumento **route** de la misma.

...

const Tab = createBottomTabNavigator();

export const Tabs = () => {

return (

<Tab.Navigator

sceneContainerStyle={{

backgroundColor: 'white',

}}

screenOptions={({route}) => ({

...

// Forma global de importar íconos

tabBarIcon: ({color, focused, size}) => {

let iconName: string = '';

switch (route.name) {

case 'Tab1Screen':

iconName = 'T1';

break;

case 'Tab2Screen':

iconName = 'T2';

break;

case 'StackNavigator':

iconName = 'St';

break;

default:

break;

}

return <Text style={{color}}>{iconName}</Text>;

},

})}>

{/\* UNA FORMA DE IMPORTAR UN ÍCONO \*/}

{/\* <Tab.Screen

name="Tab1Screen"

options={{

title: 'Tab1',

tabBarIcon: props => <Text style={{color: props.color}}>T1</Text>,

}}

component={Tab1Screen}

/> \*/}

...

**MATERIAL BOTTOM TAB NAVIGATOR**

Debemos instalarlo con el commando:

**npm install @react-navigation/material-bottom-tabs react-native-paper react-native-vector-icons**

Ver la documentación aquí: <https://reactnavigation.org/docs/material-bottom-tab-navigator/>

Ahora en **navigaton/Tabs.tsx** vamos a separar un tab para ios y otro para Android. El de IOS va a ser el que ya teníamos. El de Android vamos hacerlo con el paquete recién instalado. Sería el mismo código casi, utilizamos **Platform** para saber si estamos en ios o android y retornar cierto Tab.

...

import {createMaterialBottomTabNavigator} from '@react-navigation/material-bottom-tabs';

import {Platform, Text} from 'react-native';

...

export const Tabsp = () => {

return Platform.OS === 'ios' ? <TabsIOS /> : <TabsAndroid />;

};

const BottomTabAndroid = createMaterialBottomTabNavigator();

const TabsAndroid = () => {

return (

<BottomTabAndroid.Navigator

sceneAnimationEnabled={true}

barStyle={{

backgroundColor: colors.primary,

}}

screenOptions={({route}) => ({

// Forma global de importar íconos

tabBarIcon: ({color, focused}) => {

let iconName: string = '';

switch (route.name) {

case 'Tab1Screen':

iconName = 'T1';

break;

case 'Tab2Screen':

iconName = 'T2';

break;

case 'StackNavigator':

iconName = 'St';

break;

default:

break;

}

return <Text style={{color}}>{iconName}</Text>;

},

})}>

<BottomTabAndroid.Screen

name="Tab1Screen"

options={{

title: 'Tab1',

}}

component={Tab1Screen}

/>

<BottomTabAndroid.Screen

name="Tab2Screen"

options={{title: 'Tab2'}}

component={Tab2Screen}

/>

<BottomTabAndroid.Screen

name="StackNavigator"

options={{title: 'Stack'}}

component={StackNavigator}

/>

</BottomTabAndroid.Navigator>

);

};

const BottomTabIOS = createBottomTabNavigator();

const TabsIOS = () => {

return (

...

**MATERIAL TOP TAB NAVIGATOR**

Ver documentación aquí: <https://reactnavigation.org/docs/material-top-tab-navigator/>

Debemos instalar los comandos:

**npm install @react-navigation/material-top-tabs react-native-tab-view**

**npm install react-native-pager-view**

**npx pod-install ios** (solamente si estamos en mac)

Luego creamos en la carpeta **navigation** el archivo **TopTabNavigator.tsx** y 3 screen que sirvan como ejemplo para la navegación:

import React from 'react';

import {createMaterialTopTabNavigator} from '@react-navigation/material-top-tabs';

import ChatScreen from '../screens/ChatScreen';

import ContacScreen from '../screens/ContacScreen';

import AlbumScreen from '../screens/AlbumScreen';

const Tab = createMaterialTopTabNavigator();

export const TopTabNavigator = () => {

return (

<Tab.Navigator>

<Tab.Screen name="ChatScreen" component={ChatScreen} />

<Tab.Screen name="ContacScreen" component={ContacScreen} />

<Tab.Screen name="AlbumScreen" component={AlbumScreen} />

</Tab.Navigator>

);

};

A continuación, utilizamos este TopTab en **Tabs.tsx** en lugar de Tab2Screen.

**PERSONALIZANDO EL MATERIAL TOP TAB NAVIGATOR**

En **TopTabNavigator.tsx** utilizamos distintas propiedades para personalizarlo:

...

<Tab.Navigator

sceneContainerStyle={{

backgroundColor: 'white',

}}

screenOptions={({route}) => ({

tabBarPressColor: colors.primary,

tabBarShowIcon: true,

tabBarIndicatorStyle: {

backgroundColor: colors.primary,

},

tabBarStyle: {

shadowColor: 'transparent',

elevation: 0,

},

tabBarIcon: ({color, focused}) => {

let iconName: string = '';

switch (route.name) {

case 'ChatScreen':

iconName = 'Ch';

break;

case 'ContacScreen':

iconName = 'Co';

break;

case 'AlbumScreen':

iconName = 'Al';

break;

default:

break;

}

return <Text style={{color}}>{iconName}</Text>;

},

})}>

...

**ÍCONOS EN NUESTRA APLICACIÓN - ANDROID**

Ver la documentación aquí: <https://github.com/oblador/react-native-vector-icons>

Documentación de IonIcons: <https://ionic.io/ionicons/>

Lo instalamos con el comando:

**npm install react-native-vector-icons**

Vamos a la ruta **Android/app/build.gradle** y pegamos la siguiente línea si queremos descargar todos los paquetes de íconos (no recomendado):

apply from: "../../node\_modules/react-native-vector-icons/fonts.gradle"

Si queremos usar cierto paquete, antes de agregar esa línea escribimos:

project.ext.vectoricons = [

iconFontNames: [ 'IonIcons.ttf' ] // Name of the font files you want to copy

]

(Puede que esta línea de código no funcione, en ese caso borrarla y dejar solo lo de **apply…**)

Ahora en la screen **Tab1Screen.tsx** importamos el paquete de íconos y lo utilizamos para mostrarlo:

import React from 'react';

import Icon from 'react-native-vector-icons/Ionicons';

import {View, Text} from 'react-native';

import {styles} from '../theme/appTheme';

const Tab1Screen = () => {

return (

<View style={styles.globalMargin}>

<Text style={styles.title}>Íconos</Text>

<Text>

<Icon name="airplane-outline" size={80} color="#900" />

</Text>

</View>

);

};

export default Tab1Screen;

Luego instalar las dependencias en caso de que todavía no esté sujeto a Typescript con el comando:

**npm i -D @types/react-native-vector-icons**

**ÍCONOS EN NUESTRA APLICACIÓN – IOS**

Vamos a la ruta **carpetaDelProyecto/node\_modules/react-native-vector-icons/fonts**

Luego abrimos el archivo **carpetaDelProyecto/ios/nombrDelProyecto.xcworkspace** esto nos va abrir el proyecto en XCode.

Ahora en el nombre del proyecto que aparece a la izquierda arriba en xcode, hacemos click derecho y seleccionamos **new group**, y le damos el nombre de **Fonts**.

A continuación, de la carpeta Fonts que habíamos abierto en el primer paso, seleccionamos el paquete de íconos que queramos y lo dejamos caer en este group creado en el paso anterior. Seleccionar **copy ítems if needed** en caso que no esté tildado.

Luego en la documentación de github que deje en el video anterior, buscamos donde esta IOS y copiamos las líneas que están en el título **list of all available fonts**, y las pegamos dentro de xcode, abrimos la carpeta con el nombre del proyecto y buscamos el archivo **Info.plist**, click derecho y elegimos **open as>source code**.

Una vez ahí antes de que se cierre la última etiqueta **</dict>**, pegamos las líneas:

<key>UIAppFonts</key>

<array>

<string>AntDesign.ttf</string>

<string>Entypo.ttf</string>

<string>EvilIcons.ttf</string>

<string>Feather.ttf</string>

<string>FontAwesome.ttf</string>

<string>FontAwesome5\_Brands.ttf</string>

<string>FontAwesome5\_Regular.ttf</string>

<string>FontAwesome5\_Solid.ttf</string>

<string>Foundation.ttf</string>

<string>Ionicons.ttf</string>

<string>MaterialIcons.ttf</string>

<string>MaterialCommunityIcons.ttf</string>

<string>SimpleLineIcons.ttf</string>

<string>Octicons.ttf</string>

<string>Zocial.ttf</string>

<string>Fontisto.ttf</string>

</array>

Dejamos en verdad las fuentes que usemos, en este caso solo Ionicons.ttf, las otras las podemos borrar.

Y por último ejecutamos el comando **npx pod-install**

**SEC-9: CONTEXT y ESTADO GLOBAL DE LA APLICACIÓN**

**CREAR NUESTRO PRIMER CONTEXT EN TYPESCRIPT**

Creamos la carpeta **context** con el archivo **AuthContext.tsx**:

import React, {createContext} from 'react';

export interface AuthState {

isLoggedIn: boolean;

userName?: string;

favoriteIcon?: string;

}

export const authInitialState: AuthState = {

isLoggedIn: false,

userName: undefined,

favoriteIcon: undefined,

};

export interface AuthContextProps {

authState: AuthState;

signIn: () => void;

}

export const AuthContext = createContext({} as AuthContextProps);

export const AuthProvider = ({children}: any) => {

return (

<AuthContext.Provider

value={{

authState: authInitialState,

signIn: () => {},

}}>

{children}

</AuthContext.Provider>

);

};

Luego utilizamos el provider en el **App.tsx**:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {MenuLateral} from './src/navigation/MenuLateral';

import {AuthProvider} from './src/context/AuthContext';

const App = () => {

return (

<NavigationContainer>

<AppState>

<MenuLateral />

</AppState>

</NavigationContainer>

);

};

const AppState = ({children}: any) => {

return <AuthProvider>{children}</AuthProvider>;

};

export default App;

**CONSUMIR EL CONTEXT – AUTHSTATE**

En la screen **SettingsScreen.tsx** consumimos el context:

import React, {useContext} from 'react';

import {Text, View} from 'react-native';

// import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {styles} from '../theme/appTheme';

import {AuthContext} from '../context/AuthContext';

export const SettingsScreen = () => {

// const insets = useSafeAreaInsets();

const {authState} = useContext(AuthContext);

return (

<View style={{...styles.globalMargin /\* marginTop: insets.top\*/}}>

<Text style={styles.title}>Setting Screen</Text>

<Text>{JSON.stringify(authState, null, 4)}</Text>

</View>

);

};

**REDUCER -useReducer**

Vamos a crear en la carpeta **context** el archivo **AuthReducer.tsx**:

import {AuthState} from './AuthContext';

export const authReducer = (state: AuthState, action: any): AuthState => {

return state;

};

Y ahora en el **AuthContext.tsx** vamos a utilizar este reducer:

...

export const AuthProvider = ({children}: any) => {

const [authState, dispatch] = useReducer(authReducer, authInitialState);

return (

<AuthContext.Provider

value={{

authState,

signIn: () => {},

}}>

{children}

</AuthContext.Provider>

);

};

**DISPARAR ACCIONES**

Ahora debemos crear en el **AuthReducer.tsx** las distintas acciones que modificaran al state:

import {AuthState} from './AuthContext';

type AuthAction = {type: 'signIn'};

export const authReducer = (

state: AuthState,

action: AuthAction,

): AuthState => {

switch (action.type) {

case 'signIn':

return {

...state,

isLoggedIn: true,

userName: 'no-userName-yet',

};

default:

return state;

}

};

Y con esto armado podemos ejecutar el **dispatch** en el **AuthProvider**:

...

export const AuthProvider = ({children}: any) => {

const [authState, dispatch] = useReducer(authReducer, authInitialState);

const signIn = () => {

dispatch({type: 'signIn'});

};

return (

<AuthContext.Provider

value={{

authState,

signIn,

}}>

{children}

</AuthContext.Provider>

);

};

**DISPARAR EL SIGNIN DESDE OTRA PANTALLA**

En la screen **ContactScreen.tsx** vamos a crear un Button que dispare la acción del signIn:

import React, {useContext} from 'react';

import {View, Text, Button} from 'react-native';

import {styles} from '../theme/appTheme';

import {AuthContext} from '../context/AuthContext';

const ContacScreen = () => {

const {signIn, authState} = useContext(AuthContext);

return (

<View style={styles.globalMargin}>

<Text style={styles.title}>ContacScreen</Text>

{!authState.isLoggedIn && <Button title="Sign In" onPress={signIn} />}

</View>

);

};

export default ContacScreen;

Y ahora si vamos a la pantalla de **SettingsScreen.tsx** en el emulador, vamos a ver que el state cambió.

**TOUCHABLEICON – CUSTOM COMPONENT**

En la carpeta **components** creamos el componente **TouchableIcon.tsx**, el cual será un ícono al que lo podes clickear y saber que nombre lleva para luego usarlo en la propiedad de icono favorito en el state:

import React from 'react';

import {TouchableOpacity} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

import {colors} from '../theme/appTheme';

interface Props {

iconName: string;

}

const TouchableIcon = ({iconName}: Props) => {

return (

<TouchableOpacity onPress={() => console.log(iconName)}>

<Icon name={iconName} size={80} color={colors.primary} />

</TouchableOpacity>

);

};

export default TouchableIcon;

Ahora en el **TabScreen1.tsx** importamos este componente y lo reutilizamos con todos los íconos que queramos poner:

import React from 'react';

import {View, Text} from 'react-native';

import {styles} from '../theme/appTheme';

import TouchableIcon from '../components/TouchableIcon';

const Tab1Screen = () => {

return (

<View style={styles.globalMargin}>

<Text style={styles.title}>Íconos</Text>

<Text>

<TouchableIcon iconName="airplane-outline" />

<TouchableIcon iconName="attach-outline" />

<TouchableIcon iconName="bonfire-outline" />

<TouchableIcon iconName="calculator-outline" />

<TouchableIcon iconName="chatbubble-ellipses-outline" />

<TouchableIcon iconName="images-outline" />

<TouchableIcon iconName="leaf-outline" />

</Text>

</View>

);

};

export default Tab1Screen;

**CAMBIAR EL ÍCONO FAVORITO – AUTHSTATE**

Ahora en el **AuthReducer.tsx** debemos crear otra action que ejecute el cambio del state para el ícono:

import {AuthState} from './AuthContext';

type AuthAction = {type: 'signIn'} | {type: 'changeFavIcon'; payload: string};

export const authReducer = (

state: AuthState,

action: AuthAction,

): AuthState => {

switch (action.type) {

case 'signIn':

return {

...state,

isLoggedIn: true,

userName: 'no-userName-yet',

};

case 'changeFavIcon':

return {

...state,

favoriteIcon: action.payload,

};

default:

return state;

}

};

En el **AuthContext.tsx** ejecutamos el **dispatch** de esta action:

...

export interface AuthContextProps {

authState: AuthState;

signIn: () => void;

changeFavoriteIcon: (iconName: string) => void

}

export const AuthContext = createContext({} as AuthContextProps);

export const AuthProvider = ({children}: any) => {

const [authState, dispatch] = useReducer(authReducer, authInitialState);

const signIn = () => {

dispatch({type: 'signIn'});

};

const changeFavoriteIcon = (iconName:string) => {

dispatch({type: 'changeFavIcon', payload: iconName})

}

return (

<AuthContext.Provider

value={{

authState,

signIn,

changeFavoriteIcon

}}>

{children}

</AuthContext.Provider>

);

};

Con esto ya podemos llamar a la función **changeFavoriteIcon** en el componente **TouchableIcon.tsx** y hacer cambiar el ícono favorito haciendo click en cada ícono:

import React, { useContext } from 'react';

import {TouchableOpacity} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

import {colors} from '../theme/appTheme';

import { AuthContext } from '../context/AuthContext';

interface Props {

iconName: string;

}

const TouchableIcon = ({iconName}: Props) => {

const {changeFavoriteIcon} = useContext(AuthContext)

return (

<TouchableOpacity onPress={() => changeFavoriteIcon(iconName)}>

<Icon name={iconName} size={80} color={colors.primary} />

</TouchableOpacity>

);

};

export default TouchableIcon;

Y en **SettingsScreen.tsx** podemos ver el ícono favorito:

...

const {authState} = useContext(AuthContext);

return (

<View style={{...styles.globalMargin /\* marginTop: insets.top\*/}}>

<Text style={styles.title}>Setting Screen</Text>

<Text>{JSON.stringify(authState, null, 4)}</Text>

{authState.favoriteIcon && (

<Icon name={authState.favoriteIcon} size={150} color={colors.primary} />

)}

</View>

);

...

**BORRAR INFORMACIÓN DEL AUTHSTATE**

En el **AuthReducer.tsx** creamos la nueva action para eliminar el state a como estaba:

...

type AuthAction =

...

| {type: 'signOut'};

...

case 'signOut':

return {

...state,

isLoggedIn: false,

userName: undefined,

favoriteIcon: undefined,

}

...

En el **AuthContext.tsx** creamos la función que ejecuta el dispatch de esta action:

...

export interface AuthContextProps {

...

signOut: () => void;

}

...

const signOut = () => {

dispatch({type: 'signOut'});

};

...

Y ahora en **ContactScreen.tsx** renderizamos o el botón de signIn o el de signOut:

...

{!authState.isLoggedIn ? (

<Button title="Sign In" onPress={signIn} />

) : (

<Button title="Sign Out" onPress={signOut} />

)}

...

**CAMBIAR EL USERNAME**

En el **AuthReducer.tsx** creamos la nueva action para cambiar el userName:

...

type AuthAction =

...

| {type: 'changeUserName'; payload: string};

...

case 'changeUserName':

return {

...state,

userName: action.payload,

};

...

En el **AuthContext.tsx** creamos la función que ejecuta el dispatch de esta action:

...

export interface AuthContextProps {

...

changeUserName: (name: string) => void;

}

...

const changeUserName = (name: string) => {

dispatch({type: 'changeUserName', payload: name})

}

...

Y ahora en **PersonaScreen.tsx** creamos un **useEffect** que ejecute esta función y cambie el username mediante los **params** que ya estábamos utilizando:

import React, {useContext, useEffect} from 'react';

import {Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {StackScreenProps} from '@react-navigation/stack';

import {RootStackParams} from '../navigation/StackNavigator';

import {AuthContext} from '../context/AuthContext';

// interface RouterParams {

// id: number;

// name: string;

// }

interface Props extends StackScreenProps<RootStackParams, 'PersonaScreen'> {}

export const PersonaScreen = ({navigation, route}: Props) => {

// const params = route.params as RouterParams;

const params = route.params;

const {changeUserName} = useContext(AuthContext);

useEffect(() => {

navigation.setOptions({

title: params.name,

});

}, []);

useEffect(() => {

changeUserName(params.name);

}, []);

return (

<View style={styles.globalMargin}>

<Text style={styles.title}>{JSON.stringify(params, null, 3)}</Text>

</View>

);

};

**SEC-10: APLICACIÓN DE PELÍCULAS**

**INICIO DE PROYECTO**

Creamos el proyecto, y luego nos dirigimos a la página <https://www.themoviedb.org/> donde nos creamos un usuario y utilizamos su API.

La mía es: 29ae7ede5815710001d04a89c2736fa2

Luego vamos a la documentación: <https://developer.themoviedb.org/docs>

Y vamos a utilizar la API:

<https://api.themoviedb.org/3/movie/now_playing?api_key=29ae7ede5815710001d04a89c2736fa2>

**NAVEGACIÓN ENTRE PANTALLAS**

Hacemos toda la instalación de React Navigation:

<https://reactnavigation.org/docs/getting-started/>

Y luego del **Stack Navigator**: <https://reactnavigation.org/docs/stack-navigator/>

En la sección 8 está explicado sino.

Luego creamos la carpeta **src** con las carpetas **navigation, components, api, hooks, screen**.

Ahora dentro de **navigation** creamos el archivo **Navigation.tsx**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import HomeScreen from '../screens/HomeScreen';

import DetailScreen from '../screens/DetailScreen';

const Stack = createStackNavigator();

export const Navigation = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

}}>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="DetailScreen" component={DetailScreen} />

</Stack.Navigator>

);

};

Y dentro de la carpeta **screens**, creamos **HomeScreen.tsx** y **DetailScreen.tsx**:

import React from 'react';

import {useNavigation} from '@react-navigation/native';

import {View, Text, Button} from 'react-native';

const HomeScreen = () => {

const navigation = useNavigation<any>();

return (

<View>

<Text>HomeScreen</Text>

<Button

title="ir a Detail"

onPress={() => navigation.navigate('DetailScreen')}

/>

</View>

);

};

export default HomeScreen;

Utilizamos el **useNavigation()** para verificar que esté funcionando la navegación del stack.

Por último en el **App.tsx** importamos este **Navigation.tsx**:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Navigation} from './src/navigation/Navigation';

const App = () => {

return (

<NavigationContainer>

<Navigation />

</NavigationContainer>

);

};

export default App;

**OBTENER PELÍCULAS EN CARTELERA**

En la carpeta **api** nos creamos el archivo **moviesDB.tsx** en la cual crearemos nuestro URL para todas las peticiones a la api de películas:

import axios from 'axios';

const moviesDB = axios.create({

baseURL: 'https://api.themoviedb.org/3/movie',

params: {

api\_key: '29ae7ede5815710001d04a89c2736fa2',

language: 'es-ES',

},

});

export default moviesDB;

Luego en **HomeScreen.tsx** ejecutamos un useEffect el cual haga la petición a todas las películas:

import React, {useEffect} from 'react';

import {View, Text} from 'react-native';

import moviesDB from '../api/moviesDB';

const HomeScreen = () => {

useEffect(() => {

moviesDB.get('/now\_playing').then(resp => console.log(resp.data));

}, []);

return (

<View>

<Text>HomeScreen</Text>

</View>

);

};

export default HomeScreen;

**TIPADO DE TheMovieDB**

Debemos tipar la respuesta de la api de movies, por lo que creamos la carpeta **interfaces** con el archivo **movieInerface.tsx** y utilizamos la página <https://app.quicktype.io/> :

export interface MovieDbNowPlaying {

dates: Dates;

page: number;

results: Movie[];

total\_pages: number;

total\_results: number;

}

export interface Dates {

maximum: Date;

minimum: Date;

}

export interface Movie {

adult: boolean;

backdrop\_path: string;

genre\_ids: number[];

id: number;

original\_language: OriginalLanguage;

original\_title: string;

overview: string;

popularity: number;

poster\_path: string;

release\_date: Date;

title: string;

video: boolean;

vote\_average: number;

vote\_count: number;

}

export enum OriginalLanguage {

En = 'en',

Fi = 'fi',

Ja = 'ja',

}

Ahora en el **HomeScreen.tsx** podemos marcarle el tipado a la response:

...

useEffect(() => {

moviesDB

.get<MovieDbNowPlaying>('/now\_playing')

.then(resp => console.log(resp.data));

}, []);

...

**useMovies – HOOK**

En la carpeta **hooks** creamos el archvo **useMovies.tsx** el cual va a contener la lógica para hacer el pedido a la api y conseguir las películas:

import {useEffect, useState} from 'react';

import moviesDB from '../api/moviesDB';

import {Movie, MovieDbNowPlaying} from '../interfaces/movieInterface';

export const useMovies = () => {

const [isLoading, setIsLoading] = useState(true);

const [moviesInCine, setMoviesInCine] = useState<Movie[]>([]);

useEffect(() => {

getMovies();

}, []);

const getMovies = async () => {

const resp = await moviesDB.get<MovieDbNowPlaying>('/now\_playing');

setMoviesInCine(resp.data.results);

setIsLoading(false);

};

return {

moviesInCine,

isLoading,

};

};

Ahora con ese hook creado podemos borrar la lógica del **HomeScreen.tsx** y solo usar este hook:

import React from 'react';

import {View, Text, ActivityIndicator} from 'react-native';

import {useMovies} from '../hooks/useMovies';

const HomeScreen = () => {

const {moviesInCine, isLoading} = useMovies();

if (isLoading) {

<View style={{flex: 1, justifyContent: 'center', alignItems: 'center'}}>

<ActivityIndicator color="red" size={100} />

</View>;

}

return (

<View>

<Text>HomeScreen</Text>

</View>

);

};

export default HomeScreen;

**MOSTRAR EL PÓSTER DE LA PELÍCULA**

En la carpeta **components** creamos el archivo **MoviePoster.tsx** el cual será un componente reutilizable que muestre todos los posters de las películas:

import React from 'react';

import {View, Image, StyleSheet} from 'react-native';

import {Movie} from '../interfaces/movieInterface';

interface Props {

movie: Movie;

}

const MoviePoster = ({movie}: Props) => {

const uri = `https://image.tmdb.org/t/p/w500${movie?.poster\_path}`;

return (

<View style={{width: 300, height: 420}}>

<View style={styles.imageContainer}>

<Image source={{uri}} style={styles.image} />

</View>

</View>

);

};

const styles = StyleSheet.create({

imageContainer: {

backgroundColor: 'white',

flex: 1,

borderRadius: 18,

shadowColor: '#000000',

shadowOffset: {

width: 0,

height: 10,

},

shadowOpacity: 0.25,

shadowRadius: 7,

elevation: 10,

},

image: {

flex: 1,

borderRadius: 18,

},

});

export default MoviePoster;

Ahora desde **HomeScreen.tsx** debemos importar este componente y pasarle por props la movie:

import React from 'react';

import {View, ActivityIndicator} from 'react-native';

import {useMovies} from '../hooks/useMovies';

import MoviePoster from '../components/MoviePoster';

import { useSafeAreaInsets } from 'react-native-safe-area-context';

const HomeScreen = () => {

const {moviesInCine, isLoading} = useMovies();

const {top} = useSafeAreaInsets();

if (isLoading) {

<View style={{flex: 1, justifyContent: 'center', alignItems: 'center'}}>

<ActivityIndicator color="red" size={100} />

</View>;

}

return (

<View style={{marginTop: top + 20}}>

<MoviePoster movie={moviesInCine[0]}/>

</View>

);

};

export default HomeScreen;

**CAROUSEL DE TARJETAS**

Vamos a la documentación en: <https://github.com/dohooo/react-native-reanimated-carousel>

Y corremos los comandos:

**npm install react-native-reanimated-carousel**

(Hay que tener instalado react-native-reanimated: leer la documentación)

Y ahora en el **HomeScreen.tsx** importamos este **Carousel** y lo utilizamos:

import React from 'react';

import {View, ActivityIndicator, Dimensions} from 'react-native';

import {useMovies} from '../hooks/useMovies';

import Carousel from 'react-native-reanimated-carousel';

import MoviePoster from '../components/MoviePoster';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

const {width: windowWidth} = Dimensions.get('window');

const HomeScreen = () => {

const {moviesInCine, isLoading} = useMovies();

const {top} = useSafeAreaInsets();

if (isLoading) {

<View style={{flex: 1, justifyContent: 'center', alignItems: 'center'}}>

<ActivityIndicator color="red" size={100} />

</View>;

}

return (

<View style={{marginTop: top + 20}}>

<View style={{height: 440}}>

<Carousel

// Just one of the many styles from the Carousel module

mode="parallax"

// This style prop regards to the carousel container not to the item itself

style={{width: windowWidth, justifyContent: 'center'}}

// Paging in false allows to do superfast scroll

pagingEnabled={false}

// and that superfast scroll stops on multiples of windowSize

windowSize={2}

// the snap helps to stop exactly in 1 item, no in the middle of two or so

snapEnabled

// This props are for the item in the middle

width={300}

height={420}

modeConfig={{

// How the "main" item will look

parallaxScrollingScale: 0.9,

// How separate the adjacent items will be

parallaxScrollingOffset: 40,

// How big the adjacent items will look compared to the "main" item

parallaxAdjacentItemScale: 0.75,

}}

data={moviesInCine}

renderItem={({item}) => <MoviePoster movie={item} />}

/>

</View>

</View>

);

};

export default HomeScreen;

**FLATLIST DE PELÍCULAS**

En el componente **HomeScreen.tsx** por debajo del carousel vamos a agregar un **<FlatList/>** que sería un carousel también, y además envolvemos todo en un **<ScrollView/>** para poder hacer un scroll vertical de la pantalla:

return (

<ScrollView>

<View style={{marginTop: top + 20}}>

{/\* Carousel Principal \*/}

<View style={{height: 440}}>

...

</View>

{/\* Películas populares \*/}

<View style={{height: 260}}>

<Text style={{fontSize: 30, fontWeight: 'bold'}}>Populares</Text>

<FlatList

data={moviesInCine}

renderItem={({item}: any) => (

<MoviePoster movie={item} width={140} height={200} />

)}

keyExtractor={item => item.id.toString()}

// Hace que el scroll sea horizontal

horizontal={true}

// Quita la barra de scroll

showsHorizontalScrollIndicator={false}

/>

</View>

</View>

</ScrollView>

);

Además en el componente **MoviePoster.tsx** agregamos algunas props para modificar el width y el height del póster:

...

interface Props {

movie: Movie;

height?: number;

width?: number;

}

const MoviePoster = ({movie, height = 420, width = 300}: Props) => {

const uri = `https://image.tmdb.org/t/p/w500${movie?.poster\_path}`;

return (

<View style={{width, height, marginHorizontal: 8}}>

<View style={styles.imageContainer}>

<Image source={{uri}} style={styles.image} />

</View>

</View>

);

};

...

**COMPONENTE HORIZONTALSLIDER**

En la carpeta **components** creamos el archivo **HorizontalSlider.tsx**, el cual contendrá la lógica del **<FlatList />** del video anterior para ser reutilizable:

import React from 'react';

import {FlatList, Text, View} from 'react-native';

import MoviePoster from './MoviePoster';

import {Movie} from '../interfaces/movieInterface';

interface Props {

title?: string;

movies: Movie[];

}

const HorizontalSlider = ({title, movies}: Props) => {

return (

<View style={{height: title ? 260 : 220}}>

{title && (

<Text style={{fontSize: 30, fontWeight: 'bold', marginLeft: 10}}>

{title}

</Text>

)}

<FlatList

data={movies}

renderItem={({item}: any) => (

<MoviePoster movie={item} width={140} height={200} />

)}

keyExtractor={item => item.id.toString()}

// Hace que el scroll sea horizontal

horizontal={true}

// Quita la barra de scroll

showsHorizontalScrollIndicator={false}

/>

</View>

);

};

export default HorizontalSlider;

Notemos que si no viene un **title** por props el height del View cambia para mantener una distancia correcta.

**PELÍCULAS POPULARES, MEJOR CALIFICADAS y PRÓXIMAS A SALIR**

Ahora vamos a usar otro endpoint para traer diferentes películas, lo que va a hacer que cambiemos un poco la interface que habíamos creado **movieInterface.tsx**. Le modificamos el nombre a **MovieDBNowPlaying**  por **MovieDBMoviesResponse** y además las **dates** van a ser opcionales:

export interface MovieDBMoviesResponse {

dates?: Dates;

...

}

En **useMovies.tsx** ahora cambiamos el nombre de la importación de la interface, y hacemos los distintos llamados a los endpoint:

import {useEffect, useState} from 'react';

import moviesDB from '../api/moviesDB';

import {Movie, MovieDBMoviesResponse} from '../interfaces/movieInterface';

export const useMovies = () => {

const [isLoading, setIsLoading] = useState(true);

const [moviesInCine, setMoviesInCine] = useState<Movie[]>([]);

const [moviesPopulars, setMoviesPopulars] = useState<Movie[]>([]);

useEffect(() => {

getMovies();

}, []);

const getMovies = async () => {

const respNowPlaying = await moviesDB.get<MovieDBMoviesResponse>('/now\_playing');

const respPopular = await moviesDB.get<MovieDBMoviesResponse>('/popular');

const respTopRated = await moviesDB.get<MovieDBMoviesResponse>('/top\_rated');

const respUpcoming = await moviesDB.get<MovieDBMoviesResponse>('/upcoming');

setMoviesInCine(respNowPlaying.data.results);

setMoviesPopulars(respPopular.data.results);

setIsLoading(false);

};

return {

moviesInCine,

isLoading,

moviesPopulars,

};

};

(No agregue más useState porque en el próximo video vamos a hacer todas las peticiones de una sola vez para optimizar el tiempo de peticiones)

En el **HomeScreen.tsx** usamos este array de **moviesPopulars**:

...

{/\* Películas populares \*/}

<HorizontalSlider title="Populares" movies={moviesPopulars} />

...

**MÚLTIPLES PETICIONES DE FORMA SIMULTÁNEA**

Ahora en el **useMovies.tsx** vamos a crear una interface la cual va a tener el nombre de las distintas peticiones que haremos.

Luego usaremos un solo **useState** el cual tendrá el tipado de esta interface.

Y usaremos **Promises.all()** para hacer el llamado de todas las peticiones de una sola vez:

import {useEffect, useState} from 'react';

import moviesDB from '../api/moviesDB';

import {Movie, MovieDBMoviesResponse} from '../interfaces/movieInterface';

interface MoviesState {

nowPlaying: Movie[];

popular: Movie[];

topRated: Movie[];

upcoming: Movie[];

}

export const useMovies = () => {

const [isLoading, setIsLoading] = useState(true);

const [moviesState, setMoviesState] = useState<MoviesState>({

nowPlaying: [],

popular: [],

topRated: [],

upcoming: [],

});

useEffect(() => {

getMovies();

}, []);

const getMovies = async () => {

const nowPlayingPromise = moviesDB.get<MovieDBMoviesResponse>('/now\_playing');

const PopularPromise = moviesDB.get<MovieDBMoviesResponse>('/popular');

const topRatedPromise = moviesDB.get<MovieDBMoviesResponse>('/top\_rated');

const upcomingPromise = moviesDB.get<MovieDBMoviesResponse>('/upcoming');

const resps = await Promise.all([

nowPlayingPromise,

PopularPromise,

topRatedPromise,

upcomingPromise,

]);

setMoviesState({

nowPlaying: resps[0].data.results,

popular: resps[1].data.results,

topRated: resps[2].data.results,

upcoming: resps[3].data.results,

});

setIsLoading(false);

};

return {

...moviesState,

isLoading,

};

};

Notese que en el return usamos el spread operation del state para que ahora en el **HomeScreen.tsx** pueda destructurarlo y utilizar el **<HorizontalSlider />**:

...

const HomeScreen = () => {

const {nowPlaying, popular, topRated, upcoming, isLoading} = useMovies();

...

<HorizontalSlider title="Populares" movies={popular} />

<HorizontalSlider title="Mejor Calificadas" movies={topRated} />

<HorizontalSlider title="Próximas a estrenarse" movies={upcoming} />

...

**NAVEGAR A LA PANTALLA DE DETALLES**

En el componente **MoviePoster.tsx** vamos a utilizar el hook **useNavigation()** para navegar a la screen **DetailScreen.tsx**, además vamos a envolver todo en un **<TouchableOpacity/>** y utilizar ahí el navigation:

...

import {useNavigation} from '@react-navigation/native';

...

const MoviePoster = ({movie, height = 420, width = 300}: Props) => {

const uri = `https://image.tmdb.org/t/p/w500${movie?.poster\_path}`;

const navigation = useNavigation<any>();

return (

<TouchableOpacity

onPress={() => navigation.navigate('DetailScreen', movie)}

activeOpacity={0.8}

style={{

width,

height,

marginHorizontal: 2,

paddingBottom: 20,

paddingHorizontal: 7,

}}>

<View style={styles.imageContainer}>

<Image source={{uri}} style={styles.image} />

</View>

</TouchableOpacity>

);

};

...

En el **onPress** estamos diciendo a donde navegar y pasamos por **params** la movie.

Luego en **Navigation.tsx** vamos a especificar un **type** para el **Stack** con el objetivo de tener el tipado de las movies en DetailScreen:

...

export type RootStackParams = {

HomeScreen: undefined;

DetailScreen: Movie;

}

const Stack = createStackNavigator<RootStackParams>();

...

Por último, en **DetailScreen.tsx** creamos la **interface Props** e importamos este **RootStackParams** y con eso vamos a tener los parámetros en las **props.route**, es decir, la movie:

import React from 'react';

import {StackScreenProps} from '@react-navigation/stack';

import {View, Text} from 'react-native';

import {RootStackParams} from '../navigation/Navigation';

interface Props extends StackScreenProps<RootStackParams, 'DetailScreen'> {}

const DetailScreen = ({route}: Props) => {

const movie = route.params;

return (

<View>

<Text>DetailScreen</Text>

</View>

);

};

export default DetailScreen;

**DISEÑO INICIAL DE LA PANTALLA DE DETALLES**

Diseñamos la screen **DetailScreen.tsx**:

import React from 'react';

import {StackScreenProps} from '@react-navigation/stack';

import {

View,

Text,

Image,

StyleSheet,

Dimensions,

ScrollView,

} from 'react-native';

import {RootStackParams} from '../navigation/Navigation';

const screenHeight = Dimensions.get('screen').height;

interface Props extends StackScreenProps<RootStackParams, 'DetailScreen'> {}

const DetailScreen = ({route}: Props) => {

const movie = route.params;

const uri = `https://image.tmdb.org/t/p/w500${movie?.poster\_path}`;

return (

<ScrollView>

<View style={styles.imageContainer}>

<View style={styles.imageBorder}>

<Image source={{uri}} style={styles.posterImage} />

</View>

</View>

<View style={styles.marginContainer}>

<Text style={styles.subtitle}>

{movie.original\_title}

</Text>

<Text style={styles.title}>

{movie.title}

</Text>

</View>

</ScrollView>

);

};

const styles = StyleSheet.create({

imageContainer: {

width: '100%',

height: screenHeight \* 0.7,

backgroundColor: 'white',

shadowColor: '#000000',

shadowOffset: {

width: 0,

height: 10,

},

shadowOpacity: 0.25,

shadowRadius: 7,

elevation: 10,

borderBottomEndRadius: 25,

borderBottomStartRadius: 25,

},

imageBorder: {

flex: 1,

overflow: 'hidden',

borderBottomEndRadius: 25,

borderBottomStartRadius: 25,

},

posterImage: {

flex: 1,

},

marginContainer: {

marginHorizontal: 20,

marginTop: 20,

},

subtitle: {

fontSize: 16,

opacity: 0.8,

},

title: {

fontSize: 20,

fontWeight: 'bold',

},

});

export default DetailScreen;

**SOMBRAS E ÍCONOS DE NUESTRA APLICACIÓN**

Debemos descargarlos desde aquí: <https://github.com/oblador/react-native-vector-icons>

Buscar **íconos en nuestra aplicación** en este Word y vamos a encontrar bien el tutorial.

**useMovieDetails – CUSTOM HOOKS**

Vamos a crear en la carpeta **hook** un **usemovieDetail.tsx** para hacer las peticiones a los endpoints del detalle y al casting de una sola película, para ello debemos hacer nuestra **interface** para tener tipada la respuesta. Usemos la página **quicktype**.

import {useEffect, useState} from 'react';

import moviesDB from '../api/moviesDB';

import {MovieFull} from '../interfaces/movieInterface';

import {Cast, CreditsResponse} from '../interfaces/creditsInterface';

interface MovieDetails {

isLoading: boolean;

movieFull?: MovieFull;

cast: Cast[];

}

export const useMovieDetails = (movieId: number) => {

const [state, setState] = useState<MovieDetails>({

isLoading: true,

movieFull: undefined,

cast: [],

});

useEffect(() => {

getMovieDetails();

}, []);

const getMovieDetails = async () => {

const movieDetailsPromise = await moviesDB.get<MovieFull>(`/${movieId}`);

const castPromise = await moviesDB.get<CreditsResponse>(

`/${movieId}/credits`,

);

const [movieDetailsResp, castPromiseResp] = await Promise.all([

movieDetailsPromise,

castPromise,

]);

setState({

isLoading: false,

movieFull: movieDetailsResp.data,

cast: castPromiseResp.data.cast,

});

};

return {

...state,

};

};

**movieInterface.tsx:**

export interface MovieFull {

adult: boolean;

backdrop\_path: string;

belongs\_to\_collection: BelongsToCollection;

budget: number;

genres: Genre[];

homepage: string;

id: number;

imdb\_id: string;

original\_language: string;

original\_title: string;

overview: string;

popularity: number;

poster\_path: string;

production\_companies: ProductionCompany[];

production\_countries: ProductionCountry[];

release\_date: Date;

revenue: number;

runtime: number;

spoken\_languages: SpokenLanguage[];

status: string;

tagline: string;

title: string;

video: boolean;

vote\_average: number;

vote\_count: number;

}

export interface BelongsToCollection {

id: number;

name: string;

poster\_path: string;

backdrop\_path: string;

}

export interface Genre {

id: number;

name: string;

}

export interface ProductionCompany {

id: number;

logo\_path: null | string;

name: string;

origin\_country: string;

}

export interface ProductionCountry {

iso\_3166\_1: string;

name: string;

}

export interface SpokenLanguage {

english\_name: string;

iso\_639\_1: string;

name: string;

}

Creamos la interface **creditsInterface.tsx**:

export interface CreditsResponse {

id: number;

cast: Cast[];

crew: Cast[];

}

export interface Cast {

adult: boolean;

gender: number;

id: number;

known\_for\_department: Department;

name: string;

original\_name: string;

popularity: number;

profile\_path: null | string;

cast\_id?: number;

character?: string;

credit\_id: string;

order?: number;

department?: Department;

job?: string;

}

export enum Department {

Acting = 'Acting',

Art = 'Art',

Camera = 'Camera',

CostumeMakeUp = 'Costume & Make-Up',

Crew = 'Crew',

Directing = 'Directing',

Editing = 'Editing',

Lighting = 'Lighting',

Production = 'Production',

Sound = 'Sound',

VisualEffects = 'Visual Effects',

Writing = 'Writing',

}

Ahora en **DetailScreen.tsx** llamamos a este hook y le pasamos como parámetro el **id**, y podemos desestructurar todas las propiedades del state:

...

const DetailScreen = ({route}: Props) => {

const movie = route.params;

const uri = `https://image.tmdb.org/t/p/w500${movie?.poster\_path}`;

const {isLoading, cast, movieFull} = useMovieDetails(movie.id);

...

**DETALLES DE LA PELÍCULA**

Vamos a crear un componente que contenga los detalles de la película, para eso en la carpeta **components** creamos el archivo **MovieDetails.tsx**:

import React from 'react';

import {View, Text} from 'react-native';

import currencyFormatter from 'currency-formatter';

import {MovieFull} from '../interfaces/movieInterface';

import {Cast} from '../interfaces/creditsInterface';

import Icon from 'react-native-vector-icons/Ionicons';

interface Props {

movieFull: MovieFull;

cast: Cast[];

}

const MovieDetails = ({movieFull, cast}: Props) => {

return (

<>

{/\* Detalles \*/}

<View style={{marginHorizontal: 20}}>

<View style={{flexDirection: 'row'}}>

<Icon name="star-outline" size={16} color="grey" />

<Text> {movieFull.vote\_average}</Text>

<Text style={{marginLeft: 5}}>

- {movieFull.genres.map(genre => genre.name).join(', ')}

</Text>

</View>

<Text style={{marginTop: 10, fontSize: 23, fontWeight: 'bold'}}>

Historia

</Text>

<Text style={{fontSize: 16}}>{movieFull.overview}</Text>

<Text style={{marginTop: 10, fontSize: 23, fontWeight: 'bold'}}>

Presupuesto

</Text>

<Text style={{fontSize: 18}}>

{currencyFormatter.format(movieFull.budget, {code: 'USD'})}

</Text>

</View>

</>

);

};

export default MovieDetails;

Veamos que recibe por props los datos de una película, y el casting de una película.

Además estamos usando el paquete **currency-formatter** para mostrar bien el presupuesto. Lo instalamos con el comando:

npm install currency-formatter

Y debemos instalar el tipado también:

**npm i -D @types/currency-formatter**

Ahora con todo esto armado, en **DetailScreen.tsx** ponemos un condicional utilizando el **isLoading** del **useMovieDetails()** que muestre este componente creado o un **<ActivityIndicator/>**:

...

const {isLoading, cast, movieFull} = useMovieDetails(movie.id);

return (

...

{isLoading ? (

<ActivityIndicator size={35} color="grey" style={{marginTop: 20}} />

) : (

<MovieDetails movieFull={movieFull!} cast={cast} />

)}

...

**COMPONENTE PARA MOSTRAR ACTORES**

Creamos en la carpeta **components** el archivo **CastItem.tsx** para mostrar todos los actores de las película:

import React from 'react';

import {View, Text, Image, StyleSheet} from 'react-native';

import {Cast} from '../interfaces/creditsInterface';

interface Props {

actor: Cast;

}

const CastItem = ({actor}: Props) => {

const uri = `https://image.tmdb.org/t/p/w500${actor.profile\_path}`;

return (

<View style={styles.container}>

{

actor.profile\_path && <Image source={{uri}} style={styles.imageStyle} />

}

<View style={styles.actorInfo}>

<Text style={styles.actorName}>{actor.name}</Text>

<Text style={styles.actorCharacter}>{actor.character}</Text>

</View>

</View>

);

};

const styles = StyleSheet.create({

container: {

flexDirection: 'row',

borderRadius: 10,

backgroundColor: 'white',

shadowColor: '#000000',

shadowOffset: {

width: 0,

height: 10,

},

shadowOpacity: 0.25,

shadowRadius: 7,

elevation: 10,

},

imageStyle: {

width: 50,

height: 50,

borderRadius: 10,

},

actorInfo: {

marginLeft: 10,

},

actorName: {

fontSize: 18,

fontWeight: 'bold',

color: 'black',

},

actorCharacter: {

fontSize: 16,

color: 'grey',

},

});

export default CastItem;

Luego lo importamos en el componente **MovieDetail.tsx** y le pasamos por props por ahora solamente un actor, en el próximo video haremos el mapeo:

...

{/\* Casting \*/}

<View style={{marginTop: 10, marginBottom: 100}}>

<Text

style={{

marginTop: 10,

fontSize: 23,

fontWeight: 'bold',

color: 'black',

marginHorizontal: 20,

}}>

Actores

</Text>

<CastItem actor={cast[0]} />

</View>

...

**LISTA DE ACTORES**

Ahora en **MovieDetails.tsx** en vez de regresar un solo **<CastItem />** vamos a regresar un **<FlatList />** para mostrar todos los actores:

<FlatList

data={cast}

keyExtractor={item => item.id.toString()}

renderItem={({item}) => <CastItem actor={item} />}

horizontal={true}

showsHorizontalScrollIndicator={false}

style={{marginTop: 10, height: 70}}

/>

Y los **styles** en **CastItem.tsx** se modificaron un poco:

const styles = StyleSheet.create({

container: {

flexDirection: 'row',

height: 50,

borderRadius: 10,

backgroundColor: 'white',

shadowColor: '#000000',

shadowOffset: {

width: 0,

height: 10,

},

shadowOpacity: 0.25,

shadowRadius: 7,

elevation: 10,

marginLeft: 20,

paddingRight: 15,

},

imageStyle: {

width: 50,

height: 50,

borderRadius: 10,

},

actorInfo: {

marginLeft: 10,

marginTop: 4,

},

actorName: {

fontSize: 18,

fontWeight: 'bold',

color: 'black',

},

actorCharacter: {

fontSize: 16,

color: 'grey',

},

});

**BOTÓN PARA REGRESAR**

En **DetailScreen.tsx** vamos a implementar un **<TouchableOpacity>** para navegar hacia atrás, además vamos a utilizar el **navigation** de las **props**:

interface Props extends StackScreenProps<RootStackParams, 'DetailScreen'> {}

const DetailScreen = ({route, navigation}: Props) => {

...

{/\* Botón para regresar \*/}

<TouchableOpacity

style={styles.backButton}

onPress={() => navigation.pop()}>

<Icon name="arrow-back-outline" size={60} color="white" />

</TouchableOpacity>

...

backButton: {

position: 'absolute',

zIndex: 999,

elevation: 9,

top: 30,

left: 5,

},

...

**SEC-11: GRADIENTE ANIMADO – CONTEXT API**

**EJERCICIO PARA COMPRENDER EL FADE IN**

Para este ejercicio vamos a crear una nueva screen llamada **FadeScreen.tsx**, en la cual vamos a utilizar un **useRef** para crear un **Animated** con el valor en 0, en donde después en la función **fadeIn** especificamos las opciones para que pase a 1, y pasarle esta opacidad a los styles:

import React, {useRef} from 'react';

import {View, Animated, Button} from 'react-native';

const FadeScreen = () => {

const opacity = useRef(new Animated.Value(0)).current;

const fadeIn = () => {

Animated.timing(opacity, {

toValue: 1,

duration: 1000, // 1 segundo

useNativeDriver: true,

}).start();

};

return (

<View

style={{

flex: 1,

backgroundColor: 'grey',

justifyContent: 'center',

alignItems: 'center',

}}>

<Animated.View

style={{

backgroundColor: '#084F6A',

width: 150,

height: 150,

borderColor: 'white',

borderWidth: 10,

marginBottom: 20,

opacity: opacity,

}}

/>

<Button title="FadeIn" onPress={fadeIn} />

</View>

);

};

export default FadeScreen;

**FADE OUT**

Es lo mismo que hacer la función **fadeIn** del video anterior, pero ahora pasando la opacidad a 0. Además, para reutilizar este efecto fade vamos a crear un hook llamado **useFade.tsx**:

import {useRef} from 'react';

import {Animated} from 'react-native';

export const useFade = () => {

const opacity = useRef(new Animated.Value(0)).current;

const fadeIn = () => {

Animated.timing(opacity, {

toValue: 1,

duration: 1000, // 1 segundo

useNativeDriver: true,

}).start();

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300, // 1 segundo

useNativeDriver: true,

}).start();

};

return {

opacity,

fadeIn,

fadeOut

}

};

**FONDO CON GRADIENTE**

Vamos a instalar **react-native-linear-gradient** con el comando:

**npm install react-native-linear-gradient**

Y luego si estamos en IOS el comando: **npx pod-install**

Ver la documentación aquí: <https://github.com/react-native-linear-gradient/react-native-linear-gradient>

Ahora nos creamos en la carpeta **components** el archivo **GradientBackground.tsx** el cual va a recibir por props las children, y utiliza el **<LinearGradient />** para darle color:

import React from 'react';

import {StyleSheet, View} from 'react-native';

import LinearGradient from 'react-native-linear-gradient';

interface Props {

children: JSX.Element | JSX.Element[];

}

const GradientBackground = ({children}: Props) => {

return (

<View style={{flex: 1}}>

<LinearGradient

colors={['#084F6A', '#75CEDB', 'white']}

style={{...StyleSheet.absoluteFillObject}} //Toma toda la pantalla

start={{x: 0.1, y: 0.1}}

end={{x: 0.5, y: 0.7}}

/>

{children}

</View>

);

};

export default GradientBackground;

Por último, en la screen **HomeScreen.tsx** envolvemos todo el **return** en este componente:

return (

<GradientBackground>

<ScrollView>

...

</ScrollView>

</GradientBackground>

);

**OBTENER LOS COLORES DE LAS IMÁGENES**

Vamos a instalar un paquete para analizar los colores con el comando:

**npm install react-native-image-colors**

SI NO FUNCIONA INSTALAR LA VERSIÓN 1.5.2

Y luego si estamos en IOS ejecutar **npx pod-install**

Ver la documentación aquí: <https://github.com/osamaqarem/react-native-image-colors>

Ahora en **HomeScreen.tsx** en el **<Carousel />** necesitamos usar la propiedad **onSnapToItem** la cual al pasar la película nos da el **index** de la misma, y así ejecutar la función **getPosterColors()** que será la encargada de conseguirnos los colores mediante la importación del paquete que instalamos:

import ImageColors from 'react-native-image-colors';

...

const getPosterColors = async (index: number) => {

const movie = nowPlaying[index];

const uri = `https://image.tmdb.org/t/p/w500${movie.poster\_path}`;

const colors = await ImageColors.getColors(uri, {});

console.log(colors);

};

...

<Carousel

...

onSnapToItem={index => getPosterColors(index)}

/>

...

**HELPER: OBTENER COLORES**

Vamos a crear la carpeta **helpers** con el archivo **getColores.tsx**, en donde dependiendo si estamos en Android o IOS vamos a tener distintas propiedades de colores:

import ImageColors from 'react-native-image-colors';

export const getImageColors = async (uri: string) => {

const colors = await ImageColors.getColors(uri, {});

let primary;

let secondary;

if (colors.platform === 'android') {

primary = colors.dominant;

secondary = colors.average;

}

if (colors.platform === 'ios') {

primary = colors.primary;

secondary = colors.secondary;

}

return [primary, secondary];

};

Ahora en la función **getPosterColors** en **HomeScreen.tsx** vamos a utilizar este **helper**:

const getPosterColors = async (index: number) => {

const movie = nowPlaying[index];

const uri = `https://image.tmdb.org/t/p/w500${movie.poster\_path}`;

const [primary, secondary] = await getImageColors(uri);

console.log({primary, secondary})

};

**CREAR UN CONTEXTO PARA COMUNICAR EL CAMBIO DE COLOR**

Creamos la carpeta **context** con el archivo **GradientContext.tsx**

Este va a tener 2 states para los colores de la imagen previa y los actuales, y vamos a setear los nuevos colores con diferentes funciones:

import React, {createContext, useState} from 'react';

interface ImageColors {

primary: string;

secondary: string;

}

interface ContextProps {

colors: ImageColors;

prevColors: ImageColors;

setMainColors: (colors: ImageColors) => void;

setPrevMainColors: (colors: ImageColors) => void;

}

export const GradientContext = createContext({} as ContextProps);

export const GradientProvider = ({children}: any) => {

const [colors, setColors] = useState<ImageColors>({

primary: 'transparent',

secondary: 'transparent',

});

const [prevColors, setPrevColors] = useState<ImageColors>({

primary: 'transparent',

secondary: 'transparent',

});

const setMainColors = (colors: ImageColors) => {

setColors(colors);

};

const setPrevMainColors = (colors: ImageColors) => {

setPrevColors(colors);

};

return (

<GradientContext.Provider

value={{

colors,

prevColors,

setMainColors,

setPrevMainColors,

}}>

{children}

</GradientContext.Provider>

);

};

Una vez creado debemos englobar toda la aplicación con este context en el **App.tsx**:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Navigation} from './src/navigation/Navigation';

import {GradientProvider} from './src/context/GradientContext';

// import FadeScreen from './src/screens/FadeScreen';

const AppState = ({children}: any) => {

return <GradientProvider>{children}</GradientProvider>;

};

const App = () => {

return (

<NavigationContainer>

<AppState>

<Navigation />

</AppState>

</NavigationContainer>

);

};

export default App;

**USAR LOS COLORES DEL CONTEXT**

Ahora debemos usar este context. Primero vamos al componente **GradientBackground.tsx** y en **<LinearGradient>** en la propiedad **colors**, le pasamos los colors del **state del context**:

import React, { useContext } from 'react';

import {StyleSheet, View} from 'react-native';

import LinearGradient from 'react-native-linear-gradient';

import { GradientContext } from '../context/GradientContext';

interface Props {

children: JSX.Element | JSX.Element[];

}

const GradientBackground = ({children}: Props) => {

const {colors} = useContext(GradientContext);

return (

<View style={{flex: 1}}>

<LinearGradient

colors={[colors.primary, colors.secondary, 'white']}

style={{...StyleSheet.absoluteFillObject}} //Toma toda la pantalla

start={{x: 0.1, y: 0.1}}

end={{x: 0.5, y: 0.7}}

/>

{children}

</View>

);

};

export default GradientBackground;

Y ahora en **HomeScreen.tsx** en la función **getPosterColors** debemos setear los colores:

...

const {setMainColors} = useContext(GradientContext);

const getPosterColors = async (index: number) => {

const movie = nowPlaying[index];

const uri = `https://image.tmdb.org/t/p/w500${movie.poster\_path}`;

const [primary = 'transparent', secondary = 'transparent'] = await getImageColors(uri);

setMainColors({primary, secondary})

};

...

**LÓGICA PARA CAMBIAR Y ANIMAR EL GRADIENTE**

En el **HomeScreen.tsx** vamos a implementar un **useEffect** para que cuando apenas se monte la aplicación tengamos los colores de la primera película:

...

useEffect(() => {

if (nowPlaying.length > 0) {

getPosterColors(0);

}

}, [nowPlaying]);

...

(**nowPlaying** son las películas que mostramos en el **<Carousel>**)

En el **hook useFade.tsx** debemos pasarle un callback a nuestra función de **fadeIn()** para que luego pueda ejecutar el setState de los colores previos:

import {useRef} from 'react';

import {Animated} from 'react-native';

export const useFade = () => {

const opacity = useRef(new Animated.Value(0)).current;

const fadeIn = (callback?: Function) => {

Animated.timing(opacity, {

toValue: 1,

duration: 300, // 1 segundo

useNativeDriver: true,

}).start(() => callback ? callback() : null);

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300, // 1 segundo

useNativeDriver: true,

}).start();

};

return {

opacity,

fadeIn,

fadeOut

}

};

Ahora en el componente **GradientBackground.tsx** utilizamos el hook **useFade()**, creamos un **useEffect** que ejecute la función **fadeIn()** del hook, en donde el callback setea los colores previos con los colores actuales y luego ejecuta el **fadeOut()**.

Además para que esto funcione tenemos dos **<LinearGradient>**, uno va a tener los colores previos y el otro va a ser el que tenga los colores actuales. A uno de estos elementos le pasamos la **opacity** del hook para que se vuelva transparente al cambiar:

import React, {useContext, useEffect} from 'react';

import {Animated, StyleSheet, View} from 'react-native';

import LinearGradient from 'react-native-linear-gradient';

import {GradientContext} from '../context/GradientContext';

import {useFade} from '../hooks/useFade';

interface Props {

children: JSX.Element | JSX.Element[];

}

const GradientBackground = ({children}: Props) => {

const {colors, prevColors, setPrevMainColors} = useContext(GradientContext);

const {opacity, fadeIn, fadeOut} = useFade();

useEffect(() => {

fadeIn(() => {

setPrevMainColors(colors);

fadeOut();

});

}, [colors]);

return (

<View style={{flex: 1}}>

<LinearGradient

colors={[prevColors.primary, prevColors.secondary, 'white']}

style={{...StyleSheet.absoluteFillObject}} //Toma toda la pantalla

start={{x: 0.1, y: 0.1}}

end={{x: 0.5, y: 0.7}}

/>

<Animated.View style={{...StyleSheet.absoluteFillObject, opacity}}>

<LinearGradient

colors={[colors.primary, colors.secondary, 'white']}

style={{...StyleSheet.absoluteFillObject}} //Toma toda la pantalla

start={{x: 0.1, y: 0.1}}

end={{x: 0.5, y: 0.7}}

/>

</Animated.View>

{children}

</View>

);

};

export default GradientBackground;

**SEC-12: COMPONENTES DE REACT NATIVE**

**CREAR STACK e INSTALAR ÍCONOS**

Ver la documentación acá:

* <https://reactnavigation.org/docs/getting-started>
* <https://reactnavigation.org/docs/stack-navigator/>
* <https://github.com/oblador/react-native-vector-icons>

Y sino en este Word está bien explicado en la sección 7.

**COMPONENTE – FLATLIST**

En **HomeScreen.tsx** vamos a utilizar el **<FlatList />** el cual recibe 3 propiedades fundamentales para su funcionamiento: la **data**, **renderItem** y **keyExtractor**:

import React from 'react';

import {View, Text, FlatList} from 'react-native';

interface MenuItem {

name: string;

icon: string;

component: string;

}

const menuItems = [

{

name: 'Animation 01',

icon: 'cube-outline',

component: 'Animation101Screen',

},

];

const HomeScreen = () => {

const renderMenuItem = (item: MenuItem) => {

return (

<View>

<Text>

{item.name} - {item.icon}

</Text>

</View>

);

};

return (

<View style={{flex: 1}}>

<FlatList

data={menuItems} //Tiene que ser algo iterable como un array

renderItem={({item}) => renderMenuItem(item)} // el item es cada dato del array

keyExtractor={item => item.name} //necesitamos un id y que sea un string

/>

</View>

);

};

export default HomeScreen;

**FLATLIST SEPARATOR y HEADER**

Ahora vamos a utilizer las propiedades **ListHeaderComponent** y **ItemSeparatorComponent** del FlatList. Los cuales renderizan un header y un separador entre ítems:

import React from 'react';

import {View, Text, FlatList} from 'react-native';

import {styles} from '../theme/appTheme';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

interface MenuItem {

name: string;

icon: string;

component: string;

}

const menuItems = [

{

name: 'Animation 01',

icon: 'cube-outline',

component: 'Animation101Screen',

},

{

name: 'Animation 02',

icon: 'albums-outline',

component: 'Animation102Screen',

},

];

const HomeScreen = () => {

const {top} = useSafeAreaInsets();

const renderListHeader = () => {

return (

<View style={{marginTop: top + 20, marginBottom: 20}}>

<Text style={styles.title}>Opciones de menú</Text>

</View>

);

};

const renderMenuItem = (item: MenuItem) => {

return (

<View>

<Text style={{color: 'black'}}>

{item.name} - {item.icon}

</Text>

</View>

);

};

const itemSeparator = () => {

return (

<View style={{borderBottomWidth: 1, opacity: 0.4, marginVertical: 8}} />

);

};

return (

<View style={{flex: 1, ...styles.globalMargin}}>

<FlatList

data={menuItems} //Tiene que ser algo iterable como un array

renderItem={({item}) => renderMenuItem(item)} // el item es cada dato del array

keyExtractor={item => item.name} //necesitamos un id y que sea un string

ListHeaderComponent={() => renderListHeader()} // Renderiza un header

ItemSeparatorComponent={() => itemSeparator()} // Renderiza un separador entre items

/>

</View>

);

};

export default HomeScreen;

Además creamos la carpeta **theme** con el archivo **appTheme.tsx**:

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

globalMargin: {

marginHorizontal: 20,

},

title: {

fontSize: 35,

fontWeight: 'bold',

color: 'black',

},

});

**FlatListItem y NAVEGACIÓN**

Para que no crezca tanto la app vamos a crearnos un componente el cual va a renderizar el **renderItem**.

**FlatListMenuItem.tsx:**

import React from 'react';

import {View, Text, StyleSheet, TouchableOpacity} from 'react-native';

import {MenuItem} from '../interfaces/appInterfaces';

import Icon from 'react-native-vector-icons/Ionicons';

interface Props {

menuItem: MenuItem;

}

const FlatListMenuItem = ({menuItem}: Props) => {

return (

<TouchableOpacity activeOpacity={0.8}>

<View style={styles.container}>

<Icon name={menuItem.icon} color="grey" size={23} />

<Text style={styles.itemText}>{menuItem.name}</Text>

<View style={{flex: 1}} />

<Icon name="chevron-forward-outline" color="grey" size={23} />

</View>

</TouchableOpacity>

);

};

const styles = StyleSheet.create({

container: {

flexDirection: 'row',

},

itemText: {

marginLeft: 10,

fontSize: 19,

color: 'black',

},

});

export default FlatListMenuItem;

En **HomeScreen.tsx** pasamos este componente en el renderItem del FlatList y ya no hará falta tanto código como antes:

import React from 'react';

import {View, Text, FlatList} from 'react-native';

import {styles} from '../theme/appTheme';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {MenuItem} from '../interfaces/appInterfaces';

import FlatListMenuItem from '../components/FlatListMenuItem';

const menuItems: MenuItem[] = [

{

name: 'Animation 01',

icon: 'cube-outline',

component: 'Animation101Screen',

},

{

name: 'Animation 02',

icon: 'albums-outline',

component: 'Animation102Screen',

},

];

const HomeScreen = () => {

const {top} = useSafeAreaInsets();

const renderListHeader = () => {

return (

<View style={{marginTop: top + 20, marginBottom: 20}}>

<Text style={styles.title}>Opciones de menú</Text>

</View>

);

};

const itemSeparator = () => {

return (

<View style={{borderBottomWidth: 1, opacity: 0.4, marginVertical: 8}} />

);

};

return (

<View style={{flex: 1, ...styles.globalMargin}}>

<FlatList

data={menuItems} //Tiene que ser algo iterable como un array

renderItem={({item}) => <FlatListMenuItem menuItem={item} />} // el item es cada dato del array

keyExtractor={item => item.name} //necesitamos un id y que sea un string

ListHeaderComponent={() => renderListHeader()} // Renderiza un header

ItemSeparatorComponent={() => itemSeparator()} // Renderiza un separador entre items

/>

</View>

);

};

export default HomeScreen;

Además creamos la carpeta **interfaces** con el archivo **appInterfaces.tsx** la cual va a tener la interface del **MenuItem**:

export interface MenuItem {

name: string;

icon: string;

component: string;

}

**ANIMATED API**

Creamos la screen **Animation101Screen.tsx** la cual contendrá un View que será una caja violeta al que le aplicaremos el **Animated**:

import React, {useRef} from 'react';

import {View, StyleSheet, Animated} from 'react-native';

export const Animation101Screen = () => {

const opacity = useRef(new Animated.Value(0)).current;

return (

<View style={styles.container}>

<Animated.View style={{...styles.purpleBox, opacity}} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

purpleBox: {

backgroundColor: '#5856D6',

width: 150,

height: 150,

},

});

Luego debemos colocar esta Screen en **Navigator.tsx:**

...

export const Navigator = () => {

return (

<Stack.Navigator screenOptions={{headerShown: false}}>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="Animation101Screen" component={Animation101Screen} />

</Stack.Navigator>

);

};

Y por último en el componente **FlatListMenuItem.tsx** debemos usar el hook **useNavigation()** para navegar a esta pantalla:

...

const FlatListMenuItem = ({menuItem}: Props) => {

const navigation = useNavigation<any>();

return (

<TouchableOpacity

activeOpacity={0.8}

onPress={() => navigation.navigate(menuItem.component)}>

...

**FADE IN y FADE OUT**

En nuestro **Animation101Screen.tsx** vamos a crear dos funciones una **fadeIn** y otra **fadeOut**, en donde vamos a utilizar el **Animated.timing()** con la finalidad de hacer el efecto:

import React, {useRef} from 'react';

import {View, StyleSheet, Animated, Button} from 'react-native';

export const Animation101Screen = () => {

const opacity = useRef(new Animated.Value(0)).current;

const fadeIn = () => {

Animated.timing(opacity, {

toValue: 1,

duration: 300,

useNativeDriver: true,

}).start();

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300,

useNativeDriver: true,

}).start();

};

return (

<View style={styles.container}>

<Animated.View style={{...styles.purpleBox, opacity, marginBottom: 20}} />

<Button title="Fade In" onPress={fadeIn} />

<Button title="Fade Out" onPress={fadeOut} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

purpleBox: {

backgroundColor: '#5856D6',

width: 150,

height: 150,

},

});

**EASING – BOUNCE**

En **Animation101Screen.tsx** vamos a agregar otro **Animated.timing()** en la función **fadeIn** con la finalidad de que la caja violeta al aparecer, lo haga desde arriba y con u rebote. Por lo que vamos a usar la propiedades **easing** para eso.

Además debemos agregarle a **<Animated.View>** en sus estilos el **transform**:

import React, {useRef} from 'react';

import {View, StyleSheet, Animated, Button, Easing} from 'react-native';

export const Animation101Screen = () => {

const opacity = useRef(new Animated.Value(0)).current;

const top = useRef(new Animated.Value(-100)).current;

const fadeIn = () => {

Animated.timing(opacity, {

toValue: 1,

duration: 300,

useNativeDriver: true,

}).start();

Animated.timing(top, {

toValue: 0,

duration: 500,

useNativeDriver: true,

easing: Easing.bounce,

}).start();

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300,

useNativeDriver: true,

}).start();

};

return (

<View style={styles.container}>

<Animated.View

style={{

...styles.purpleBox,

opacity,

marginBottom: 20,

transform: [{translateY: top}],

}}

/>

<Button title="Fade In" onPress={fadeIn} />

<Button title="Fade Out" onPress={fadeOut} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

purpleBox: {

backgroundColor: '#5856D6',

width: 150,

height: 150,

},

});

**USE ANIMATION**

Ahora para que el código en **Animation101Screen.tsx** no se haga tan largo, vamos a crear en la carpeta **hooks** el archivo **useAnimation.tsx** el cual contendrá toda la lógica del fadeIn, fadeOut, y podremos pasarle los valores de inicialización y así hacer a nuestro código reutilizable:

import {useRef} from 'react';

import {Animated, Easing} from 'react-native';

export const useAnimation = () => {

const opacity = useRef(new Animated.Value(0)).current;

const position = useRef(new Animated.Value(0)).current;

const fadeIn = () => {

Animated.timing(opacity, {

toValue: 1,

duration: 300,

useNativeDriver: true,

}).start();

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300,

useNativeDriver: true,

}).start();

};

const startMovingPosition = (

initPosition: number,

duration: number = 300,

) => {

position.setValue(initPosition);

Animated.timing(position, {

toValue: 0,

duration: duration,

useNativeDriver: true,

//easing: Easing.bounce,

}).start();

};

return {

opacity,

position,

fadeIn,

fadeOut,

startMovingPosition,

};

};

Luego en **Animation101Screen.tsx** importamos este hook:

import React from 'react';

import {View, StyleSheet, Animated, Button, Easing} from 'react-native';

import {useAnimation} from '../hooks/useAnimation';

export const Animation101Screen = () => {

const {opacity, position, fadeIn, fadeOut, startMovingPosition} =

useAnimation();

return (

<View style={styles.container}>

<Animated.View

style={{

...styles.purpleBox,

opacity,

marginBottom: 20,

transform: [{translateY: position}],

}}

/>

<Button

title="Fade In"

onPress={() => {

fadeIn();

startMovingPosition(-100);

}}

/>

<Button title="Fade Out" onPress={fadeOut} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

purpleBox: {

backgroundColor: '#5856D6',

width: 150,

height: 150,

},

});

**ANIMATED VALUE XY**

Vamos a crear la animación que esta acá:

<https://reactnative.dev/docs/animatedvaluexy>

Para ello, vamos a crear la screen **Animation102Screen.tsx**:

import React, {useRef} from 'react';

import {View, StyleSheet, Animated, PanResponder} from 'react-native';

export const Animation102Screen = () => {

const pan = useRef(new Animated.ValueXY()).current;

const panResponder = PanResponder.create({

onStartShouldSetPanResponder: () => true,

onPanResponderMove: Animated.event(

[

null,

{

dx: pan.x, // x,y are Animated.Value

dy: pan.y,

},

],

{useNativeDriver: false},

),

onPanResponderRelease: () => {

Animated.spring(

pan, // Auto-multiplexed

{

toValue: {x: 0, y: 0},

useNativeDriver: false

}, // Back to zero

).start();

},

});

return (

<View style={styles.container}>

<Animated.View

{...panResponder.panHandlers}

style={[pan.getLayout(), styles.box]}

/>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

box: {

backgroundColor: '#75CEDB',

width: 150,

height: 150,

},

});

**COMPONENTE – SWITCH**

Creamos una nueva screen llamada **SwitchScreen.tsx** en donde importamos el componente **<Switch />** de react native y lo configuramos:

import React, {useState} from 'react';

import {View, Switch, Platform} from 'react-native';

export const SwitchScreen = () => {

const [isEnabled, setIsEnabled] = useState(false);

const toggleSwitch = () => setIsEnabled(!isEnabled);

return (

<View style={{marginTop: 100}}>

<Switch

trackColor={{false: '#D9D9DB', true: '#5856D6'}}

thumbColor={Platform.OS === 'android' ? '#5856D6' : ''}

// ios\_backgroundColor="#3e3e3e"

onValueChange={toggleSwitch}

value={isEnabled}

/>

</View>

);

};

Luego lo importamos en **Navigator.tsx** para que se pueda navegar hacia él:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import HomeScreen from '../screens/HomeScreen';

import {Animation101Screen} from '../screens/Animation101Screen';

import {Animation102Screen} from '../screens/Animation102Screen';

import {SwitchScreen} from '../screens/SwitchScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator screenOptions={{headerShown: false}}>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="Animation101Screen" component={Animation101Screen} />

<Stack.Screen name="Animation102Screen" component={Animation102Screen} />

<Stack.Screen name="SwitchScreen" component={SwitchScreen} />

</Stack.Navigator>

);

};

A continuación en **HomeScreen.tsx** teníamos la data de los componentes a mostrar, pero como esto empieza a crecer es mejor crearse una carpeta **data** con el archivo **menuItems.tsx** e importar esta data en el **HomeScreen**:

**menuItems.tsx:**

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

{

name: 'Animation 01',

icon: 'cube-outline',

component: 'Animation101Screen',

},

{

name: 'Animation 02',

icon: 'albums-outline',

component: 'Animation102Screen',

},

{

name: 'Switches',

icon: 'toggle-outline',

component: 'SwitchScreen',

},

];

**HEADER RE-UTILIZABLE**

Vamos a crear en la carpeta **components** el archivo **HeaderTitle.tsx** con la finalidad de reutilizar los títulos. Vamos a copiar el código que teníamos en el **HomeScreen.tsx** y pegarlo en este componente:

import React from 'react';

import {View, Text} from 'react-native';

import {styles} from '../theme/appTheme';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

interface Props {

title: string;

}

export const HeaderTitle = ({title}: Props) => {

const {top} = useSafeAreaInsets();

return (

<View style={{marginTop: top + 20, marginBottom: 20}}>

<Text style={styles.title}>{title}</Text>

</View>

);

};

Ahora lo usamos en **HomeScreen.tsx** y notemos que cada vez queda más chico nuestra screen:

import React from 'react';

import {View, FlatList} from 'react-native';

import {styles} from '../theme/appTheme';

import FlatListMenuItem from '../components/FlatListMenuItem';

import {menuItems} from '../data/menuItems';

import {HeaderTitle} from '../components/HeaderTitle';

const HomeScreen = () => {

const itemSeparator = () => {

return (

<View style={{borderBottomWidth: 1, opacity: 0.4, marginVertical: 8}} />

);

};

return (

<View style={{flex: 1, ...styles.globalMargin}}>

<FlatList

data={menuItems} //Tiene que ser algo iterable como un array

renderItem={({item}) => <FlatListMenuItem menuItem={item} />} // el item es cada dato del array

keyExtractor={item => item.name} //necesitamos un id y que sea un string

ListHeaderComponent={() => <HeaderTitle title="Opciones de menú" />} // Renderiza un header

ItemSeparatorComponent={() => itemSeparator()} // Renderiza un separador entre items

/>

</View>

);

};

export default HomeScreen;

Y también lo utilizamos en **SwitchScreen.tsx**:

import React, {useState} from 'react';

import {View, Switch, Platform} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

export const SwitchScreen = () => {

const [isEnabled, setIsEnabled] = useState(false);

const toggleSwitch = () => setIsEnabled(!isEnabled);

return (

<View style={{marginHorizontal: 20}}>

<HeaderTitle title="Switches" />

<Switch

trackColor={{false: '#D9D9DB', true: '#5856D6'}}

thumbColor={Platform.OS === 'android' ? '#5856D6' : ''}

// ios\_backgroundColor="#3e3e3e"

onValueChange={toggleSwitch}

value={isEnabled}

/>

</View>

);

};

**CUSTOM SWITCH**

Creamos en la carpeta **components** el archivo **CustomSwitch.tsx** para tener un Switch reutilizable. Va a contener dos propiedades por Props, la primera es un valor booleano para saber cómo va a estar el switch cuando se monte la aplicación y el otro es una función onChange que va a cambiar el state del componente donde estemos usando este customSwitch:

import React, {useState} from 'react';

import {Switch, Platform} from 'react-native';

interface Props {

isOn: boolean;

onChange: (value: boolean) => void;

}

export const CustomSwitch = ({isOn, onChange}: Props) => {

const [isEnabled, setIsEnabled] = useState(isOn);

const toggleSwitch = () => {

setIsEnabled(!isEnabled);

onChange(!isEnabled);

};

return (

<Switch

trackColor={{false: '#D9D9DB', true: '#5856D6'}}

thumbColor={Platform.OS === 'android' ? '#5856D6' : ''}

// ios\_backgroundColor="#3e3e3e"

onValueChange={toggleSwitch}

value={isEnabled}

/>

);

};

Y ahora en **SwitchScreen.tsx** utilizamos este customSwitch:

import React, {useState} from 'react';

import {StyleSheet, Text, View} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {CustomSwitch} from '../components/CustomSwitch';

export const SwitchScreen = () => {

const [state, setState] = useState({

isActive: true,

isHungry: false,

isHappy: true,

});

const {isActive, isHungry, isHappy} = state;

const onChange = (value: boolean, field: keyof typeof state) => {

setState({

...state,

[field]: value,

});

};

return (

<View style={{marginHorizontal: 20}}>

<HeaderTitle title="Switches" />

<View style={styles.switchRow}>

<Text style={styles.switchText}>isActive</Text>

<CustomSwitch

isOn={isActive}

onChange={value => onChange(value, 'isActive')}

/>

</View>

<View style={styles.switchRow}>

<Text style={styles.switchText}>isHungry</Text>

<CustomSwitch

isOn={isHungry}

onChange={value => onChange(value, 'isHungry')}

/>

</View>

<View style={styles.switchRow}>

<Text style={styles.switchText}>isHappy</Text>

<CustomSwitch

isOn={isHappy}

onChange={value => onChange(value, 'isHappy')}

/>

</View>

<Text style={styles.switchText}>{JSON.stringify(state, null, 5)}</Text>

</View>

);

};

const styles = StyleSheet.create({

switchText: {

fontSize: 25,

color: 'black',

},

switchRow: {

flexDirection: 'row',

justifyContent: 'space-between',

alignItems: 'center',

marginVertical: 10

},

});

**COMPONENTE – ALERT**

Creamos la screen **AlertScreen.tsx** en donde usamos el **Alert** de react native:

import React from 'react';

import {View, Button, Alert} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {styles} from '../theme/appTheme';

const showAlert = () => {

Alert.alert(

'Título de la alerta',

'Mensaje de la alerta',

[

{

text: 'Cancel',

onPress: () => console.log('Cancel Pressed'),

style: 'destructive',

},

{text: 'OK', onPress: () => console.log('OK Pressed')},

],

{

cancelable: true, //en android apretas por fuera de la alerta y se cierra

onDismiss: () => console.log('onDismiss'),

},

);

};

export const AlertScreen = () => {

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Alerts" />

<Button title="Mostrar alerta" onPress={showAlert} />

</View>

);

};

Luego en **Navigator.tsx** no olvidarse de poner esta página para poder navegar hacia ella:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import {AlertScreen} from '../screens/AlertScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator screenOptions={{headerShown: false}}>

...

<Stack.Screen name="AlertScreen" component={AlertScreen} />

</Stack.Navigator>

);

};

Y en el archivo **data/menuItems.tsx** crear la configuración:

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'Alerts',

icon: 'alert-circle-outline',

component: 'AlertScreen',

},

];

**COMPONENTE – ALERT PROMPT**

Este componente solo funciona en IOS.

**AlertScreen.tsx**:

import React from 'react';

import {View, Button, Alert} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {styles} from '../theme/appTheme';

...

const showPrompt = () => {

Alert.prompt(

'Esta seguro?',

'Esta acción no se puede revertir',

(value: string) => console.log('Info: ', value),

'plain-text', //tipo de texto donde se escribe

'', // defaultValue

'email-address', // podes especificar el teclado que aparecerá

);

};

export const AlertScreen = () => {

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Alerts" />

<Button title="Mostrar alerta" onPress={showAlert} />

<Button title="Mostrar prompt" onPress={showPrompt} />

</View>

);

};

**PROMPT IOS y ANDROID**

Vamos a descargar el paquete: **npm i react-native-prompt-android**

Cabe aclarar que no hace falta instalarlo porque podríamos usar un modal en Android y listo.

Ver la documentación aquí: <https://www.npmjs.com/package/react-native-prompt-android>

**AlertScreen.tsx:**

import React from 'react';

import {View, Button, Alert} from 'react-native';

import prompt from 'react-native-prompt-android';

...

const showPrompt = () => {

prompt(

'Enter password',

'Enter your password to claim your $1.5B in lottery winnings',

[

{

text: 'Cancel',

onPress: () => console.log('Cancel Pressed'),

style: 'cancel',

},

{

text: 'OK',

onPress: password => console.log('OK Pressed, password: ' + password),

},

],

{

type: 'secure-text',

cancelable: false,

defaultValue: 'test',

placeholder: 'placeholder',

},

);

};

export const AlertScreen = () => {

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Alerts" />

<Button title="Mostrar alerta" onPress={showAlert} />

<View style={{height: 10}} />

<Button title="Mostrar prompt" onPress={showPrompt} />

</View>

);

};

**COMPONENTE – TEXT INPUT**

Creamos la screen **TextInputScreen.tsx** con algunos estilos nada más por ahora:

import React from 'react';

import {StyleSheet, TextInput, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const TextInputScreen = () => {

return (

<View style={styles.globalMargin}>

<HeaderTitle title="TextInputs" />

<TextInput style={stylesTI.inputStyle} />

</View>

);

};

const stylesTI = StyleSheet.create({

inputStyle: {

borderWidth: 1,

borderColor: 'rgba(0,0,0,0.3)',

height: 50,

paddingHorizontal: 10,

borderRadius: 10,

},

});

**Navigator.tsx:**

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import { TextInputScreen } from '../screens/TextInputScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator screenOptions={{headerShown: false}}>

...

<Stack.Screen name="TextInputScreen" component={TextInputScreen} />

</Stack.Navigator>

);

};

**menuItems.tsx:**

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'TextInputs',

icon: 'document-text-outline',

component: 'TextInputScreen',

},

];

**MÚLTIPLES TEXT INPUTS EN PANTALLA**

Ahora configuramos los **<TextInput />** en la screen **TextInputScreen.tsx**:

import React, {useState} from 'react';

import {StyleSheet, Text, TextInput, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const TextInputScreen = () => {

const [form, setForm] = useState({

name: '',

email: '',

phone: '',

});

const onChange = (value: string, field: string) => {

setForm({...form, [field]: value});

};

return (

<View style={styles.globalMargin}>

<HeaderTitle title="TextInputs" />

<TextInput

style={stylesTI.inputStyle}

placeholder="Ingrese su nombre"

autoCorrect={false} //no te corrige lo que escribas

autoCapitalize="words" //capitaliza las palabras

onChangeText={value => onChange(value, 'name')}

/>

<TextInput

style={stylesTI.inputStyle}

placeholder="Ingrese su email"

autoCorrect={false}

autoCapitalize="none" //no capitaliza las palabras

onChangeText={value => onChange(value, 'email')}

keyboardType="email-address" //le dice al teclado que debe aparecer el @

/>

<TextInput

style={stylesTI.inputStyle}

placeholder="Ingrese su teléfono"

onChangeText={value => onChange(value, 'phone')}

keyboardType="phone-pad"

/>

<Text style={stylesTI.stateView}>{JSON.stringify(form, null, 5)}</Text>

</View>

);

};

const stylesTI = StyleSheet.create({

inputStyle: {

borderWidth: 1,

borderColor: 'rgba(0,0,0,0.3)',

height: 50,

paddingHorizontal: 10,

borderRadius: 10,

marginVertical: 10,

},

stateView: {

fontSize: 28,

color: 'black',

fontWeight: 'bold',

},

});

**COMPONENTE – KEYBOARDAVOIDINGVIEW**

Ahora si tenemos varios inputs puede pasar que al abrirse el teclado nos tape la vista de ese input, por eso debemos envolver todo el JSX en las etiquetas **<KeyboardAvoidingView />**, **<ScrollView />** y **<TouchableWithoutFeedback />** y así no permitir este comportamiento. Además agregamos un **<View />** al final con una altura determinada para tener más espacio.

**TextInputScreen.tsx:**

...

return (

<KeyboardAvoidingView

behavior={Platform.OS === 'ios' ? 'padding' : 'height'}

>

<ScrollView>

<TouchableWithoutFeedback onPress={Keyboard.dismiss}>

<View style={styles.globalMargin}>

...

<View style={{height: 100}} />

</View>

</TouchableWithoutFeedback>

</ScrollView>

</KeyboardAvoidingView>

...

**USEFORM – TAREA**

En la carpeta **hooks** vamos a crear el archivo **useForm.tsx**, el cual va a manejar el state de los inputs:

import { useState } from 'react'

export const useForm = <T extends Object>(initState: T) => {

const [state, setState] = useState(initState);

const onChange = (value: string, field: string) => {

setState({...state, [field]: value});

};

return {

...state,

form: state,

onChange

}

}

Y ahora lo utilizamos en **TextInputScreen.tsx**:

...

import {useForm} from '../hooks/useForm';

export const TextInputScreen = () => {

const {form, onChange} = useForm({

name: '',

email: '',

phone: '',

});

...

**PULL TO REFRESH**

Creamos la screen **PullToRefreshScreen.tsx**, en la cual debemos envolver todo el JSX en un **<ScrollView />** y pasarle como propiedad en el **refreshControl** el componente **<RefreshControl />** de react native:

import React, {useState} from 'react';

import {View, ScrollView, RefreshControl} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {styles} from '../theme/appTheme';

export const PullToRefreshScreen = () => {

const [refreshing, setRefreshing] = useState(false);

const onRefresh = () => {

setRefreshing(true);

setTimeout(() => {

console.log('Terminamos el refresh');

setRefreshing(false);

}, 1500);

};

return (

<ScrollView

refreshControl={

<RefreshControl refreshing={refreshing} onRefresh={onRefresh} />

}>

<View style={styles.globalMargin}>

<HeaderTitle title="PullToRefresh" />

</View>

</ScrollView>

);

};

**Navigator.tsx:**

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import {PullToRefreshScreen} from '../screens/PullToRefreshScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

...

<Stack.Screen

name="PullToRefreshScreen"

component={PullToRefreshScreen}

/>

</Stack.Navigator>

);

};

**menuItems.tsx:**

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'PullToRefresh',

icon: 'refresh-outline',

component: 'PullToRefreshScreen',

},

];

**PERSONALIZANDO EL REFRESH CONTROL**

Ahora en **PullToRefreshScreen.tsx** vamos a utilizar un useState para que cuando termine de cargar muestre una data, y además muestro todas las opciones que se le pueden pasar al componente **<RefreshControl />** para editar su style:

import React, {useState} from 'react';

import {View, ScrollView, RefreshControl, Platform, Text} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {styles} from '../theme/appTheme';

export const PullToRefreshScreen = () => {

const [refreshing, setRefreshing] = useState(false);

const [data, setData] = useState<string>();

const onRefresh = () => {

setRefreshing(true);

setTimeout(() => {

console.log('Terminamos el refresh');

setRefreshing(false);

setData('Hola mundo');

}, 1500);

};

return (

<ScrollView

refreshControl={

<RefreshControl

refreshing={refreshing}

onRefresh={onRefresh}

progressViewOffset={Platform.OS === 'ios' ? 50 : 0} //baja el logo de cargando

// progressBackgroundColor="#5856D6" //le cambia el color al background del signo de cargando, solo para android

// colors={['purple', 'red', 'orange']} //cambia el color del signo a medida que pasa el tiempo, solo para android

// style={{backgroundColor: '#5856D6'}} //cambia todo el backgroundcolor del espacio que esta utilizando el logo, solo ios CREO

// tintColor='orange' //cambia el color del signo, solo para IOS

// title='REFRESHING' //le da un titulo abajo del signo, solo IOS

// titleColor='orange' //le da color al titulo debajo del signo, solo IOS

/>

}>

<View style={styles.globalMargin}>

<HeaderTitle title="PullToRefresh" />

<Text style={{fontSize: 28, fontWeight: 'bold', color: 'black'}}>

{data}

</Text>

</View>

</ScrollView>

);

};

**COMPONENTE – SECTION LIST**

Creamos la screen **CustomSectionListScreen.tsx** en donde usamos el componente **<SectionList />**:

import React from 'react';

import {View, Text, SectionList} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

import {styles} from '../theme/appTheme';

import {ItemSeparator} from '../components/ItemSeparator';

interface Casas {

casa: string;

data: string[];

}

const casas: Casas[] = [

{

casa: 'DC Comics',

data: ['Batman', 'Superman', 'Robin', 'Flash', 'Aquaman', 'Wonder Woman'],

},

{

casa: 'Marvel Comics',

data: [

'Antman',

'Thor',

'Spiderman',

'Doctor Strange',

'Hulk',

'Iron Man',

'Black Panther',

],

},

{

casa: 'Anime',

data: [

'Naruto',

'Dragon Ball Z',

'My Hero Academia',

'Evangelion',

'Attack of Titan',

],

},

];

export const CustomSectionListScreen = () => {

return (

<View style={{...styles.globalMargin, flex: 1}}>

<SectionList

sections={casas}

keyExtractor={(item, i) => item + i} //identificador único

renderItem={({item}) => <Text style={{fontSize: 20}}>{item}</Text>} //renderiza el item

ListHeaderComponent={() => <HeaderTitle title="Header List" />} //Renderiza un Header

ListFooterComponent={() => (

<View style={{marginBottom: 50}}>

<HeaderTitle title="Footer List" />

</View>

)} //Renderiza un Footer

stickySectionHeadersEnabled //le da un efecto bonito

renderSectionHeader={({section}) => (

<View style={{backgroundColor: 'white', marginVertical: 10}}>

<Text style={{fontSize: 26, color: 'black', fontWeight: 'bold'}}>

{section.casa}

</Text>

</View>

)} //renderiza el titulo del item

renderSectionFooter={({section}) => (

<View style={{backgroundColor: 'white', marginVertical: 5}}>

<Text style={{fontSize: 22, color: 'black', fontWeight: 'bold'}}>

{`Total: ${section.data.length}`}

</Text>

</View>

)} //renderiza el footer del item

SectionSeparatorComponent={() => <ItemSeparator />} //renderiza un separador por debajo de los header del item

ItemSeparatorComponent={() => <ItemSeparator />} //renderiza un separador por debajo de los ítems

showsVerticalScrollIndicator={false} //elimina la barra de scroll

/>

</View>

);

};

Creamos en la carpeta **components** el **ItemSeparator.tsx** con la finalidad de tener un componente reutilizable de un separador:

import React from 'react';

import {View} from 'react-native';

export const ItemSeparator = () => {

return (

<View style={{borderBottomWidth: 1, opacity: 0.4, marginVertical: 8}} />

);

};

Y lo utilizamos en el **HomeScreen.tsx** también:

const HomeScreen = () => {

return (

<View style={{flex: 1, ...styles.globalMargin}}>

<FlatList

...

ItemSeparatorComponent={() => <ItemSeparator />} // Renderiza un separador entre items

/>

</View>

);

};

No olvidarse del **Navigator.tsx** y el **menuItems.tsx**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import { CustomSectionListScreen } from '../screens/CustomSectionListScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

...

<Stack.Screen

name="CustomSectionListScreen"

component={CustomSectionListScreen}

/>

</Stack.Navigator>

);

};

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'Section List',

icon: 'list-outline',

component: 'CustomSectionListScreen',

},

];

**COMPONENTE - MODAL**

Creamos la screen **ModalScreen.tsx** donde utilizamos el componente **<Modal />**:

import React, {useState} from 'react';

import {View, Button, Modal, Text, StyleSheet} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const ModalScreen = () => {

const [isVisible, setisVisible] = useState(false);

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Modal Screen" />

<Button title="Abrir Modal" onPress={() => setisVisible(true)} />

<Modal

animationType="fade" //como se abre el modal, puede ser 'slide' tambien

visible={isVisible} //valor boolean que abre o cierra el modal

transparent={true} //se ve lo del fondo cuando se abre el modal

>

<View style={modalStyles.modalContainer}>

<View style={modalStyles.modalBoxStyle}>

<Text style={modalStyles.modalTitle}>Titulo</Text>

<Text style={modalStyles.modalBody}>Cuerpo</Text>

<Button title="Cerrar" onPress={() => setisVisible(false)} />

</View>

</View>

</Modal>

</View>

);

};

const modalStyles = StyleSheet.create({

modalContainer: {

flex: 1,

backgroundColor: 'rgba(0,0,0,0.3)',

justifyContent: 'center',

alignItems: 'center',

},

modalBoxStyle: {

backgroundColor: 'white',

width: 200,

height: 200,

justifyContent: 'center',

alignItems: 'center',

shadowOffset: {

width: 0,

height: 10,

},

shadowOpacity: 0.25,

elevation: 10,

borderRadius: 5,

},

modalTitle: {

fontSize: 20,

fontWeight: 'bold',

marginBottom: 10,

color: 'black',

},

modalBody: {

fontSize: 16,

marginBottom: 20,

},

});

**INFINITE SCROLL**

Creamos la screen **InfiniteScrollScreen.tsx** donde creamos un **<FlatList />** con las propiedades **onEndReached** y **onEndReachedThreshold**, para especificarle cuando va a empezar a cargar nueva data, y hacerlo infinito:

import React, {useState} from 'react';

import {FlatList, StyleSheet, Text, View} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const InfiniteScrollScreen = () => {

const [numbers, setNumbers] = useState([0, 1, 2, 3, 4, 5]);

const loadMore = () => {

const newArray: number[] = [];

for (let i = 0; i < 5; i++) {

newArray[i] = numbers.length + i;

}

setNumbers([...numbers, ...newArray]);

};

const renderItem = (item: number) => {

return <Text style={infiteStyles.textItem}>{item}</Text>;

};

return (

<View style={{flex: 1}}>

<FlatList

data={numbers}

keyExtractor={item => item.toString()}

renderItem={({item}) => renderItem(item)}

ListHeaderComponent={<HeaderTitle title="Infinite Scroll" />}

onEndReached={loadMore} //ejecuta la función cuando llega a la parte de la especificada en el onEndReachedThreshold

onEndReachedThreshold={0.5} //a partir de cuando va a cargar la nueva informacion, 0.5 mitad de la pantalla

/>

</View>

);

};

const infiteStyles = StyleSheet.create({

textItem: {

height: 150,

fontSize: 30,

},

});

No olvidarse de crear la navegación en **Navigator.tsx** y la data en **menuItems.tsx**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import { InfiniteScrollScreen } from '../screens/InfiniteScrollScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

...

<Stack.Screen name="InfiniteScrollScreen" component={InfiniteScrollScreen} />

</Stack.Navigator>

);

};

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'Infinite Scroll',

icon: 'download-outline',

component: 'InfiniteScrollScreen',

},

];

**INFINITE SCROLL CON IMÁGENES**

Vamos a utilizar esta documentación para cargar imágenes de manera infinita:

<https://picsum.photos/>

Ahora en la función **renderItem** que tenemos en **InfiniteScrollScreen.tsx** en vez de devolver un **<Text />**, vamos a devolver un **<Image />** con la url dinámica de la documentación que está arriba.

Además agregamos un **setTimeOut** para que las cargue al 1.5s y mostramos un **loading** mientras eso pasa:

import React, {useState} from 'react';

import {

ActivityIndicator,

FlatList,

Image,

StyleSheet,

Text,View,

} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const InfiniteScrollScreen = () => {

const [numbers, setNumbers] = useState([0, 1, 2, 3, 4, 5]);

const loadMore = () => {

const newArray: number[] = [];

for (let i = 0; i < 5; i++) {

newArray[i] = numbers.length + i;

}

setTimeout(() => {

setNumbers([...numbers, ...newArray]);

}, 1500);

};

const renderItem = (item: number) => {

return (

<Image

source={{uri: `https://picsum.photos/id/${item}/500/400`}}

style={infiteStyles.itemImage}

/>

);

};

return (

<View style={{flex: 1}}>

<FlatList

data={numbers}

keyExtractor={item => item.toString()}

renderItem={({item}) => renderItem(item)}

ListHeaderComponent={<HeaderTitle title="Infinite Scroll" />}

onEndReached={loadMore} //ejecuta la función cuando llega a la parte de la especificada en el onEndReachedThreshold

onEndReachedThreshold={0.5} //a partir de cuando va a cargar la nueva informacion, 0.5 mitad de la pantalla

ListFooterComponent={() => (

<View style={infiteStyles.loading}>

<ActivityIndicator size={25} color="#5856D6" />

</View>

)}

/>

</View>

);

};

const infiteStyles = StyleSheet.create({

itemImage: {

width: '100%',

height: 400,

},

loading: {

width: '100%',

height: 150,

justifyContent: 'center',

alignItems: 'center',

},

});

**ANIMATED IMAGE**

Nos vamos a crear el componente **FadeInImage.tsx** para hacer que las imágenes infinitas entren con un efecto de fadeIn y también que tengan un loading hasta que se carguen. Para eso, vamos a usar nuestro hook **useAnimation.tsx** que posee el efecto de fadeIn. También la estamos diciendo por **props** que puede recibir los estilos de la foto:

import React, {useState} from 'react';

import {useAnimation} from '../hooks/useAnimation';

import {

ActivityIndicator,

Animated,

ImageStyle,

StyleProp,

View,

} from 'react-native';

interface Props {

uri: string;

style?: StyleProp<ImageStyle>;

}

export const FadeInImage = ({uri, style}: Props) => {

const {opacity, fadeIn} = useAnimation();

const [isLoading, setIsLoading] = useState(true);

const finishLoading = () => {

setIsLoading(false);

fadeIn();

};

return (

<View style={{justifyContent: 'center', alignItems: 'center'}}>

{isLoading && (

<ActivityIndicator

style={{position: 'absolute'}}

color="#5856D6"

size={30}

/>

)}

<Animated.Image

source={{uri}}

onLoadEnd={finishLoading}

style={{

...(style as any),

opacity,

}}

/>

</View>

);

};

Luego lo aplicamos en **InfiniteScrollScreen.tsx** en la función de **renderItem**:

...

const renderItem = (item: number) => {

return (

<FadeInImage

style={{width: '100%', height: 400}}

uri={`https://picsum.photos/id/${item}/500/400`}

/>

);

};

...

**SEC-13: TEMAS y SLIDESHOW de PANTALLA COMPLETA**

**CONTINUACIÓN DEL PROYECTO – COMPONENTS APP**

Continuamos trabajando con el proyecto anterior.

Creamos en la carpeta **screens** el archivo **SlidesScreen.tsx**:

import React from 'react';

import {View} from 'react-native';

import {HeaderTitle} from '../components/HeaderTitle';

export const SlidesScreen = () => {

return (

<View>

<HeaderTitle title="Slides" />

</View>

);

};

Necesitamos poder navegar a ella en **Navigator.tsx**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import {SlidesScreen} from '../screens/SlidesScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

...

<Stack.Screen name="SlidesScreen" component={SlidesScreen} />

</Stack.Navigator>

);

};

Y poner la data en **menuItems.tsx**:

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'Slides',

icon: 'flower-outline',

component: 'SlidesScreen',

},

];

**SNAP CAROUSEL**

Vamos a la documentación en: <https://github.com/dohooo/react-native-reanimated-carousel>

Y corremos los comandos:

**npm install react-native-reanimated-carousel**

(Hay que tener instalado react-native-reanimated: leer la documentación)

Y no olvidarse del comando **npx pod-install** para ios.

Luego en **SlidesScreen.tsx** utilizamos este carousel:

import React from 'react';

import {

Dimensions,

Image,

ImageSourcePropType,

SafeAreaView,

StyleSheet,

Text,

View,

} from 'react-native';

import Carousel from 'react-native-reanimated-carousel';

const {height: screenHeight, width: screenWidth} = Dimensions.get('window');

interface Slide {

title: string;

desc: string;

img: ImageSourcePropType;

}

const items: Slide[] = [

{

title: 'Titulo 1',

desc: 'Ea et eu enim fugiat sunt reprehenderit sunt aute quis tempor ipsum cupidatat et.',

img: require('../assets/slide-1.png'),

},

{

title: 'Titulo 2',

desc: 'Anim est quis elit proident magna quis cupidatat culpa labore Lorem ea. Exercitation mollit velit in aliquip tempor occaecat dolor minim amet dolor enim cillum excepteur. ',

img: require('../assets/slide-2.png'),

},

{

title: 'Titulo 3',

desc: 'Ex amet duis amet nulla. Aliquip ea Lorem ea culpa consequat proident. Nulla tempor esse ad tempor sit amet Lorem. Velit ea labore aute pariatur commodo duis veniam enim.',

img: require('../assets/slide-3.png'),

},

];

export const SlidesScreen = () => {

const renderItem = (item: Slide) => {

return (

<View style={styles.imageContainer}>

<Image

source={item.img}

style={{width: 350, height: 400, resizeMode: 'center'}}

/>

<Text style={styles.imageTitle}>{item.title}</Text>

<Text style={styles.imageDescription}>{item.desc}</Text>

</View>

);

};

return (

<SafeAreaView style={{flex: 1, paddingTop: 50}}>

<Carousel

mode="parallax"

style={{width: screenWidth}}

pagingEnabled={false}

windowSize={2}

snapEnabled

width={screenWidth}

height={screenHeight}

modeConfig={{

parallaxScrollingScale: 0.9,

parallaxScrollingOffset: 40,

parallaxAdjacentItemScale: 0.75,

}}

data={items}

renderItem={({item}) => renderItem(item)}

/>

</SafeAreaView>

);

};

const styles = StyleSheet.create({

imageContainer: {

flex: 1,

backgroundColor: 'white',

borderRadius: 5,

padding: 40,

justifyContent: 'center',

},

imageTitle: {

fontSize: 30,

fontWeight: 'bold',

color: '#5856D6',

},

imageDescription: {

fontSize: 16,

color: 'black',

},

});

**PAGINACIÓN DE SLIDES – (PUNTOS INDICATIVOS)**

Agregamos debajo del **<Carousel/>** un map que recorra todos los ítems y por cada item haga un dot:

const [activeIndex, setActiveIndex] = useState(0);

...

<Carousel

...

data={items}

renderItem={({item}) => renderItem(item)}

onSnapToItem={i => {

setActiveIndex(i);

}}

defaultIndex={activeIndex}

/>

<View

style={{

flexDirection: 'row',

justifyContent: 'center',

alignItems: 'center',

height: 30,

}}>

{items.map((\_, i) => {

const isActive = i === activeIndex;

return (

<TouchableOpacity key={i} onPress={() => setActiveIndex(i)}>

<View

style={{

backgroundColor: isActive ? '#5856D6' : '#5856d684',

width: 10,

height: 10,

borderRadius: 10,

}}

/>

</TouchableOpacity>

);

})}

</View>

...

**BOTÓN EN EL ÚLTIMO SLIDE**

Para hacer esto vamos a agregar un **<Animated.View />** junto a un **<TouchableOpacity/>**, donde utilizaremos el hook **useAnimation()** para la opacidad y el fadeIn. Además creamos un **useRef** que nos va a servir de condiconal para permitirnos navegar hacia el HomeScreen:

import React, {useRef, useState} from 'react';

import {

Animated,

Dimensions,

Image,

ImageSourcePropType,

SafeAreaView,

StyleSheet,

Text,

TouchableOpacity,

View,

} from 'react-native';

import Carousel from 'react-native-reanimated-carousel';

import Icon from 'react-native-vector-icons/Ionicons';

import {useAnimation} from '../hooks/useAnimation';

import {StackScreenProps} from '@react-navigation/stack';

const {width: screenWidth} = Dimensions.get('window');

interface Slide {

title: string;

desc: string;

img: ImageSourcePropType;

}

const items: Slide[] = [

{

title: 'Titulo 1',

desc: 'Ea et eu enim fugiat sunt reprehenderit sunt aute quis tempor ipsum cupidatat et.',

img: require('../assets/slide-1.png'),

},

{

title: 'Titulo 2',

desc: 'Anim est quis elit proident magna quis cupidatat culpa labore Lorem ea. Exercitation mollit velit in aliquip tempor occaecat dolor minim amet dolor enim cillum excepteur. ',

img: require('../assets/slide-2.png'),

},

{

title: 'Titulo 3',

desc: 'Ex amet duis amet nulla. Aliquip ea Lorem ea culpa consequat proident. Nulla tempor esse ad tempor sit amet Lorem. Velit ea labore aute pariatur commodo duis veniam enim.',

img: require('../assets/slide-3.png'),

},

];

interface Props extends StackScreenProps<any, any> {}

export const SlidesScreen = ({navigation}: Props) => {

const [activeIndex, setActiveIndex] = useState(0);

const isVisible = useRef(false);

const {opacity, fadeIn} = useAnimation();

const renderItem = (item: Slide) => {

return (

<View style={styles.imageContainer}>

<Image

source={item.img}

style={{width: 350, height: 400, resizeMode: 'center'}}

/>

<Text style={styles.imageTitle}>{item.title}</Text>

<Text style={styles.imageDescription}>{item.desc}</Text>

</View>

);

};

return (

<SafeAreaView style={{flex: 1, paddingTop: 50}}>

<Carousel

mode="parallax"

style={{width: screenWidth}}

pagingEnabled={false}

windowSize={2}

snapEnabled

width={screenWidth}

modeConfig={{

parallaxScrollingScale: 0.9,

parallaxScrollingOffset: 40,

parallaxAdjacentItemScale: 0.75,

}}

data={items}

renderItem={({item}) => renderItem(item)}

onSnapToItem={i => {

setActiveIndex(i);

if (i === items.length - 1) {

isVisible.current = true;

fadeIn();

}

}}

defaultIndex={activeIndex}

/>

<View style={styles.dotsContainer}>

{items.map((\_, i) => {

const isActive = i === activeIndex;

return (

<TouchableOpacity key={i} onPress={() => setActiveIndex(i)}>

<View

style={{

backgroundColor: isActive ? '#5856D6' : '#5856d684',

width: 10,

height: 10,

borderRadius: 10,

}}

/>

</TouchableOpacity>

);

})}

<Animated.View style={{opacity}}>

<TouchableOpacity

style={styles.enterButton}

activeOpacity={0.8}

onPress={() => {

if (isVisible.current) {

navigation.navigate('HomeScreen');

}

}}>

<Text style={{fontSize: 25, color: 'white'}}>Entrar</Text>

<Icon name="chevron-forward-outline" color="white" size={30} />

</TouchableOpacity>

</Animated.View>

</View>

</SafeAreaView>

);

};

const styles = StyleSheet.create({

imageContainer: {

flex: 1,

backgroundColor: 'white',

borderRadius: 5,

padding: 40,

justifyContent: 'center',

},

imageTitle: {

fontSize: 30,

fontWeight: 'bold',

color: '#5856D6',

},

imageDescription: {

fontSize: 16,

color: 'black',

},

dotsContainer: {

flexDirection: 'row',

justifyContent: 'space-evenly',

alignItems: 'center',

top: -100,

},

enterButton: {

flexDirection: 'row',

justifyContent: 'center',

alignItems: 'center',

backgroundColor: '#5856D6',

width: 140,

height: 50,

borderRadius: 10,

},

});

**THEME LIKE y DARK – GENERALIDADES**

Vamos a la documentación: <https://reactnavigation.org/docs/themes/>

Para realizar esto, debemos ir al **App.tsx** e importar **DefaultTheme**, **DarkTheme** y **Theme** (este último es el tipado), y pasarle al **<NavigationContainer />** la prop **theme**:

import 'react-native-gesture-handler';

import React from 'react';

import {

NavigationContainer,

DefaultTheme,

DarkTheme,

Theme,

} from '@react-navigation/native';

import {Navigator} from './src/navigation/Navigator';

const customTheme: Theme = {

dark: true,

colors: {

...DarkTheme.colors,

// primary: '',

// background: '',

// card: '',

// text: '',

// border: '',

// notification: '',

},

};

const App = () => {

return (

<NavigationContainer theme={customTheme}>

<Navigator />

</NavigationContainer>

);

};

export default App;

Ahora para que nos aparezca el fondo negro porque seleccionamos el darkTheme, necesitamos ir al **Navigator.tsx** y comentar la línea del **cardStyle**:

...

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

// cardStyle: {backgroundColor: 'white'},

}}>

...

**PANTALLA PARA CAMBIAR EL TEMA DE LA APP**

Vamos a crear la screen **ChangeThemeScreen.tsx**, la cual va a tener solo un botón para cambiar el tema de light a dark o viceversa:

import React from 'react';

import {View, Text, TouchableOpacity} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

export const ChangeThemeScreen = () => {

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Change Theme" />

<TouchableOpacity

activeOpacity={0.8}

style={{

backgroundColor: '#5856D6',

justifyContent: 'center',

width: 150,

height: 50,

borderRadius: 20,

}}>

<Text style={{color: 'white', textAlign: 'center', fontSize: 22}}>

Light / Dark

</Text>

</TouchableOpacity>

</View>

);

};

**Navigator.tsx:**

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import { ChangeThemeScreen } from '../screens/ChangeThemeScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

// cardStyle: {backgroundColor: 'white'},

}}>

...

<Stack.Screen name="ChangeThemeScreen" component={ChangeThemeScreen} />

</Stack.Navigator>

);

};

**menuItems.tsx:**

import {MenuItem} from '../interfaces/appInterfaces';

export const menuItems: MenuItem[] = [

...

{

name: 'Change Theme',

icon: 'flask-outline',

component: 'ChangeThemeScreen',

},

];

**THEME CONTEXT**

Creamos la carpeta **context** con el archivo **ThemeContext.tsx**, el cual devolverá dos funciones, una para poner el tema light y la otra para poner el tema dark:

import React, {createContext} from 'react';

interface ThemeContextProps {

theme: any; //toDo

setDarkTheme: () => void;

setLightTheme: () => void;

}

export const ThemeContext = createContext({} as ThemeContextProps);

export const ThemeProvider = ({children}: any) => {

const theme = {};

const setDarkTheme = () => {};

const setLightTheme = () => {};

return (

<ThemeContext.Provider value={{setDarkTheme, setLightTheme, theme}}>

{children}

</ThemeContext.Provider>

);

};

Ahora en el **App.tsx** debemos envolver toda nuestra aplicación en este Provider, y además vamos a sacar el **<NavigationContainer />** y lo colocaremos en el archivo **Navigator.tsx**

**App.tsx:**

import 'react-native-gesture-handler';

import React from 'react';

import {Navigator} from './src/navigation/Navigator';

import {ThemeProvider} from './src/context/ThemeContext';

const App = () => {

return (

<AppState>

<Navigator />

</AppState>

);

};

const AppState = ({children}: any) => {

return <ThemeProvider>{children}</ThemeProvider>;

};

export default App;

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

...

import {NavigationContainer} from '@react-navigation/native';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<NavigationContainer>

<Stack.Navigator

screenOptions={{

headerShown: false,

// cardStyle: {backgroundColor: 'white'},

}}>

...

</Stack.Navigator>

</NavigationContainer>

);

};

Y recién ahora podemos utilizar el context en **ChangeThemeScreen.tsx**:

import React, {useContext} from 'react';

...

import {ThemeContext} from '../context/ThemeContext';

export const ChangeThemeScreen = () => {

const {setDarkTheme, setLightTheme} = useContext(ThemeContext);

...

**THEME REDUCER**

Dentro de la carpeta **context** vamos a crear el **themeReducer.tsx**:

import {Theme} from '@react-navigation/native';

type ThemeAction = {type: 'set\_light\_theme'} | {type: 'set\_dark\_theme'};

export interface ThemeState extends Theme {

currentTheme: 'light' | 'dark';

dividerColor: string;

}

export const lightTheme: ThemeState = {

currentTheme: 'light',

dark: false,

dividerColor: 'rgba(0, 0, 0, 0.7)',

colors: {

primary: '#5856D6',

background: 'white',

card: '',

text: 'black',

border: '',

notification: '',

},

};

export const themeReducer = (

state: ThemeState,

action: ThemeAction,

): ThemeState => {

switch (action.type) {

case 'set\_light\_theme':

return {...lightTheme};

default:

return state;

}

};

**CONSUMIR EL THEME CONTEXT**

En el **ThemeContext.tsx**, en las funciones podemos ejecutar el dispatch y también ya tenemos el tipado del theme:

import React, {createContext, useReducer} from 'react';

import {ThemeState, lightTheme, themeReducer} from './themeReducer';

interface ThemeContextProps {

theme: ThemeState;

setDarkTheme: () => void;

setLightTheme: () => void;

}

export const ThemeContext = createContext({} as ThemeContextProps);

export const ThemeProvider = ({children}: any) => {

const [theme, dispatch] = useReducer(themeReducer, lightTheme);

const setDarkTheme = () => {

dispatch({type: 'set\_dark\_theme'});

};

const setLightTheme = () => {

dispatch({type: 'set\_light\_theme'});

};

return (

<ThemeContext.Provider value={{setDarkTheme, setLightTheme, theme}}>

{children}

</ThemeContext.Provider>

);

};

En el **Navigator.tsx** podemos pasarle el **theme** al **<NavigationContainer />**:

import React, {useContext} from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {ThemeContext} from '../context/ThemeContext';

import {NavigationContainer} from '@react-navigation/native';

...

const Stack = createStackNavigator();

export const Navigator = () => {

const {theme} = useContext(ThemeContext);

return (

<NavigationContainer theme={theme}>

...

Y ahora por ejemplo en el **FlatListMenuItem.tsx** podemos usar el **theme**:

import React, { useContext } from 'react';

import { ThemeContext } from '../context/ThemeContext';

...

const {theme} = useContext(ThemeContext);

return (

<TouchableOpacity

activeOpacity={0.8}

onPress={() => navigation.navigate(menuItem.component)}>

<View style={styles.container}>

<Icon name={menuItem.icon} color={theme.colors.primary} size={23} />

<Text style={styles.itemText}>{menuItem.name}</Text>

<View style={{flex: 1}} />

<Icon name="chevron-forward-outline" color={theme.colors.primary} size={23} />

</View>

</TouchableOpacity>

);

};

**CAMBIAR ENTRE DARK Y LIGHT**

Ahora en el **themeReducer.tsx** debemos crear en el **switch** el caso para el darkTheme:

import {Theme} from '@react-navigation/native';

type ThemeAction = {type: 'set\_light\_theme'} | {type: 'set\_dark\_theme'};

export interface ThemeState extends Theme {

currentTheme: 'light' | 'dark';

dividerColor: string;

}

export const lightTheme: ThemeState = {

currentTheme: 'light',

dark: false,

dividerColor: 'rgba(0, 0, 0, 0.7)',

colors: {

primary: '#5856D6',

background: 'white',

card: '',

text: 'black',

border: '',

notification: '',

},

};

export const darkTheme: ThemeState = {

currentTheme: 'dark',

dark: true,

dividerColor: 'rgba(0, 0, 0, 0.7)',

colors: {

primary: '#5856D6',

background: 'black',

card: '',

text: 'white',

border: '',

notification: '',

},

};

export const themeReducer = (

state: ThemeState,

action: ThemeAction,

): ThemeState => {

switch (action.type) {

case 'set\_light\_theme':

return {...lightTheme};

case 'set\_dark\_theme':

return {...darkTheme};

default:

return state;

}

};

Y ahora con esto en el **ChangeThemeScreen.tsx** utilizamos las dos funciones para que el theme cambie:

import React, {useContext} from 'react';

import {View, Text, TouchableOpacity} from 'react-native';

import {styles} from '../theme/appTheme';

import {HeaderTitle} from '../components/HeaderTitle';

import {ThemeContext} from '../context/ThemeContext';

export const ChangeThemeScreen = () => {

const {setDarkTheme, setLightTheme, theme} = useContext(ThemeContext);

return (

<View style={styles.globalMargin}>

<HeaderTitle title="Change Theme" />

<View style={{flexDirection: 'row', justifyContent: 'space-evenly'}}>

<TouchableOpacity

onPress={setLightTheme}

activeOpacity={0.8}

style={{

backgroundColor: theme.colors.primary,

justifyContent: 'center',

width: 150,

height: 50,

borderRadius: 20,

}}>

<Text style={{color: 'white', textAlign: 'center', fontSize: 22}}>

Light

</Text>

</TouchableOpacity>

<TouchableOpacity

onPress={setDarkTheme}

activeOpacity={0.8}

style={{

backgroundColor: theme.colors.primary,

justifyContent: 'center',

width: 150,

height: 50,

borderRadius: 20,

}}>

<Text style={{color: 'white', textAlign: 'center', fontSize: 22}}>

Dark

</Text>

</TouchableOpacity>

</View>

</View>

);

};

**CAMBIO DE TEMA BASADO EN EL SISTEMA OPERATIVO**

Para eso vamos a usar **AppState** y **Appearance** de react native, y dependiendo que tema tengamos en configuraciones del dispositivo se va a modificar nuestro tema de aplicación.

También se puede hacer con **useColorScheme**, pero no funciona tan bien en Android.

**ThemeContext.tsx:**

import React, {createContext, useEffect, useReducer} from 'react';

import {ThemeState, darkTheme, lightTheme, themeReducer} from './themeReducer';

import {AppState, Appearance, useColorScheme} from 'react-native';

interface ThemeContextProps {

theme: ThemeState;

setDarkTheme: () => void;

setLightTheme: () => void;

}

export const ThemeContext = createContext({} as ThemeContextProps);

// const colorScheme = useColorScheme();

export const ThemeProvider = ({children}: any) => {

const [theme, dispatch] = useReducer(

themeReducer,

Appearance.getColorScheme() === 'dark' ? darkTheme : lightTheme,

);

useEffect(() => {

AppState.addEventListener('change', status => {

if (status === 'active') {

Appearance.getColorScheme() === 'light'

? setLightTheme()

: setDarkTheme();

}

});

}, []);

// SOLO EN IOS

// useEffect(() => {

// if (colorScheme === 'light') {

// setLightTheme();

// }

// if (colorScheme === 'dark') {

// setDarkTheme();

// }

// }, [colorScheme]);

const setDarkTheme = () => {

dispatch({type: 'set\_dark\_theme'});

};

const setLightTheme = () => {

dispatch({type: 'set\_light\_theme'});

};

return (

<ThemeContext.Provider value={{setDarkTheme, setLightTheme, theme}}>

{children}

</ThemeContext.Provider>

);

};

**SEC-14: POKEDEX**

**STACK NAVIGATOR e ÍCONOS**

Creamos el Proyecto **Pokedex**, junto con las carpetas **screens**, **components**, **hooks**, **api**, **navigation** y del material adjunto la carpeta **assets** que contiene 2 imágenes.

Luego instalamos **react navigation** desde acá: <https://reactnavigation.org/docs/stack-navigator/>

Y también los íconos de: <https://github.com/oblador/react-native-vector-icons>

(Ambos tutoriales están en este Word, buscar ‘íconos en nuestra aplicación’)

A continuación debemos crear dentro de la carpeta **navigation** el archivo **Navigator.tsx** el cual va a ser nuestra navegación a las distintas screens:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {HomeScreen} from '../screens/HomeScreen';

import {PokemonScreen} from '../screens/PokemonScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="PokemonScreen" component={PokemonScreen} />

</Stack.Navigator>

);

};

Y envolver este **Navigator** en **<NavigationContainer/>** dentro de nuesto **App.tsx**:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Navigator} from './src/navigation/Navigator';

const App = () => {

return (

<NavigationContainer>

<Navigator />

</NavigationContainer>

);

};

export default App;

**DISEÑO BÁSICO DEL HOMESCREEN**

En **HomeScreen.tsx** vamos a colocar una imagen y un título de la pokedex:

import React from 'react';

import {Text, Image} from 'react-native';

import {styles} from '../theme/appTheme';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

export const HomeScreen = () => {

const {top} = useSafeAreaInsets();

return (

<>

<Image

source={require('../assets/pokebola.png')}

style={styles.pokebolaBG}

/>

<Text

style={{

...styles.title,

...styles.globalMargin,

top: top + 20,

color: 'black',

}}>

Pokedex

</Text>

</>

);

};

Además nos creamos unos estilos globales, para eso creamos la carpeta **theme** con el archivo **appTheme.tsx**:

import {StyleSheet} from 'react-native';

export const styles = StyleSheet.create({

globalMargin: {

marginHorizontal: 20,

},

pokebolaBG: {

position: 'absolute',

width: 300,

height: 300,

top: -100,

right: -100,

opacity: 0.2,

},

title: {

fontSize: 35,

fontWeight: 'bold',

},

});

**OBTENER LISTA DE POKEMONS EN UN CUSTOM HOOK**

En la carpeta **api** creamos el archivo **pokemonApi.tsx**, la cual solo crea la instancia de axios para las peticiones que vamos a realizar:

import axios from 'axios';

export const pokemonApi = axios.create();

Luego en la carpeta **hooks** creamos el archive **usePokemonPaginated.tsx**, en el cual se hace la petición de axios para obtener los pokemones:

import {useEffect, useRef} from 'react';

import {pokemonApi} from '../api/pokemonApi';

export const usePokemonPaginated = () => {

const nextPageUrl = useRef('https://pokeapi.co/api/v2/pokemon?limit=40');

useEffect(() => {

loadPokemons();

}, []);

const loadPokemons = async () => {

const resp = await pokemonApi.get(nextPageUrl.current);

console.log(resp.data);

};

return {};

};

Y ahora en el **HomeScreen.tsx** podemos llamar a este hook:

...

import {usePokemonPaginated} from '../hooks/usePokemonPaginated';

export const HomeScreen = () => {

const {top} = useSafeAreaInsets();

usePokemonPaginated();

...

**COLOCAR EL TIPO DE DATO QUE ROTORNA LA PETICIÓN HTTP**

Creamos la carpeta **interfaces** con el archivo **pokemonInterfaces.tsx** y con la ayuda de <https://app.quicktype.io/> pegamos la respuesta de postman de la petición http:

export interface PokemonPaginatedResponse {

count: number;

next: string;

previous: null;

results: Result[];

}

export interface Result {

name: string;

url: string;

}

export interface SimplePokemon {

id: string;

name: string;

picture: string;

color?: string;

}

Y ahora que tenemos el tipado, podemos utilizarlo en nuestro hook **usePokemonPaginated.tsx**:

import {useEffect, useRef, useState} from 'react';

import {pokemonApi} from '../api/pokemonApi';

import {

PokemonPaginatedResponse,

Result,

SimplePokemon,

} from '../interfaces/pokemonInterfaces';

export const usePokemonPaginated = () => {

const [simplePokemonList, setSimplePokemonList] = useState<SimplePokemon[]>(

[],

);

const nextPageUrl = useRef('https://pokeapi.co/api/v2/pokemon?limit=40');

useEffect(() => {

loadPokemons();

}, []);

const loadPokemons = async () => {

const resp = await pokemonApi.get<PokemonPaginatedResponse>(

nextPageUrl.current,

);

nextPageUrl.current = resp.data.next;

mapPokemonList(resp.data.results);

};

const mapPokemonList = (pokemonList: Result[]) => {

pokemonList.forEach(poke => console.log(poke.name));

};

return {

simplePokemonList

};

};

**MAPEAR RESULTADO A UN ARREGLO DE SIMPLE POKEMONS**

En el hook **usePokemonPaginated.tsx** vamos a setear un array de pokemones con el id, el nombre y la imagen.

import {useEffect, useRef, useState} from 'react';

import {pokemonApi} from '../api/pokemonApi';

import {

PokemonPaginatedResponse,

Result,

SimplePokemon,

} from '../interfaces/pokemonInterfaces';

export const usePokemonPaginated = () => {

const [simplePokemonList, setSimplePokemonList] = useState<SimplePokemon[]>([]);

const [isLoading, setIsLoading] = useState(true);

const nextPageUrl = useRef('https://pokeapi.co/api/v2/pokemon?limit=40');

useEffect(() => {

loadPokemons();

}, []);

const loadPokemons = async () => {

setIsLoading(true);

const resp = await pokemonApi.get<PokemonPaginatedResponse>(nextPageUrl.current);

nextPageUrl.current = resp.data.next;

mapPokemonList(resp.data.results);

};

const mapPokemonList = (pokemonList: Result[]) => {

const newPokemonList: SimplePokemon[] = pokemonList.map(({name, url}) => {

const urlParts = url.split('/');

const id = urlParts[urlParts.length - 2];

const picture = `https://raw.githubusercontent.com/PokeAPI/sprites/master/sprites/pokemon/other/official-artwork/${id}.png`;

return {

id,

picture,

name,

};

});

setSimplePokemonList([...simplePokemonList, ...newPokemonList]);

setIsLoading(false);

};

return {

simplePokemonList,

isLoading,

};

};

**MOSTRAR POKEMONS – INFINITE SCROLL**

En **HomeScreen.tsx** ahora tenemos todo lo necesario para poder implementar un **<FlatList />** y mostrar la data de los pokemons. Cuando llegamos al final de la pantalla el **onEndReached** ejecuta la función del hook que carga los nuevos pokemons:

import React from 'react';

import {Text, Image, FlatList, ActivityIndicator} from 'react-native';

import {styles} from '../theme/appTheme';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {usePokemonPaginated} from '../hooks/usePokemonPaginated';

export const HomeScreen = () => {

...

const {simplePokemonList, loadPokemons} = usePokemonPaginated();

return (

<>

...

<FlatList

data={simplePokemonList}

keyExtractor={pokemon => pokemon.id}

showsVerticalScrollIndicator={false}

renderItem={({item}) => (

<Image

source={{uri: item.picture}}

style={{width: 100, height: 100}}

/>

)}

//infinite scroll

onEndReached={loadPokemons}

onEndReachedThreshold={0.4}

ListFooterComponent={

<ActivityIndicator style={{height: 100}} size={20} color="grey" />

}

/>

...

</>

);

};

**FADE IN IMAGE y USE ANIMATION**

En la carpeta **hooks** creamos el archivo **useAnimation.tsx**, el cual maneja el efecto de fadeIn:

import {useRef} from 'react';

import {Animated} from 'react-native';

export const useAnimation = () => {

const opacity = useRef(new Animated.Value(0)).current;

const position = useRef(new Animated.Value(0)).current;

const fadeIn = (duration: number = 300) => {

Animated.timing(opacity, {

toValue: 1,

duration,

useNativeDriver: true,

}).start();

};

const fadeOut = () => {

Animated.timing(opacity, {

toValue: 0,

duration: 300,

useNativeDriver: true,

}).start();

};

const startMovingPosition = (

initPosition: number,

duration: number = 300,

) => {

position.setValue(initPosition);

Animated.timing(position, {

toValue: 0,

duration,

useNativeDriver: true,

// easing: Easing.bounce

}).start();

};

return {

opacity,

position,

fadeIn,

fadeOut,

startMovingPosition,

};

};

Y en la carpeta **components** creamos el archivo **FadeInImage.tsx** el cual muestra un cargador hasta que la imagen aparece con el efecto:

import React, {useState} from 'react';

import {

ActivityIndicator,

Animated,

ImageErrorEventData,

ImageStyle,

NativeSyntheticEvent,

StyleProp,

View,

} from 'react-native';

import {useAnimation} from '../hooks/useAnimation';

interface Props {

uri: string;

style?: StyleProp<ImageStyle>;

}

export const FadeInImage = ({uri, style = {}}: Props) => {

const {opacity, fadeIn} = useAnimation();

const [isLoading, setIsLoading] = useState(true);

const finishLoading = () => {

setIsLoading(false);

fadeIn();

};

const onError = (err: NativeSyntheticEvent<ImageErrorEventData>) => {

setIsLoading(false);

};

return (

<View

style={{

justifyContent: 'center',

alignItems: 'center',

...(style as any),

}}>

{isLoading && (

<ActivityIndicator

style={{position: 'absolute'}}

color="grey"

size={30}

/>

)}

<Animated.Image

source={{uri}}

onError={onError}

onLoad={finishLoading}

style={{

...(style as any),

opacity,

}}

/>

</View>

);

};

Por último, en el **renderItem** del **<FlatList />** en el **HomeScreen.tsx** utilizamos este component:

...

<FlatList

data={simplePokemonList}

keyExtractor={pokemon => pokemon.id}

showsVerticalScrollIndicator={false}

renderItem={({item}) => (

<FadeInImage

uri={item.picture}

style={{width: 100, height: 100}}

/>

)}

...

/>

...

**POKEMONCARD – COMPONENTE**

En la carpeta **components** creamos el archivo **PokemonCard.tsx**, el cual será renderizado en el **renderItem** del FlatList, y contendrá toda la información de un Pokemon:

import React from 'react';

import {

View,

Text,

TouchableOpacity,

StyleSheet,

Dimensions,

Image,

} from 'react-native';

import {SimplePokemon} from '../interfaces/pokemonInterfaces';

import {FadeInImage} from './FadeInImage';

const windowWidth = Dimensions.get('window').width;

interface Props {

pokemon: SimplePokemon;

}

export const PokemonCard = ({pokemon}: Props) => {

return (

<TouchableOpacity activeOpacity={0.8}>

<View style={styles.cardContainer}>

<View>

<Text style={styles.name}>

{pokemon.name}

{'\n#' + pokemon.id}

</Text>

</View>

<View style={styles.pokebolaContainer}>

<Image

source={require('../assets/pokebola-blanca.png')}

style={styles.pokebola}

/>

</View>

<FadeInImage uri={pokemon.picture} style={styles.pokemonImage} />

</View>

</TouchableOpacity>

);

};

const styles = StyleSheet.create({

cardContainer: {

backgroundColor: 'white',

marginHorizontal: 10,

height: 120,

width: windowWidth \* 0.4,

marginBottom: 25,

borderRadius: 10,

shadowColor: '#000',

shadowOffset: {

width: 0,

height: 2,

},

shadowOpacity: 0.25,

shadowRadius: 3.84,

elevation: 5,

},

name: {

// color: 'white',

fontSize: 20,

fontWeight: 'bold',

top: 20,

left: 10,

},

pokebolaContainer: {

width: 100,

height: 100,

position: 'absolute',

bottom: 0,

right: 0,

overflow: 'hidden',

opacity: 0.5,

},

pokebola: {

width: 100,

height: 100,

position: 'absolute',

right: -25,

bottom: -25,

},

pokemonImage: {

width: 120,

height: 120,

position: 'absolute',

right: -8,

bottom: -5,

},

});

**HomeScreen.tsx:**

...

<View style={{alignItems: 'center'}}>

<FlatList

data={simplePokemonList}

keyExtractor={pokemon => pokemon.id}

showsVerticalScrollIndicator={false}

numColumns={2}

renderItem={({item}) => <PokemonCard pokemon={item} />}

//infinite scroll

onEndReached={loadPokemons}

onEndReachedThreshold={0.4}

//Header y Footer

ListHeaderComponent={

<Text

style={{

...styles.title,

...styles.globalMargin,

top: top + 20,

marginBottom: top + 20,

paddingBottom: 10,

color: 'black',

}}>

Pokedex

</Text>

}

ListFooterComponent={

<ActivityIndicator style={{height: 100}} size={20} color="grey" />

}

/>

</View>

...

**COLOCAR EL COLOR DE FONDO DE LA TARJETA BASADO EN EL POKEMON**

Vamos a instalar un paquete para analizar los colores de la imagen:

**npm install react-native-image-colors**

SI NO FUNCIONA INSTALAR LA VERSIÓN 1.5.2

Y luego si estamos en IOS ejecutar **npx pod-install**

Ver la documentación aquí: <https://github.com/osamaqarem/react-native-image-colors>

Ahora lo que hacemos es un stateque contenga el color del background, y luego en un useEffect ejecutamos la función del **ImageColors** para setearlo con el background correspondiente a cada imagen. Y luego se lo pasamos a los estilos del View.

**PokemonCard.tsx:**

...

import ImageColors from 'react-native-image-colors';

...

export const PokemonCard = ({pokemon}: Props) => {

const [bgColor, setbgColor] = useState('white');

useEffect(() => {

ImageColors.getColors(pokemon.picture, {fallback: 'white'}).then(colors => {

if (colors.platform === 'android') {

setbgColor(colors.dominant || 'white');

}

if (colors.platform === 'ios') {

setbgColor(colors.background || 'white');

}

});

}, []);

return (

<TouchableOpacity activeOpacity={0.8}>

<View style={{...styles.cardContainer, backgroundColor: bgColor}}>

...

**PROBLEMA CON LA ACTUALIZACIÓN DE ESTADO**

Para que no suceda un error de que no esté montado el componente aún antes de conseguir el color de fondo de la imagen, debemos hacer una validación extra. Vamos a utilizar un **useRef** que en el return del useEffect haga el desmontamiento.

**PokemonCard.tsx:**

export const PokemonCard = ({pokemon}: Props) => {

const [bgColor, setbgColor] = useState('white');

const isMounted = useRef(true);

useEffect(() => {

ImageColors.getColors(pokemon.picture, {fallback: 'white'}).then(colors => {

if (!isMounted.current) return;

if (colors.platform === 'android') {

setbgColor(colors.dominant || 'white');

}

if (colors.platform === 'ios') {

setbgColor(colors.background || 'white');

}

});

return () => {

isMounted.current = false;

};

}, []);

**NAVEGAR A LA PANTALLA DE DETALLE**

Para realizar esto debemos especificarle que props vamos a recibir en la screen **PokemonScreen**, para eso vamos al **Navigator.tsx** y creamos el **RootStackParamas**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import { HomeScreen } from '../screens/HomeScreen';

import { PokemonScreen } from '../screens/PokemonScreen';

import { SimplePokemon } from '../interfaces/pokemonInterfaces';

export type RootStackParams = {

HomeScreen: undefined;

PokemonScreen: {simplePokemon: SimplePokemon, color: string}

}

const Stack = createStackNavigator<RootStackParams>();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="PokemonScreen" component={PokemonScreen} />

</Stack.Navigator>

);

};

Ahora en el **<TouchableOpacity/>** del componente **PokemonCard.tsx** hacemos la navegación hacia el detalle de cada pokemon:

import {useNavigation} from '@react-navigation/native';

...

const [bgColor, setbgColor] = useState('white');

...

const navigation = useNavigation<any>();

...

return (

<TouchableOpacity

activeOpacity={0.8}

onPress={() => {

navigation.navigate('PokemonScreen', {

simplePokemon: pokemon,

color: bgColor,

});

}}>

...

Y por último en el **PokemonScreen.tsx** creamos la interface Props que extienda de **StackScreenProps** para recibir las props que especificamos en el **Navigator.tsx**:

import React from 'react';

import {StackScreenProps} from '@react-navigation/stack';

import {View, Text} from 'react-native';

import {RootStackParams} from '../navigation/Navigator';

interface Props extends StackScreenProps<RootStackParams, 'PokemonScreen'> {}

export const PokemonScreen = ({navigation, route}: Props) => {

const {simplePokemon, color} = route.params;

return (

<View>

<Text>{simplePokemon.name}</Text>

</View>

);

};

**PANTALLA DEL POKEMON**

En **PokemonScreen.tsx** empezamos a crear el header de la pantalla con la información del pokemon:

import React from 'react';

import {StackScreenProps} from '@react-navigation/stack';

import {View, Text, StyleSheet, TouchableOpacity, Image} from 'react-native';

import {RootStackParams} from '../navigation/Navigator';

import Icon from 'react-native-vector-icons/Ionicons';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {FadeInImage} from '../components/FadeInImage';

interface Props extends StackScreenProps<RootStackParams, 'PokemonScreen'> {}

export const PokemonScreen = ({navigation, route}: Props) => {

const {simplePokemon, color} = route.params;

const {name, id, picture} = simplePokemon;

const {top} = useSafeAreaInsets();

return (

<View style={{flex: 1}}>

<View style={{...styles.headerContainer, backgroundColor: color}}>

<TouchableOpacity

onPress={() => navigation.pop()}

activeOpacity={0.8}

style={{...styles.backButton, top: top + 10}}>

<Icon name="arrow-back-outline" color="white" size={35} />

</TouchableOpacity>

<Text style={{...styles.pokemonName, top: top + 40}}>

{name + '\n'}#{id}

</Text>

<Image

source={require('../assets/pokebola-blanca.png')}

style={styles.pokeball}

/>

<FadeInImage uri={picture} style={styles.pokemonImage} />

</View>

</View>

);

};

const styles = StyleSheet.create({

headerContainer: {

height: 370,

zIndex: 999,

alignItems: 'center',

borderBottomRightRadius: 1000,

borderBottomLeftRadius: 1000,

},

backButton: {

position: 'absolute',

left: 20,

},

pokemonName: {

color: 'white',

fontSize: 40,

alignSelf: 'flex-start',

left: 20,

},

pokeball: {

width: 200,

height: 200,

bottom: -60,

opacity: 0.7,

},

pokemonImage: {

width: 250,

height: 250,

position: 'absolute',

bottom: -15,

},

});

**INFORMACIÓN COMPLETA DEL POKEMON**

Primero vamos a realizar el tipado, utilizamos la petición http de [**http://pokeapi.co/api/v2/pokemon/${id}**](http://pokeapi.co/api/v2/pokemon/$%7bid%7d) y lo pegamos acá: <https://app.quicktype.io/>

Una vez tengamos las interfaces las pegamos en **pokemonInterfaces.tsx**.

A continuación, creamos el hook **usePokemon.tsx**, la cual hace el pedido a ese endpoint y lo almacena en un state:

import {useEffect, useState} from 'react';

import {PokemonFull} from '../interfaces/pokemonInterfaces';

import {pokemonApi} from '../api/pokemonApi';

export const usePokemon = (id: string) => {

const [isLoading, setIsLoading] = useState(true);

const [pokemon, setPokemon] = useState<PokemonFull>({} as PokemonFull);

const loadPokemon = async () => {

const resp = await pokemonApi.get<PokemonFull>(

`https://pokeapi.co/api/v2/pokemon/${id}`,

);

setPokemon(resp.data);

setIsLoading(false);

};

useEffect(() => {

loadPokemon();

}, []);

return {

isLoading,

pokemon,

};

};

Y por último, en **PokemonScreen.tsx** utilizamos este hook y por ahora solo ponemos un **<ActivityIndicator />** para decirle al usuario que estamos cargando más información:

...

import {usePokemon} from '../hooks/usePokemon';

...

const {pokemon, isLoading} = usePokemon(id);

return (

...

{/\* Detalles del pokemon \*/}

<View style={styles.loadingIndicator}>

<ActivityIndicator color={color} size="large" />

</View>

...

const styles = StyleSheet.create({

...

loadingIndicator: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

});

**INFORMACIÓN ADICIONAL DEL POKEMON**

Vamos a crear el componente **PokemonDetails.tsx** el cual va a recibir por props toda la información de un pokemon y la vamos a mostrar en pantalla:

import React from 'react';

import {View, Text, ScrollView, StyleSheet} from 'react-native';

import {PokemonFull} from '../interfaces/pokemonInterfaces';

interface Props {

pokemon: PokemonFull;

}

export const PokemonDetails = ({pokemon}: Props) => {

return (

<ScrollView style={{...StyleSheet.absoluteFillObject}}>

<View style={{...styles.container, marginTop: 400}}>

<Text style={styles.title}>Types</Text>

<View style={{flexDirection: 'row'}}>

{pokemon.types.map(({type}) => {

return (

<Text

style={{...styles.regularText, marginRight: 10}}

key={type.name}>

{type.name}

</Text>

);

})}

</View>

</View>

<View style={{...styles.container}}>

<Text style={styles.title}>Sprites</Text>

</View>

</ScrollView>

);

};

const styles = StyleSheet.create({

container: {

marginHorizontal: 20,

},

title: {

fontSize: 22,

fontWeight: 'bold',

color: 'black',

marginTop: 20,

},

regularText: {

fontSize: 19,

},

});

Y ahora en la screen **PokemonScreen.tsx** vamos a utilizar el **isLoading** que tenemos del hook creado en el video pasado para renderizar el <ActivityIndicator /> o el <PokemonDetails />:

...

export const PokemonScreen = ({navigation, route}: Props) => {

const {simplePokemon, color} = route.params;

const {name, id, picture} = simplePokemon;

const {top} = useSafeAreaInsets();

const {pokemon, isLoading} = usePokemon(id);

...

{/\* Detalles del pokemon \*/}

{isLoading ? (

<View style={styles.loadingIndicator}>

<ActivityIndicator color={color} size="large" />

</View>

) : (

<PokemonDetails pokemon={pokemon} />

)}

...

**PESO, SPRITES y STATS del POKEMON**

Agregamos más información en **PokemonDetails.tsx**:

import React from 'react';

import {View, Text, ScrollView, StyleSheet} from 'react-native';

import {PokemonFull} from '../interfaces/pokemonInterfaces';

import {FadeInImage} from './FadeInImage';

interface Props {

pokemon: PokemonFull;

}

export const PokemonDetails = ({pokemon}: Props) => {

return (

<ScrollView

style={{...StyleSheet.absoluteFillObject}}

showsVerticalScrollIndicator={false}>

{/\* TYPES \*/}

<View style={{...styles.container, marginTop: 400}}>

<Text style={styles.title}>Types</Text>

<View style={{flexDirection: 'row'}}>

{pokemon.types.map(({type}) => {

return (

<Text

style={{...styles.regularText, marginRight: 10}}

key={type.name}>

{type.name}

</Text>

);

})}

</View>

<Text style={styles.title}>Weight</Text>

<Text style={styles.regularText}>{pokemon.weight}lb</Text>

</View>

{/\* SPRITES \*/}

<View style={styles.container}>

<Text style={styles.title}>Sprites</Text>

</View>

<ScrollView horizontal={true} showsHorizontalScrollIndicator={false}>

<FadeInImage

uri={pokemon.sprites.front\_default}

style={styles.basicSprite}

/>

<FadeInImage

uri={pokemon.sprites.back\_default}

style={styles.basicSprite}

/>

<FadeInImage

uri={pokemon.sprites.front\_shiny}

style={styles.basicSprite}

/>

<FadeInImage

uri={pokemon.sprites.back\_shiny}

style={styles.basicSprite}

/>

</ScrollView>

{/\* SKILLS \*/}

<View style={styles.container}>

<Text style={styles.title}>Base Skills</Text>

<View style={{flexDirection: 'row'}}>

{pokemon.abilities.map(({ability}) => {

return (

<Text

style={{...styles.regularText, marginRight: 10}}

key={ability.name}>

{ability.name}

</Text>

);

})}

</View>

</View>

{/\* MOVES \*/}

<View style={styles.container}>

<Text style={styles.title}>Moves</Text>

<ScrollView horizontal={true} showsHorizontalScrollIndicator={false}>

{pokemon.moves.map(({move}) => {

return (

<Text

style={{...styles.regularText, marginRight: 10}}

key={move.name}>

{move.name}

</Text>

);

})}

</ScrollView>

</View>

{/\* STATS \*/}

<View style={{...styles.container, marginBottom: 80}}>

<Text style={styles.title}>Base Skills</Text>

<View>

{pokemon.stats.map((stat, i) => {

return (

<View key={stat.stat.name + i} style={{flexDirection: 'row'}}>

<Text

style={{...styles.regularText, marginRight: 10, width: 150}}>

{stat.stat.name}

</Text>

<Text style={{...styles.regularText, fontWeight: 'bold'}}>

{stat.base\_stat}

</Text>

</View>

);

})}

</View>

</View>

</ScrollView>

);

};

const styles = StyleSheet.create({

container: {

marginHorizontal: 20,

},

title: {

fontSize: 22,

fontWeight: 'bold',

color: 'black',

marginTop: 20,

},

regularText: {

fontSize: 19,

color: 'black',

},

basicSprite: {

width: 100,

height: 100,

},

});

**SEC-15: DEBOUNCER y BÚSQUEDAS**

**IMPLEMENTAR TABS EN NUESTRA APLICACIÓN**

Vamos a instalar los **Bottom Tabs Navigator** desde acá:

<https://reactnavigation.org/docs/bottom-tab-navigator/#props>

Luego vamos a crear la screen **SearchScreen.tsx** la cual será nuestra página de búsqueda. (La vamos a editar en el próximo video).

Ahora en la carpeta **navigation** creamos el archivo **Tabs.tsx**, en el cual tendrá la navegación del **Navigator.tsx** y la del **SearchScreen.tsx**:

import React from 'react';

import {createBottomTabNavigator} from '@react-navigation/bottom-tabs';

import {Navigator} from './Navigator';

import {SearchScreen} from '../screens/SearchScreen';

import {Platform} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

const Tab = createBottomTabNavigator();

export const Tabs = () => {

return (

<Tab.Navigator

sceneContainerStyle={{

backgroundColor: 'white',

}}

screenOptions={{

tabBarActiveTintColor: '#5856D6',

tabBarLabelStyle: {

marginBottom: Platform.OS === 'android' ? 10 : 0,

},

tabBarStyle: {

position: 'absolute',

backgroundColor: 'rgba(255, 255, 255, 0.92)',

borderWidth: 0,

elevation: 0,

height: Platform.OS === 'ios' ? 80 : 60,

},

headerShown: false

}}>

<Tab.Screen

name="Navigator"

component={Navigator}

options={{

tabBarLabel: 'List',

tabBarIcon: ({color}) => (

<Icon name="list-outline" color={color} size={25} />

),

}}

/>

<Tab.Screen

name="SearchScreen"

component={SearchScreen}

options={{

tabBarLabel: 'Search',

tabBarIcon: ({color}) => (

<Icon name="search-outline" color={color} size={25} />

),

}}

/>

</Tab.Navigator>

);

};

Y por último, en el **App.tsx** en vez de renderizar el **<Navigator />** ahora renderizamos este **<Tabs />**:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Tabs} from './src/navigation/Tabs';

const App = () => {

return (

<NavigationContainer>

<Tabs />

</NavigationContainer>

);

};

export default App;

**SEARCH SCREEN – DISEÑO**

Vamos a crear el componente **SearchInput.tsx** el cual contendrá el input para buscar el pokemon:

import React from 'react';

import {View, StyleSheet, TextInput, Platform} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

export const SearchInput = () => {

return (

<View style={styles.container}>

<View style={styles.textBackground}>

<TextInput

placeholder="Search Pokemon"

style={styles.textInput}

autoCapitalize="none"

autoCorrect={false}

/>

<Icon name="search-outline" color="grey" size={30} />

</View>

</View>

);

};

const styles = StyleSheet.create({

container: {},

textBackground: {

backgroundColor: '#F3F1F3',

borderRadius: 50,

height: 40,

paddingHorizontal: 20,

flexDirection: 'row',

justifyContent: 'center',

alignItems: 'center',

shadowColor: '#000',

shadowOffset: {

width: 0,

height: 3,

},

shadowOpacity: 0.27,

shadowRadius: 4.65,

elevation: 6,

},

textInput: {

flex: 1,

fontSize: 18,

top: Platform.OS === 'android' ? 2 : 0,

},

});

Y luego lo utilizamos en **SearchScreen.tsx**:

import React from 'react';

import {View, Platform} from 'react-native';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {SearchInput} from '../components/SearchInput';

export const SearchScreen = () => {

const {top} = useSafeAreaInsets();

return (

<View

style={{

flex: 1,

marginTop: Platform.OS === 'ios' ? top : top + 10,

marginHorizontal: 20,

}}>

<SearchInput />

</View>

);

};

**PRE-CARGAR LA INFORMACIÓN PARA BUSCAR POR NOMBRE**

Para hacer esto, vamos a crear un hook **usePokemonSearch.tsx** el cual nos devuelve el listado de todos los pokemon en un array:

import {useEffect, useState} from 'react';

import {pokemonApi} from '../api/pokemonApi';

import {

PokemonPaginatedResponse,

Result,

SimplePokemon,

} from '../interfaces/pokemonInterfaces';

export const usePokemonSearch = () => {

const [isFetching, setIsFetching] = useState(true);

const [simplePokemonList, setSimplePokemonList] = useState<SimplePokemon[]>(

[],

);

useEffect(() => {

loadPokemons();

}, []);

const loadPokemons = async () => {

const resp = await pokemonApi.get<PokemonPaginatedResponse>(

'https://pokeapi.co/api/v2/pokemon?limit=1281',

);

mapPokemonList(resp.data.results);

};

const mapPokemonList = (pokemonList: Result[]) => {

const newPokemonList: SimplePokemon[] = pokemonList.map(({name, url}) => {

const urlParts = url.split('/');

const id = urlParts[urlParts.length - 2];

const picture = `https://raw.githubusercontent.com/PokeAPI/sprites/master/sprites/pokemon/other/official-artwork/${id}.png`;

return {

id,

picture,

name,

};

});

setSimplePokemonList(newPokemonList);

setIsFetching(false);

};

return {

simplePokemonList,

isFetching,

};

};

Ahora creamos un componente **Loading.tsx** el cual muestra un <ActivityIndicator />:

import React from 'react';

import {View, Text, ActivityIndicator, StyleSheet} from 'react-native';

export const Loading = () => {

return (

<View style={styles.activityContainer}>

<ActivityIndicator size="large" color="grey" />

<Text style={styles.loadingText}>Cargando...</Text>

</View>

);

};

const styles = StyleSheet.create({

activityContainer: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

loadingText: {

marginTop: 10,

},

});

Y luego en **SearchScreen.tsx** vamos a mostrar el componente **<Loading />** hasta que consiga toda la información y mostraremos un <FlatList /> de todos los pokemones, por ahora. Luego será por la búsqueda:

import React from 'react';

import {

View,

Platform,

StyleSheet,

Text,

FlatList,

Dimensions,

} from 'react-native';

import {useSafeAreaInsets} from 'react-native-safe-area-context';

import {SearchInput} from '../components/SearchInput';

import {usePokemonSearch} from '../hooks/usePokemonSearch';

import {styles} from '../theme/appTheme';

import {PokemonCard} from '../components/PokemonCard';

import {Loading} from '../components/Loading';

const screenWidth = Dimensions.get('window').width;

export const SearchScreen = () => {

const {top} = useSafeAreaInsets();

const {isFetching, simplePokemonList} = usePokemonSearch();

if (isFetching) {

return <Loading />;

}

return (

<View

style={{

...stylesSearch.searchContainer,

}}>

<SearchInput

style={{

position: 'absolute',

zIndex: 999,

width: screenWidth - 40,

top: Platform.OS === 'ios' ? top : top + 30,

}}

/>

<FlatList

data={simplePokemonList}

keyExtractor={pokemon => pokemon.id}

showsVerticalScrollIndicator={false}

numColumns={2}

renderItem={({item}) => <PokemonCard pokemon={item} />}

ListHeaderComponent={

<Text

style={{

...styles.title,

...styles.globalMargin,

marginTop: Platform.OS === 'ios' ? top + 60 : top + 80,

paddingBottom: 10,

color: 'black',

}}>

Pokedex

</Text>

}

/>

</View>

);

};

const stylesSearch = StyleSheet.create({

searchContainer: {

flex: 1,

marginHorizontal: 20,

},

});

Como vemos el **<SearchInput />** ahora recibe como props los style, asi que debemos crear la interface de esas props:

**SearchInput.tsx:**

import React from 'react';

import {

View,

StyleSheet,

TextInput,

Platform,

StyleProp,

ViewStyle,

} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

interface Props {

style?: StyleProp<ViewStyle>;

}

export const SearchInput = ({style}: Props) => {

return (

<View style={{...styles.container, ...(style as any)}}>

<View style={styles.textBackground}>

<TextInput

placeholder="Search Pokemon"

style={styles.textInput}

autoCapitalize="none"

autoCorrect={false}

/>

<Icon name="search-outline" color="grey" size={30} />

</View>

</View>

);

};

const styles = StyleSheet.create({

container: {},

textBackground: {

backgroundColor: '#F3F1F3',

borderRadius: 50,

height: 40,

paddingHorizontal: 20,

flexDirection: 'row',

justifyContent: 'center',

alignItems: 'center',

shadowColor: '#000',

shadowOffset: {

width: 0,

height: 3,

},

shadowOpacity: 0.27,

shadowRadius: 4.65,

elevation: 6,

},

textInput: {

flex: 1,

fontSize: 18,

top: Platform.OS === 'android' ? 2 : 0,

},

});

**useDebounceValue – CUSTOM HOOK**

En la carpeta **hooks** creamos **useDebouncedValue.tsx** el cual recibe un string y una cantidad de tiempo, y luego aplica un useEffect que setea en un timeout el valor del input, y se reinicia cada vez que ese input cambia:

import {useEffect, useState} from 'react';

export const useDebouncedValue = (input: string = '', time: number = 500) => {

const [debouncedValue, setDebouncedValue] = useState(input);

useEffect(() => {

const timeout = setTimeout(() => {

setDebouncedValue(input);

}, time);

return () => {

clearTimeout(timeout);

};

}, [input]);

return {debouncedValue};

};

Y ahora en en el componente **SearchInput.tsx** creamos un state para guardar el valor del campo del **TextInput** y pasarlo al hook:

...

export const SearchInput = ({style}: Props) => {

const [textValue, setTextValue] = useState('');

const {debouncedValue} = useDebouncedValue(textValue, 500);

useEffect(() => {

console.log(debouncedValue)

}, [debouncedValue])

return (

<View style={{...styles.container, ...(style as any)}}>

<View style={styles.textBackground}>

<TextInput

placeholder="Search Pokemon"

style={styles.textInput}

autoCapitalize="none"

autoCorrect={false}

value={textValue}

onChangeText={setTextValue}

/>

...

**FILTRANDO POKEMONS BASADOS EN EL TÉRMINO DE BÚSQUEDA**

Ahora debemos hacer la conexión entre la screen **SearchScreen** y el componente **SearchInput**. Para lograr esto, debemos hacer que el SearchInput reciba una función la cual setee el valor que reciba desde el buscador.

Y luego en SearchScreen debemos hacer un useEffect que setee un nuevo array con los pokemones filtrados dependiendo del valor seteado en el buscador:

**SearchScreen.tsx**:

...

export const SearchScreen = () => {

const {top} = useSafeAreaInsets();

const {isFetching, simplePokemonList} = usePokemonSearch();

const [term, setTerm] = useState('');

const [pokemonFiltered, setPokemonFiltered] = useState<SimplePokemon[]>([]);

useEffect(() => {

if (term.length === 0) {

return setPokemonFiltered([]);

}

setPokemonFiltered(

simplePokemonList.filter(poke =>

poke.name.toLowerCase().includes(term.toLowerCase()),

),

);

}, [term]);

if (isFetching) {

return <Loading />;

}

return (

<View

style={{

...stylesSearch.searchContainer,

}}>

<SearchInput

onDebounce={value => setTerm(value)}

style={{

position: 'absolute',

zIndex: 999,

width: screenWidth - 40,

top: Platform.OS === 'ios' ? top : top + 30,

}}

/>

...

**SearchInput.tsx:**

...

interface Props {

onDebounce: (value: string) => void;

style?: StyleProp<ViewStyle>;

}

export const SearchInput = ({style, onDebounce}: Props) => {

const [textValue, setTextValue] = useState('');

const {debouncedValue} = useDebouncedValue(textValue, 500);

useEffect(() => {

onDebounce(debouncedValue);

}, [debouncedValue]);

...

**BUSCAR POR ID**

En el **useEffect** dentro de **SearchScreen.tsx** aplicamos un if y else, para que busque por string o por id:

...

useEffect(() => {

if (term.length === 0) {

return setPokemonFiltered([]);

}

if (isNaN(Number(term))) {

//si no es un numero busca por string

setPokemonFiltered(

simplePokemonList.filter(poke =>

poke.name.toLowerCase().includes(term.toLowerCase()),

),

);

} else {

// es un número

const pokemonById = simplePokemonList.find(poke => poke.id === term);

setPokemonFiltered(pokemonById ? [pokemonById] : []);

}

}, [term]);

...

**DETALLES ESTÉTICOS DE LA PANTALLA DE BÚSQUEDA**

Ahora para que no nos pase que al estar en la pantalla de búsqueda y clickeamos en el pokemon buscado y al volver nos lleve al listado de todos los pokemons, debemos hacer que nuestro search sea un **navigator**. Entonces nuestro **Navigator.tsx** pasa a ser **Tab1.tsx** y tenemos el **Tab2.tsx** que es el buscador y el detalle del pokemon y el **Tabs.tsx** que agarra a estos dos tabs:

**Tabs.tsx:**

import React from 'react';

import {createBottomTabNavigator} from '@react-navigation/bottom-tabs';

import {Tab1} from './Tab1';

import {Platform} from 'react-native';

import Icon from 'react-native-vector-icons/Ionicons';

import {Tab2Screen} from './Tab2';

const Tab = createBottomTabNavigator();

export const Tabs = () => {

return (

<Tab.Navigator

sceneContainerStyle={{

backgroundColor: 'white',

}}

screenOptions={{

tabBarActiveTintColor: '#5856D6',

tabBarLabelStyle: {

marginBottom: Platform.OS === 'android' ? 10 : 0,

},

tabBarStyle: {

position: 'absolute',

backgroundColor: 'rgba(255, 255, 255, 0.92)',

borderWidth: 0,

elevation: 0,

height: Platform.OS === 'ios' ? 80 : 60,

},

headerShown: false,

}}>

<Tab.Screen

name="Home"

component={Tab1}

options={{

tabBarLabel: 'List',

tabBarIcon: ({color}) => (

<Icon name="list-outline" color={color} size={25} />

),

}}

/>

<Tab.Screen

name="Search"

component={Tab2Screen}

options={{

tabBarLabel: 'Search',

tabBarIcon: ({color}) => (

<Icon name="search-outline" color={color} size={25} />

),

}}

/>

</Tab.Navigator>

);

};

**Tab1.tsx:**

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {HomeScreen} from '../screens/HomeScreen';

import {PokemonScreen} from '../screens/PokemonScreen';

import {SimplePokemon} from '../interfaces/pokemonInterfaces';

export type RootStackParams = {

HomeScreen: undefined;

PokemonScreen: {simplePokemon: SimplePokemon; color: string};

};

const Stack = createStackNavigator<RootStackParams>();

export const Tab1 = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

<Stack.Screen name="HomeScreen" component={HomeScreen} />

<Stack.Screen name="PokemonScreen" component={PokemonScreen} />

</Stack.Navigator>

);

};

**Tab2.tsx:**

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {RootStackParams} from './Tab1';

import {SearchScreen} from '../screens/SearchScreen';

import {PokemonScreen} from '../screens/PokemonScreen';

const Tab2 = createStackNavigator<RootStackParams>();

export const Tab2Screen = () => {

return (

<Tab2.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

<Tab2.Screen name="HomeScreen" component={SearchScreen} />

<Tab2.Screen name="PokemonScreen" component={PokemonScreen} />

</Tab2.Navigator>

);

};

**SEC-16: RUTAS APP – PERMISOS – APLICACIÓN CON MAPAS – GOOGLE Y APPLE MAPS**

**INICIO DE PROYECTO**

Creamos el proyecto e instalamos los íconos. Buscar “Íconos en nuestra aplicación” en este Word para ver los pasos de instalación.

**RUTAS y STACKNAVIGATOR**

Instalamos react navigation y el stack.

Luego creamos las screen **MapsScreen** y **PermissionsScreen** para utilizar en el archivo **Navigator.tsx** dentro de la carpeta **navigation**:

import React from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {MapScreen} from '../pages/MapScreen';

import {PermissionsScreen} from '../pages/PermissionsScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

<Stack.Screen name="PermissionsScreen" component={PermissionsScreen} />

<Stack.Screen name="MapScreen" component={MapScreen} />

</Stack.Navigator>

);

};

Y en nuestro **App.tsx** importamos este Stack:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Navigator} from './src/navigation/Navigator';

const App = () => {

return (

<NavigationContainer>

<Navigator />

</NavigationContainer>

);

};

export default App;

**ANDROID: CONFIGURACIÓN INICIAL DE PERMISOS DE GPS**

Necesitamos instalar un paquete con el cual podemos manejar todos los permisos:

<https://www.npmjs.com/package/react-native-permissions>

Lo instalamos con el comando: **npm install react-native-permissions**

Debemos dirigirnos al archivo ubicado en **android/app/src/main/AndroidManifest.xml**

Y una vez ahí en la documentación están todos los permisos que podemos usar. Nosotros vamos a utilizar estos para el gps:

...

<uses-permission android:name="android.permission.ACCESS\_BACKGROUND\_LOCATION" />

<uses-permission android:name="android.permission.ACCESS\_COARSE\_LOCATION" />

<uses-permission android:name="android.permission.ACCESS\_FINE\_LOCATION" />

...

**IOS: CONFIGURACIÓN INICIAL DE PERMISOS DE GPS**

Necesitamos instalar un paquete con el cual podemos manejar todos los permisos:

<https://www.npmjs.com/package/react-native-permissions>

Lo instalamos con el comando: **npm install react-native-permissions**

Ahora nos dirigimos al **package.json** y pegamos los permisos que necesitamos:

"reactNativePermissionsIOS": [

"LocationAccuracy",

"LocationAlways",

"LocationWhenInUse"

],

A continuación corremos los comandos:

**npx react-native setup-ios-permissions**

**npx pod install**

Luego en el archivo ubicado en **ios/nombreDelProyecto/Info.plist** buscamos si tenemos algunos de los siguientes permisos y los reemplazamos por estos en este caso:

...

<key>NSLocationAlwaysAndWhenInUseUsageDescription</key>

<string>Necesito saber tu ubicacion para mostrar el mapa</string>

<key>NSLocationAlwaysUsageDescription</key>

<string>Necesito saber tu ubicacion para mostrar el mapa</string>

<key>NSLocationWhenInUseUsageDescription</key>

<string>Necesito saber tu ubicacion para mostrar el mapa</string>

...

**SOLICITAR y REVISAR PERMISOS – CHECK y REQUEST PERMISSION**

En la screen **PermissionsScreen.tsx** vamos a utilizar las funciones **check** y **request** de react-native-permissions, para comprobar dependiendo el dispositivo si tiene habilitado el gps en la aplicación:

import React from 'react';

import {View, Text, StyleSheet, Button, Platform} from 'react-native';

import {

PERMISSIONS,

PermissionStatus,

check,

request,

} from 'react-native-permissions';

export const PermissionsScreen = () => {

const checkLocationPermission = async () => {

let permissionStatus: PermissionStatus;

if (Platform.OS === 'ios') {

// permissionStatus = await check(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

permissionStatus = await request(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

console.log('IOS: ', permissionStatus);

}

if (Platform.OS === 'android') {

// permissionStatus = await check(PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION);

permissionStatus = await request(

PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION,

);

console.log('Android: ', permissionStatus);

}

};

return (

<View style={styles.container}>

<Text>PermissionsScreen</Text>

<Button title="Permiso" onPress={checkLocationPermission} />

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

});

**PERMISSION PROVIDER – CONTEXT API**

Creamos la carpeta **context** con el archivo **PermissionsContext.tsx** el cual va a devolver los permisos que tengamos, y dos funciones, una que pregunte si quiere permitir un permiso de gps y otra que chequee si ya tiene el permiso otorgado:

import React, {createContext, useState} from 'react';

import {PermissionStatus} from 'react-native-permissions';

export interface PermissionsState {

locationStatus: PermissionStatus;

}

export const permissionsInitiState: PermissionsState = {

locationStatus: 'unavailable',

};

type PermissionsContextProps = {

permissions: PermissionsState;

askLocationPermission: () => void;

checkLocationPermission: () => void;

};

export const PermissionsContex = createContext({} as PermissionsContextProps);

export const PermissionsProvider = ({children}: any) => {

const [permissions, setPermissions] = useState(permissionsInitiState);

const askLocationPermission = () => {};

const checkLocationPermission = () => {};

return (

<PermissionsContex.Provider

value={{permissions, askLocationPermission, checkLocationPermission}}>

{children}

</PermissionsContex.Provider>

);

};

Y luego envolvemos toda nuestra aplicación con este context:

import 'react-native-gesture-handler';

import React from 'react';

import {NavigationContainer} from '@react-navigation/native';

import {Navigator} from './src/navigation/Navigator';

import {PermissionsProvider} from './src/context/PermissionsContext';

const AppState = ({children}: any) => {

return (

<PermissionsProvider>

{children}

</PermissionsProvider>

);

};

const App = () => {

return (

<NavigationContainer>

<AppState>

<Navigator />

</AppState>

</NavigationContainer>

);

};

export default App;

**USO DEL PERMISSION CONTEXT**

Ahora de la función que tenemos en **PermissionsScreen.tsx** para validar el permiso, debemos pasar toda esa lógica a la función **askLocationPermission** del contex:

**PermissionsContext.tsx:**

import React, {createContext, useState} from 'react';

import {Platform} from 'react-native';

import {PERMISSIONS, PermissionStatus, request} from 'react-native-permissions';

export interface PermissionsState {

locationStatus: PermissionStatus;

}

export const permissionsInitiState: PermissionsState = {

locationStatus: 'unavailable',

};

type PermissionsContextProps = {

permissions: PermissionsState;

askLocationPermission: () => void;

checkLocationPermission: () => void;

};

export const PermissionsContex = createContext({} as PermissionsContextProps);

export const PermissionsProvider = ({children}: any) => {

const [permissions, setPermissions] = useState(permissionsInitiState);

const askLocationPermission = async () => {

let permissionStatus: PermissionStatus;

if (Platform.OS === 'ios') {

permissionStatus = await request(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

} else {

permissionStatus = await request(

PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION,

);

}

setPermissions({

...permissions,

locationStatus: permissionStatus,

});

};

const checkLocationPermission = () => {};

return (

<PermissionsContex.Provider

value={{permissions, askLocationPermission, checkLocationPermission}}>

{children}

</PermissionsContex.Provider>

);

};

Y ahora en nuestro **PermissionsScreen.tsx** importamos el context con esta función:

import React, {useContext} from 'react';

import {View, Text, StyleSheet, Button} from 'react-native';

import {PermissionsContex} from '../context/PermissionsContext';

export const PermissionsScreen = () => {

const {permissions, askLocationPermission} = useContext(PermissionsContex);

return (

<View style={styles.container}>

<Text>PermissionsScreen</Text>

<Button title="Permiso" onPress={askLocationPermission} />

<Text>{JSON.stringify(permissions, null, 5)}</Text>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

});

**REVISAR EL PERMISO DE GPS AL REGRESAR A LA APP**

Ahora debemos trabajar con la función que chequee si están los permisos habilitados. Para eso, en el **PermissionsContex.tsx** creamos la función **checkLocationPermission** que se ejecute en un **useEffect** siempre y cuando el status de la aplicación sea **‘active’**.

import React, {createContext, useEffect, useState} from 'react';

import {AppState, Platform} from 'react-native';

import {

PERMISSIONS,

PermissionStatus,

check,

request,

} from 'react-native-permissions';

export interface PermissionsState {

locationStatus: PermissionStatus;

}

export const permissionsInitiState: PermissionsState = {

locationStatus: 'unavailable',

};

type PermissionsContextProps = {

permissions: PermissionsState;

askLocationPermission: () => void;

checkLocationPermission: () => void;

};

export const PermissionsContex = createContext({} as PermissionsContextProps);

export const PermissionsProvider = ({children}: any) => {

const [permissions, setPermissions] = useState(permissionsInitiState);

useEffect(() => {

checkLocationPermission(); //es para que no quede recargando

AppState.addEventListener('change', state => {

if (state !== 'active') return;

checkLocationPermission();

});

}, []);

const askLocationPermission = async () => {

let permissionStatus: PermissionStatus;

if (Platform.OS === 'ios') {

permissionStatus = await request(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

} else {

permissionStatus = await request(

PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION,

);

}

setPermissions({

...permissions,

locationStatus: permissionStatus,

});

};

const checkLocationPermission = async () => {

let permissionStatus: PermissionStatus;

if (Platform.OS === 'ios') {

permissionStatus = await check(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

} else {

permissionStatus = await check(PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION);

}

setPermissions({

...permissions,

locationStatus: permissionStatus,

});

};

return (

<PermissionsContex.Provider

value={{permissions, askLocationPermission, checkLocationPermission}}>

{children}

</PermissionsContex.Provider>

);

};

**DETECTAR QUÉ PANTALLA MOSTRAR AL INICIO DE FORMA AUTOMÁTICA**

Para renderizar una vista u otra dependiendo si tenemos los permisos habilitados o no, vamos a ir al **Navigator.tsx** y utilizar el state del Context que creamos, para mostrar nuestra screen de <Loading />, el <MapScreen /> o el <PermissionsScreen />:

import React, {useContext} from 'react';

import {createStackNavigator} from '@react-navigation/stack';

import {MapScreen} from '../pages/MapScreen';

import {PermissionsScreen} from '../pages/PermissionsScreen';

import {PermissionsContex} from '../context/PermissionsContext';

import {LoadingScreen} from '../pages/LoadingScreen';

const Stack = createStackNavigator();

export const Navigator = () => {

const {permissions} = useContext(PermissionsContex);

if (permissions.locationStatus === 'unavailable') {

return <LoadingScreen />;

}

return (

<Stack.Navigator

screenOptions={{

headerShown: false,

cardStyle: {backgroundColor: 'white'},

}}>

{permissions.locationStatus === 'granted' ? (

<Stack.Screen name="MapScreen" component={MapScreen} />

) : (

<Stack.Screen name="PermissionsScreen" component={PermissionsScreen} />

)}

</Stack.Navigator>

);

};

**LoadingScreen.tsx:**

import React from 'react';

import {View, ActivityIndicator} from 'react-native';

export const LoadingScreen = () => {

return (

<View style={{flex: 1, justifyContent: 'center', alignItems: 'center'}}>

<ActivityIndicator size="large" color="black" />

</View>

);

};

**ABRIR AJUSTES DE LOCALIZACIÓN SI EL PERMISO ESTÁ BLOQUEADO POR EL USUARIO**

Para poder abrir los settings cuando el permiso es ‘blocked’ debemos usar la función **openSettings** de react-native-permissions. Lo vamos a utilizar en la función **askLocationPermission** del **PermissionsContext.tsx**:

import { PERMISSIONS, PermissionStatus, check, openSettings, request } from 'react-native-permissions';

...

const askLocationPermission = async () => {

let permissionStatus: PermissionStatus;

if (Platform.OS === 'ios') {

permissionStatus = await request(PERMISSIONS.IOS.LOCATION\_WHEN\_IN\_USE);

} else {

permissionStatus = await request(

PERMISSIONS.ANDROID.ACCESS\_FINE\_LOCATION,

);

}

if (permissionStatus === 'blocked') {

openSettings();

}

setPermissions({

...permissions,

locationStatus: permissionStatus,

});

};

...

**BOTÓN ESTILIZADO**

Creamos en la carpeta **component** el archivo **BlackButton.tsx**:

import React from 'react';

import {

StyleProp,

StyleSheet,

Text,

TouchableOpacity,

View,

ViewStyle,

} from 'react-native';

interface Props {

title: string;

onPress: () => void;

style?: StyleProp<ViewStyle>;

}

const BlackButton = ({title, onPress, style = {}}: Props) => {

return (

<TouchableOpacity

activeOpacity={0.9}

onPress={onPress}

style={{...(style as any), ...styles.blackButton}}>

<Text style={styles.buttonText}>{title}</Text>

</TouchableOpacity>

);

};

export default BlackButton;

const styles = StyleSheet.create({

blackButton: {

height: 45,

width: 200,

backgroundColor: 'black',

borderRadius: 50,

justifyContent: 'center',

alignItems: 'center',

shadowColor: '#000',

shadowOffset: {

width: 0,

height: 3,

},

shadowOpacity: 0.27,

elevation: 6,

},

buttonText: {

color: 'white',

fontSize: 18,

},

});

Y en **PermissionsScreen.tsx** lo utilizamos por el botón que teníamos. Además agregamos algunos estilos al título y al state que mostramos en pantalla:

import React, {useContext} from 'react';

import {View, Text, StyleSheet} from 'react-native';

import {PermissionsContex} from '../context/PermissionsContext';

import BlackButton from '../components/BlackButton';

export const PermissionsScreen = () => {

const {permissions, askLocationPermission} = useContext(PermissionsContex);

return (

<View style={styles.container}>

<Text style={styles.title}>

Es necesario el uso del GPS para usar esta aplicación

</Text>

<BlackButton title="Permiso" onPress={askLocationPermission} />

<Text style={{marginTop: 20}}>

{JSON.stringify(permissions, null, 5)}

</Text>

</View>

);

};

const styles = StyleSheet.create({

container: {

flex: 1,

justifyContent: 'center',

alignItems: 'center',

},

title: {

width: 250,

fontSize: 18,

textAlign: 'center',

marginBottom: 20,

},

});

**SEC-17: RUTAS APP – APP CON MAPAS – GOOGLE y APPLE MAPS**

**CONFIGURACIÓN DE GOOGLE MAPS**

Vamos a la documentación en: <https://github.com/react-native-maps/react-native-maps> y nos dirigimos a **See installation instructions**, el cual es un link que nos lleva a:

<https://github.com/react-native-maps/react-native-maps/blob/master/docs/installation.md>

Corremos el comando: **npm install react-native-maps**

Luego clickeamos en el link que dice **API key for the IOS SDK**, y vamos a clickear ahora en **Ir a la página Credenciales**.

Vamos a aparecer en un dashboard, en el cual debemos clickear en **Selecciona un proyecto>Crear Proyecto**, el cual está ubicado arriba en el header. Le damos un nombre y lo creamos.

Una vez creado vamos en el menú lateral izquierdo a la sección **APIs y Servicios habilitados** y luego clickeamos en  **+ Habilitar APIs y Servicios**. Ahora debemos habilitar el **Maps SDK for Android** y **Maps SDK for iOS**.

Ahora nos dirigimos en el menú lateral izquierdo a **credenciales**, y creamos una nueva credencial de **Clave de API**. Luego debemos restringir esa clave para el SDK de Android e iOS.

**ANDROID: CONFIGURACIÓN de GOOGLE MAPS**

Nos dirigimos en el proyecto a la ruta **Android/app/src/main/AndroidManifest.xml** y dentro de la etiqueta **<application>** pegamos la siguiente etiquea con el valor de la API hecha en el video anterior:

...

<meta-data

android:name="com.google.android.geo.API\_KEY"

android:value="AIzaSyD-jwxTRqNX3mhwy1LwBT5tjULyK1wnJIM"/>

...

Y ahora podemos usar nuestro mapa con la importación de **MapView** en la screen **MapScreen.tsx** (solo lo usaremos como prueba para que funcione, después haremos un componente):

import React from 'react';

import {View, StyleSheet} from 'react-native';

import MapView, { PROVIDER\_GOOGLE } from 'react-native-maps';

export const MapScreen = () => {

return (

<View style={{flex: 1}}>

<MapView

provider={PROVIDER\_GOOGLE} // remove if not using Google Maps

style={styles.map}

region={{

latitude: 37.78825,

longitude: -122.4324,

latitudeDelta: 0.015,

longitudeDelta: 0.0121,

}}

>

</MapView>

</View>

);

};

const styles = StyleSheet.create({

map: {

...StyleSheet.absoluteFillObject,

},

});

**iOS: CONFIGURACIÓN DE GOOGLE MAPS**

Después de haber hecho la instalación de **npm install react-native-maps** debemos ejecutar el comando **npx pod-install**.

Con esto ya nos debería andar el **Apple Maps**, pero si queremos el **Google Maps** debemos ir a la ruta **ios/nombreDelProyecto/AppDelegate.mm** y copiar la siguientes líneas:

...

#import <GoogleMaps/GoogleMaps.h>

...

@implementation AppDelegate

- (BOOL)application:(UIApplication \*)application didFinishLaunchingWithOptions:(NSDictionary \*)launchOptions

{

[GMSServices provideAPIKey:@"\_YOUR\_API\_KEY"];

...

}

...

Y ahora en el archivo **ios/Podfile** vamos a pegar las siguientes líneas, primero casi arriba de todo debemos verificar que tengamos esta versión:

platform :ios, '13.0'

Y luego arriba de **config = use\_native\_modules!**:

...

target 'RutasApp' do

pod 'Google-Maps-iOS-Utils', :git => 'https://github.com/Simon-TechForm/google-maps-ios-utils.git', :branch => 'feat/support-apple-silicon'

rn\_maps\_path = '../node\_modules/react-native-maps'

pod 'react-native-google-maps', :path => rn\_maps\_path

config = use\_native\_modules!

...

Y ejecutamos nuevamente el **npx pod-install**

Y no olvidarse de cuando usemos el **<MapView/>** de pasarle el **provider** de Google:

import MapView, { PROVIDER\_GOOGLE } from 'react-native-maps';

...

<MapView

provider={PROVIDER\_GOOGLE} // remove if not using Google Maps

style={styles.map}

region={{

latitude: 37.78825,

longitude: -122.4324,

latitudeDelta: 0.015,

longitudeDelta: 0.0121,

}}

/>

...

**FIX LOADING INFINITO EN OCASIONES**

En el **useEffect** que tenemos en el **PermissionsContext.tsx** debemos agregar antes de del **AppState.addEventListener** la función **checkLocationPermission()** y listo:

...

useEffect(() => {

checkLocationPermission();

AppState.addEventListener('change', state => {

if (state !== 'active') return;

checkLocationPermission();

});

}, []);

...

**MARCADORES y COMPONENTE MAP RE-UTILIZABLE**

En la carpeta **components** creamos el archivo **Map.tsx**, para que tengamos el mapa de manera reutilizable. Y podemos usar el **<Marker/>** para agregar un marcador si quisiéramos en el mapa:

import React from 'react';

import MapView, {Marker, PROVIDER\_GOOGLE} from 'react-native-maps';

export const Map = () => {

return (

<>

<MapView

provider={PROVIDER\_GOOGLE} // remove if not using Google Maps

style={{flex: 1}}

region={{

latitude: 37.78825,

longitude: -122.4324,

latitudeDelta: 0.015,

longitudeDelta: 0.0121,

}}>

<Marker

image={require('../assets/custom-marker.png')} //esto es por si queres un custom marcador

coordinate={{

latitude: 37.78825,

longitude: -122.4324,

}}

title="Titulo del Marcador"

description="Descripcion del marcador"

/>

</MapView>

</>

);

};

Notar que estamos usando un marcador el cual descargamos y guardamos dentro de una carpeta **assets**.

(No lo vamos a usar al Marker, era solo demostración)

Y ahora en el **MapScreen.tsx** utilizamos este componente **<Map/>**:

import React from 'react';

import {View} from 'react-native';

import {Map} from '../components/Map';

export const MapScreen = () => {

return (

<View style={{flex: 1}}>

<Map />

</View>

);

};

**MapView – MOSTRAR LA UBICACIÓN DEL USUARIO**

Debemos colocarle al **<MapView/>** la propiedad **showsUserLocation** y nada más:

<MapView

...

showsUserLocation

...

/>

**OBTENER LAS COORDENADAS DEL USUARIO**

Vamos a utilizar el paquete **react-native-geolocation**:

<https://github.com/michalchudziak/react-native-geolocation>

Lo instalamos con el comando: **npm install @react-native-community/geolocation**

Y ejecutamos el **npx pod-install**

Luego todas las demás configuraciones que dice la documentación las hicimos en los primeros videos de esta sección.

Ahora vamos a usarlo solo de prueba en **Map.tsx**, luego haremos un hook. Debemos importar **Geolocation** y utilizar la función **getCurrentPosition()**, la cual recibe 3 parámetros: el callback que se ejecuta en caso de éxito, el callback en caso de error, y las opciones.

**Map.tsx:**

...

import Geolocation from '@react-native-community/geolocation';

export const Map = () => {

useEffect(() => {

Geolocation.getCurrentPosition(

info => console.log(info),

err => console.log({err}),

{

enableHighAccuracy: true, //nos da la ubicación exacta

},

);

}, []);

...

**CUSTOM HOOK – useLocation**