Pralines 1.0

(Prandtl’s Lifting Line Solver)

![C:\Users\joshhodson\Desktop\Pralines.jpg](data:image/jpeg;base64,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)

**User Manual**

November 2013

Josh Hodson

# Table of Contents

[Table of Contents i](#_Toc372814597)

[Table of Figures ii](#_Toc372814598)

[Table of Tables ii](#_Toc372814599)

[Introduction 2](#_Toc372814600)

[Feature Summary 2](#_Toc372814601)

[System Requirements 4](#_Toc372814602)

[Installation 5](#_Toc372814603)

[Software Overview 6](#_Toc372814604)

[Menus 6](#_Toc372814605)

[User Input 6](#_Toc372814606)

[Numerical Input 6](#_Toc372814607)

[Character Input 7](#_Toc372814608)

[Execution 7](#_Toc372814609)

[Planform Design Menu 7](#_Toc372814610)

[Wing Parameters 8](#_Toc372814611)

[Aileron Parameters 8](#_Toc372814612)

[Output and Plotting Options 8](#_Toc372814613)

[Execution Commands 9](#_Toc372814614)

[Operating Conditions Menu 9](#_Toc372814615)

[Operating Conditions 9](#_Toc372814616)

[Plotting Options 11](#_Toc372814617)

[Execution Commands 12](#_Toc372814618)

[Examples 13](#_Toc372814619)

[Example 1: Tapered Planform 13](#_Toc372814620)

[Example 2: Elliptic Planform 16](#_Toc372814621)

[Example 3: Combination Planform 19](#_Toc372814622)

[References 22](#_Toc372814623)

[Appendix A – *Pralines* Source Code 23](#_Toc372814624)

# Table of Figures

[Figure 1 – Examples of planform geometries supported. 3](#_Toc372814625)

[Figure 2 – Example Menu item 6](#_Toc372814626)

[Figure 3 – Planform Design Menu 7](#_Toc372814627)

[Figure 4 – Wing Type Selection submenu 8](#_Toc372814628)

[Figure 5 – Operating Conditions Menu 10](#_Toc372814629)

[Figure 6 – Planform geometry plot for Example 1 13](#_Toc372814630)

[Figure 7 – Dimensionless Washout Distribution for Example 1 14](#_Toc372814631)

[Figure 8 – Section Lift Distribution for Example 1 14](#_Toc372814632)

[Figure 9 – Normalized Section Lift Coefficient profile for Example 1 14](#_Toc372814633)

[Figure 10 – Example 1 Results 15](#_Toc372814634)

[Figure 11 – Planform geometry plot for Example 2 16](#_Toc372814635)

[Figure 12 – Dimensionless Washout Distribution for Example 2 17](#_Toc372814636)

[Figure 13 – Section Lift Distribution for Example 2 17](#_Toc372814637)

[Figure 14 – Normalized Section Lift Coefficient profile for Example 2 17](#_Toc372814638)

[Figure 15 – Example 2 Results 18](#_Toc372814639)

[Figure 16 – Planform geometry plot for Example 3 19](#_Toc372814640)

[Figure 17 – Dimensionless Washout Distribution for Example 3 20](#_Toc372814641)

[Figure 18 – Section Lift Distribution for Example 3 20](#_Toc372814642)

[Figure 19 – Normalized Section Lift Coefficient profile for Example 3 20](#_Toc372814643)

[Figure 20 – Example 2 Results 21](#_Toc372814644)

# Table of Tables

[Table 1: System Requirements 4](#_Toc372814645)

[Table 2: *Pralines* Installation Inventory 5](#_Toc372814646)

# Introduction

*Pralines* is a numerical analysis tool for examining the aerodynamic characteristics and performance parameters of finite wings in incompressible flow. The physics being modeled are based on Prandtl’s Classical Lifting-Line Theory, as presented in (Phillips, 2010).

## Feature Summary

The following features are included within the software:

1. Planform geometry – Three types of planform geometries are supported: elliptic, tapered, and combination (tapered with elliptic tips). Examples of these planform geometries are shown in Figure 1.
2. Washout / Twist Distribution – Two types of washout distribution are supported: linear and optimum. The optimum washout distribution is the distribution that results in the minimum possible induced drag for a given lift coefficient and aspect ratio. Since elliptic planforms are already optimized through their geometry, the optimum washout distribution option is only available for tapered and combination planforms.
3. Aileron Controls – The definition of a single set of symmetric ailerons along the trailing edge of the planform is supported for all planform geometries. Examples of ailerons can be seen in the planforms shown in Figure 1.

|  |
| --- |
| Elliptic    Tapered (RT = 1.0)    Tapered (RT = 0.5)    Combination (Tapered with Elliptic Tip) |

Figure – Examples of planform geometries supported.

1. Aileron Controls – The definition of a single set of symmetric ailerons along the trailing edge of the planform is supported for all planform geometries. Examples of ailerons can be seen in the planforms shown in Figure 1.
2. Lift and Drag Coefficients – The program calculates total lift and drag coefficients for defined geometry and operating conditions, along with other parameters necessary for the lift and drag coefficient calculations. The coefficients are displayed to the user through the standard console window. The user also has the option to write these parameters to an output file.
3. Post Processing – The program integrates with ES-Plot, a freeware plotting utility written by Dr. Steven Folkman. Plots of planform geometry (such as those displayed in Figure 1), washout distribution, normalized section lift distribution, and normalized section lift coefficient can all be generated from within *Pralines*.

# System Requirements

The minimum system requirements for *Pralines* are listed in the following table. Other configurations have not been tested and may cause unexpected behavior.

Table 1: System Requirements

|  |  |
| --- | --- |
|  | **Supported** |
| Processor | Pentium® 2 GHz or faster |
| Architecture | 32 or 64-bit |
| Operating System | Windows® 7 |
| Memory (Depends on problem size) | 1 GB or more |
| Disk Space (Depends on problem size) | 10 MB or more |
| Documentation | Adobe Reader® XI |
| Post processing | ES-Plot 1.3c |

# Installation

*Pralines* is a stand-alone executable and does not require any customization of the operating environment. To run properly, the executable should be placed in a folder on the computer’s local hard drive where the user has read, write, and execute privileges. Additional template files are necessary if plotting is desired. These template files should be included in the same folder as the main executable.

To enable plotting capabilities within the software, ES-Plot must be installed on the local machine and accessible to the user. ES-Plot is a freeware plotting utility written by Dr. Steven Folkman. The software and installation instructions are included with *Pralines*. They can also be downloaded directly at <http://www.neng.usu.edu/mae/faculty/stevef/prg/ESPlot/>. In order to work properly with *Pralines*, ES-Plot must be installed in the default installation directory (C:\Program Files (x86)\ESPlot v1.3c).

Table 2 gives an inventory of the files that are included as part of the *Pralines* software package. Missing files or folders may cause problems when executing the software.

Table 2: *Pralines* Installation Inventory

|  |  |  |
| --- | --- | --- |
| **Item** | **Description** | **Location** |
| Pralines.exe | Pralines 1.0 Main executable | .\ |
| Pralines.f90 | Fortran Source code for Pralines 1.0 | .\ |
| PralinesUser.pdf | User documentation | .\ |
| ESPlot13c.zip | ES-Plot Version 1.3c Installation Package | .\ |
| Templates\ | Folder containing ES-Plot templates | .\ |
| planform.qtp | ES-Plot template used for plotting planform geometry | .\Templates\ |
| washout.qtp | ES-Plot template used for plotting washout distribution | .\Templates\ |
| liftdistribution.qtp | ES-Plot template used for plotting the dimensionless wing section lift distribution | .\Templates\ |
| liftcoefficient.qtp | ES-Plot template used for plotting the local section lift coefficient normalized by the wing lift coefficient | .\Templates\ |
| Results\ | Folder containing test and example results | .\ |
| Problem1p34b\_results.out | Result file for solver testing | .\Results\ |
| Example1\_results.out | Result file for Example 1 | .\Results\ |
| Example2\_results.out | Result file for Example 2 | .\Results\ |
| Example3\_results.out | Result file for Example 3 | .\Results\ |
| Output\ | Folder containing program output | .\ |

# Software Overview

*Pralines* is a menu-driven command line program in which selections are made from a list of options to modify parameters, perform calculations, display results, and navigate between menus. *Pralines* can be executed by double-clicking on Pralines.exe within Windows Explorer. This will open a command window in which the software will display output. The user responds to prompts and inputs data by typing into this window.

## Menus

The primary method for gathering input from the user is through menus displayed in the command window. Each menu provides a collection of options the user can select from. The text displayed for each menu option is broken into three parts, as shown in Figure 2: a key, a description, and (if applicable) the current value for the parameter associated with that option. The key is a series of one or two characters. A menu option is invoked when the user types the key associated with that menu option into the command window and presses the **<ENTER>** key. Note that keys are case-insensitive: either “**RA**” or “**ra**” can be used to invoke the option shown in Figure 2. The key and the description are separated by a hyphen. If there is a parameter associated with the menu option, the current value is displayed in parenthesis after the description.

|  |
| --- |
|  |

Figure – Example Menu item

## User Input

After selecting an option from one of the menus, the user will typically be prompted for further input relating to the option selected. For example, typing “**RA**” and pressing **<ENTER>** will display a prompt asking the user to enter a new aspect ratio for the current planform. At this point the user must provide a response, or press **<ENTER>** to accept the current value and return to the previous menu. Only two types of input are used:

### Numerical Input

Numerical parameters can be modified by selecting the appropriate menu item key and, when prompted, typing in a new value. Numerical data in both floating point format and scientific notation can be accepted. In addition, simple formulas containing multiplication and division operations can be included. The keyword “**PI**” can also be used to include the value of π in the input. For example, typing “**3\*PI/4**” at the prompt for aspect ratio will store a value of 2.35619449019234 in the aspect ratio parameter, to an accuracy of 15 significant digits.

If any other form of input is received when prompted for a numerical value, an error message will be displayed and the user will be asked to try again. In most cases, valid numerical inputs are limited to a range of numbers; entering a value outside this range will also cause an error message to be displayed, and the user will be asked to try again. In all cases, pressing the **<ENTER>** key by itself will accept the current value and return control to the previous menu.

### Character Input

Character input is used for specifying the name of the output file for saved data and for selecting options from the menu. As described previously, menu items can be invoked by typing the appropriate key and pressing **<ENTER>**. Menu item keys are case-insensitive. When specifying an output file, no additional checks are made to ensure the input is valid and that the output file can indeed be created and written to. It is up to the user to ensure that this file path is accessible.

# Execution

Execution of the software is broken into two main phases, or loops, each controlled by a menu. The first menu provides the user with options for designing the planform, while the second menu provides the user with options for specifying operating conditions. The following sections describe each of these menus and their various options in detail.

## Planform Design Menu

The Planform Design Menu is shown in Figure 3. This menu is displayed when the program is first launched. It contains options for specifying wing parameters, aileron parameters, and output and plotting options. It also contains three execution commands. A description of each available menu option follows. Note that the menu is customized for the current selection, meaning only options relevant to the current planform are displayed. For example, the wing type selected in Figure 3 is “Tapered”, so options for specifying a transition point and transition chord (relevant only to the “Combination” wing type) are not displayed. On the other hand, an option for specifying taper ratio is displayed.

|  |
| --- |
|  |

Figure – Planform Design Menu

### Wing Parameters

**WT** – Edit the wing type of the planform. Selecting this option brings up a submenu listing the three wing types supported, as shown in Figure 4. Enter the appropriate key from the submenu for the desired wing type.

**N** – Edit the number of nodes per semispan, including the root node. The total number of nodes used in the analysis will be calculated from the formula

. ()

**RA** – Edit the aspect ratio.

**RT** – Edit the taper ratio of the wing. Available for Tapered planforms only.

**S** – Edit the section lift slope.

**TZ** – Edit z/b at the transition point from tapered to elliptic. Available for Combination planforms only.

**TC** – Edit c/croot at the transition point from tapered to elliptic. Available for Combination planforms only.

**WD** – Toggle the washout distribution type between Linear and Optimum. Available for Tapered and Combination planforms only.

|  |
| --- |
|  |

Figure – Wing Type Selection submenu

### Aileron Parameters

**ZR** – Edit z/b at the aileron root.

**ZT** – Edit z/b at the aileron tip.

**PH** – Toggle the parallel hinge line constraint on or off. If **PH** is set to True, the aileron hinge line will be constrained to be parallel to the planform quarter-chord line, overriding any user-specified value for the section flap fraction (cf/c) at the aileron root. The user-specified value for cf/c at the aileron tip will still be used to determine the location of the hinge line. If **PH** is set to False, the user specified values for cf/c at both the aileron tip and root will be used to define a straight hinge line between these two points on the planform.

**CR** – Edit cf/c at the aileron root. If **PH** is set to True, the value displayed for **CR** will be the value that makes the hinge line parallel with the quarter-chord line. If **PH** is set to False, the value displayed for **CR** will be the user-specified value. If **CR** is selected from the menu, **PH** will automatically be switched to False and the user will be prompted to enter a new value for **CR**.

**CT** – Edit cf/c at the aileron tip.

**HE** – Edit the aileron hinge efficiency.

### Output and Plotting Options

**C** – Toggle whether C matrix, C-1 matrix, and Fourier coefficients are written to the output file.

**F** – Edit the output file name.

**PP** – Plot the planform geometry using ES-Plot. This command generates an ASCII text file named “planform.dat”, containing the coordinates (z/b, c/b) for each node on the planform and the location of each aileron. ES-Plot is then launched and the contents of the file are displayed. The “planform.qtp” template is used to format the ES-Plot display.

### Execution Commands

**A** – Advance to the Operating Conditions Menu. Selecting this option will cause a summary of the planform parameters to be written to the output file, along with intermediate parameters used in calculating the lift, drag, rolling moment, and yawing moment coefficients. In addition, the C matrix, C-1 matrix, and Fourier coefficients will be calculated and (if the **C** option is set to True) written to the output file. Execution control will then be passed to the Operating Conditions Menu. Note that, when writing the planform design summary to the output file, any data previously written to that output file will be deleted.

**T** – Test the *Pralines* solver against the solution to Problem 1.34b from (Phillips, 2010). This option runs an automated test and compares the output (“.\Output\Problem1p34b\_work.out”) to the expected results (“.\Results\Problem1p34b\_results.out”). A report is displayed to the user indicating whether the test passed successfully or failed.

**Q** – Quit. This command ends execution of the *Pralines* software. Any data not saved to the output file when this command is executed will be lost, and all parameters will be reset to their original default values the next time the software is launched.

## Operating Conditions Menu

The Operating Conditions Menu is shown in Figure 5. This menu is displayed when option **A** is selected from the Planform Design Menu. When the Operating Conditions Menu is displayed, a summary of the current planform is also included. This summary lists all of the planform parameters specified in the Planform Design Menu, along with intermediate parameters used for calculating lift, drag, rolling moment, and yawing moment coefficients. After the planform design summary, a summary of the current operating conditions is displayed, along with the lift, drag, rolling moment, and yawing moment coefficients resulting from the current operating conditions. Note that the planform design summary will have been written to the output file at this point, but the operating conditions summary will not. The operating conditions summary is only written to the output file when the user makes an explicit request by selecting the **S** option (see below).

### Operating Conditions

**AA** – Edit the root aerodynamic angle of attack. The root aerodynamic angle of attack is related to the lift coefficient and washout through the following relationship:

, ()

where is the wing lift coefficient, is the section lift slope, is the root aerodynamic angle of attack, is the washout effectiveness, and is the washout. The section lift slope and washout effectiveness are fixed by the planform design. By default, the root aerodynamic angle of attack is also fixed and is used to calculate the wing lift coefficient. If a desired lift coefficient is specified using option **CL** from the menu, the user-specified angle of

|  |
| --- |
|  |

Figure – Operating Conditions Menu

attack will be disabled and a new angle of attack will be calculated from Equation 2 using the desired lift coefficient.

**CL** – Edit the coefficient of lift. As described in the previous section, the root aerodynamic angle of attack is fixed by default and the value displayed for is obtained by calculation. Changing the angle of attack will cause the lift coefficient to be recalculated automatically using Equation 2. On the other hand, selecting option **CL** from the Operating Conditions Menu will cause to become fixed, and Equation 2 will be used to calculate a new angle of attack.

**OW** – Toggle optimum washout on or off. If **OW** is set to True, the optimum total washout is calculated from the relationship:

, ()

where is the lift-washout contribution to induced drag and is the washout contribution to induced drag. Note that both Equations 2 and 3 include dependencies on and . Therefore, if the root aerodynamic angle of attack is fixed and optimum total washout is specified, Equations 2 and 3 must be solved simultaneously to obtain values for and .

**W** – Edit the total washout to be used, specified in degrees. If **OW** is set to True, the optimum washout will be displayed here and used in the calculations. Otherwise, the user-specified washout will be displayed and used. If the **W** option is selected from the menu, **OW** will automatically be switched to False and the user will be prompted to enter a new value for **W**.

**AD** – Edit the aileron deflection, specified in degrees.

**SR** – Toggle Steady Dimensionless Rolling Rate on or off. If set to True, the dimensionless rolling rate is calculated from the relationship:

()

where is the dimensionless rolling rate, is the change in rolling moment coefficient with respect to aileron deflection, is the change in rolling moment coefficient with respect to dimensionless rolling rate, and is the aileron deflection.

**R** – Edit the dimensionless rolling rate. If **SR** is set to True, the steady dimensionless rolling rate is displayed here and used in the calculations. If **SR** is set to False, the user-specified dimensionless rolling rate will be displayed and used. If the **R** option is selected from the menu, **SR** will automatically be switched to False and the user will be prompted to enter a new value for **R**.

### Plotting Options

**PP** – Plot the planform geometry using ES-Plot. This command generates an ASCII text file named “planform.dat”, containing the coordinates (z/b, c/b) for each node on the planform and the location of each aileron. ES-Plot is then launched and the contents of the file are displayed. The “planform.qtp” template is used to format the ES-Plot display.

**PW** – Plot the dimensionless washout distribution using ES-Plot. This command generates an ASCII text file named “washout.dat”, containing the washout distribution ω at each node on the planform. ES-Plot is then launched and the contents of the file are displayed. The “washout.qtp” template is used to format the ES-Plot display.

**PL** – Plot the dimensionless wing section lift distribution using ES-Plot. This command generates an ASCII text file named “liftdistribution.dat”, containing the dimensionless wing section lift coefficient for each node on the planform. The dimensionless wing section lift distribution is defined by the following relationship:

()

ES-Plot is then launched and the contents of the file are displayed. The “liftdistribution.qtp” template is used to format the ES-Plot display.

**PN** – Plot the local section lift coefficient divided by the wing lift coefficient using ES-Plot. This command generates an ASCII text file named “liftcoefficient.dat”, containing the local section lift coefficient calculated at each node, normalized by the wing lift coefficient. The local section lift coefficient is defined by the following relationship:

()

ES-Plot is then launched and the contents of the file are displayed. The “liftcoefficient.qtp” template is used to format the ES-Plot display.

### Execution Commands

**S** – Save the current operating conditions and flight coefficients to the output file. When this option is selected, a summary of the current operating conditions is appended to the end of the output file specified on the Planform Design Menu, followed by the corresponding lift, induced drag, rolling moment, and yawing moment coefficients. Note that, because the data is appended to the file, the planform design summary as well as any previously-saved operating condition summaries will still be maintained within the output file.

Advance to the Operating Conditions Menu. Selecting this option will cause a summary of the planform parameters to be written to the output file, along with intermediate parameters used in calculating the lift, drag, rolling moment, and yawing moment coefficients. In addition, the C matrix, C-1 matrix, and Fourier coefficients will be calculated and (if the **C** option is set to True) written to the output file. Execution control will then be passed to the Operating Conditions Menu.

**B** – Go back to the Planform Design Menu. Selecting this option will return control to the Planform Design Menu. Note that operating condition summaries will not be written to the output file unless explicitly requested by the user from the Operating Conditions Menu.

**Q** – Quit. This command ends execution of the *Pralines* software. Any data not saved to the output file when this command is executed will be lost, and all parameters will be reset to their original default values the next time the software is launched.

# Examples

This section contains step-by-step examples of the solution process for evaluating flight conditions on each of the three planform geometries supported within *Pralines*.

## Example 1: Tapered Planform

1. Execute a new instance of *Pralines*. The Planform Design Menu should be displayed, with identical parameters to those shown in Figure 3.
2. Select option **RT** and set the taper ratio to **1/2**
3. Select option **WD**; this will automatically change the washout distribution type to **OPTIMUM**
4. Select option **C** to disable output of the C matrix, C-1 matrix, and Fourier coefficients.
5. Select option **F** and enter **.\Output\Example1.out** for the output file name
6. Select option **PP** to view the planform design in ES-Plot. The planform geometry should match the plot shown in Figure 6. When you are finished viewing the planform geometry, exit ES-Plot to return control to the Planform Design Menu.
7. Select option **A** to advance to the Operating Conditions Menu. Once this selection is made, the file **Example1.out** will be created and contain the planform summary. Note that the C matrix, C-1 matrix, and Fourier coefficients will not be saved (see step 5).
8. Select option **CL** and press **<ENTER>** to accept the default value of 0.4. This will cause the root aerodynamic angle of attack and optimum washout to be recalculated.
9. Select option **AD** and set the aileron deflection to **3** degrees. This will cause the steady dimensionless rolling rate to be recalculated.
10. Select option **PW** to view the dimensionless washout distribution in ES-Plot.
11. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The washout distribution should match the plot shown in Figure 7. When you are finished viewing the washout distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.

|  |
| --- |
|  |

Figure – Planform geometry plot for Example 1

|  |
| --- |
|  |

Figure – Dimensionless Washout Distribution for Example 1

1. Select option **PL** to view the section lift distribution in ES-Plot.
2. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The section lift distribution should match the plot shown in Figure 8. When you are finished viewing the section lift distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.
3. Select option **PN** to view the normalized section lift coefficient in ES-Plot.
4. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The normalized section lift coefficient profile should match the plot shown in Figure 9. When you are finished viewing the normalized section lift coefficient plot, exit ES-Plot to return control to the Operating Conditions Menu.
5. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example1.out**.
6. Select option **CL** and set the lift coefficient to **0.5**. This will cause the root aerodynamic angle of attack and optimum washout to be recalculated.
7. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example1.out**.
8. Select option **Q** to exit the program.
9. Compare the contents of **Example1.out** with the results contained in Figure 10 and **.\Results\Example1\_results.out**. The output should be identical.

|  |
| --- |
|  |

Figure – Section Lift Distribution for Example 1

|  |
| --- |
|  |

Figure – Normalized Section Lift Coefficient profile for Example 1

|  |
| --- |
| Planform Summary:  Wing type = Tapered  Number of nodes = 99 (50 nodes per semispan)  Airfoil section lift slope = 6.283185307179586  Aspect Ratio = 5.560000000000000  Taper Ratio = 0.500000000000000  Washout Distribution = Optimum  z/b at aileron root = 0.253000000000000  z/b at aileron tip = 0.438000000000000  cf/c at aileron root = 0.373828647925033  cf/c at aileron tip = 0.250000000000000  Hinge Efficiency = 0.850000000000000  Deflection Efficiency = 1.000000000000000  Lift Coefficient Parameters:  KL = 0.012656624734665  CL,a = 4.563212108702364  EW = -0.065219158642620  Drag Coefficient Parameters:  KD = 0.010492888814473  KDL = 0.030259580066700  KDW = 0.021815779286399  es = 0.989616068622924  Rolling Moment Coefficient Parameters:  Cl,da = -0.239513350217710  Cl,pb = -0.470979956137708  Optimum washout = 3.483165718785543 degrees (Eq. 1.8.37)  Optimum washout = 3.483165718785545 degrees (Eq. 1.8.42)  Washout used in calculations = 3.483165718785543 degrees  Aileron deflection = 3.000000000000000 degrees  Steady dimensionless rolling rate = -0.026627225910389  Dimensionless rolling rate used = -0.026627225910389  Root aerodynamic angle of attack = 4.795238600484883 degrees  Flight Coefficients:  CL = 0.400000000000000 (Eq. 1.8.24)  CL = 0.400000000000000 (Eq. 1.8.5)  CDi = 0.009159996724713 (Eq. 1.8.25)  CDi = 0.009309619640318 (Eq. 1.8.6)  CDi = 0.009309619640318 (Exact)  Croll = -0.000000000000000  Cyaw = 0.001331361295519  Optimum washout = 4.353957148481928 degrees (Eq. 1.8.37)  Optimum washout = 4.353957148481931 degrees (Eq. 1.8.42)  Washout used in calculations = 4.353957148481928 degrees  Aileron deflection = 3.000000000000000 degrees  Steady dimensionless rolling rate = -0.026627225910389  Dimensionless rolling rate used = -0.026627225910389  Root aerodynamic angle of attack = 5.994048250606104 degrees  Flight Coefficients:  CL = 0.500000000000000 (Eq. 1.8.24)  CL = 0.500000000000000 (Eq. 1.8.5)  CDi = 0.014312494882365 (Eq. 1.8.25)  CDi = 0.014462117797969 (Eq. 1.8.6)  CDi = 0.014462117797969 (Exact)  Croll = -0.000000000000000  Cyaw = 0.001664201619399 |

Figure – Example 1 Results

## Example 2: Elliptic Planform

1. Execute a new instance of *Pralines*. The Planform Design Menu should be displayed, with identical parameters to those shown in Figure 3.
2. Select option **WT**. From the Wing Type Menu, select option **E** to create an Elliptic planform design.
3. Select option **CR** and press **<ENTER>** to accept the default value of 0.28. This will also disable the **PH** option so that the hinge line is no longer constrained to be parallel with the quarter-chord line.
4. Select option **C** to disable output of the C matrix, C-1 matrix, and Fourier coefficients.
5. Select option **F** and enter **.\Output\Example2.out** for the output file name
6. Select option **PP** to view the planform design in ES-Plot. The planform geometry should match the plot shown in Figure 11. When you are finished viewing the planform geometry, exit ES-Plot to return control to the Planform Design Menu.
7. Select option **A** to advance to the Operating Conditions Menu. Once this selection is made, the file **Example2.out** will be created and contain the planform summary. Note that the C matrix, C-1 matrix, and Fourier coefficients will not be saved (see step 5).
8. Select option **CL** and set the lift coefficient to **1/2**. This will also cause the root aerodynamic angle of attack and optimum washout to be recalculated.
9. Select option **W** and set the total amount of washout to **2** degrees. This will cause the root aerodynamic angle of attack to be recalculated.
10. Select option **AD** and set the aileron deflection to **5** degrees. This will cause the steady dimensionless rolling rate to be recalculated.
11. Select option **PW** to view the dimensionless washout distribution in ES-Plot.
12. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The washout distribution should match the plot shown in Figure 12. When you are finished viewing the washout distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.

|  |
| --- |
|  |

Figure – Planform geometry plot for Example 2

|  |
| --- |
|  |

Figure – Dimensionless Washout Distribution for Example 2

1. Select option **PL** to view the section lift distribution in ES-Plot.
2. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The section lift distribution should match the plot shown in Figure 13. When you are finished viewing the section lift distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.
3. Select option **PN** to view the normalized section lift coefficient in ES-Plot.
4. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The normalized section lift coefficient profile should match the plot shown in Figure 14. When you are finished viewing the normalized section lift coefficient plot, exit ES-Plot to return control to the Operating Conditions Menu.
5. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example2.out**.
6. Select option **R** and set the dimensionless rolling rate to **-0.2**. This will also disable the **SR** option so that the steady dimensionless rolling rate is no longer used.
7. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example2.out**.
8. Select option **Q** to exit the program.
9. Compare the contents of **Example2.out** with the results contained in Figure 15 and **.\Results\Example2\_results.out**. The output should be identical.

|  |
| --- |
|  |

Figure – Section Lift Distribution for Example 2

|  |
| --- |
|  |

Figure – Normalized Section Lift Coefficient profile for Example 2

|  |
| --- |
| Planform Summary:  Wing type = Elliptic  Number of nodes = 99 (50 nodes per semispan)  Airfoil section lift slope = 6.283185307179586  Aspect Ratio = 5.560000000000000  z/b at aileron root = 0.253000000000000  z/b at aileron tip = 0.438000000000000  cf/c at aileron root = 0.280000000000000  cf/c at aileron tip = 0.250000000000000  Hinge Efficiency = 0.850000000000000  Deflection Efficiency = 1.000000000000000  Lift Coefficient Parameters:  KL = -0.000000000000000  CL,a = 4.620966971946893  EW = 0.424304130856835  Drag Coefficient Parameters:  KD = 0.000000000000000  KDL = -0.000000000000000  KDW = 0.088934224521291  es = 1.000000000000000  Rolling Moment Coefficient Parameters:  Cl,da = -0.230298562976715  Cl,pb = -0.456779684988474  Optimum washout = -0.000000000000001 degrees (Eq. 1.8.37)  Washout used in calculations = 2.000000000000000 degrees  Aileron deflection = 5.000000000000000 degrees  Steady dimensionless rolling rate = -0.043997886931603  Dimensionless rolling rate used = -0.043997886931603  Root aerodynamic angle of attack = 7.048152627743041 degrees  Flight Coefficients:  CL = 0.500000000000000 (Eq. 1.8.24)  CL = 0.500000000000000 (Eq. 1.8.5)  CDi = 0.014444967071628 (Eq. 1.8.25)  CDi = 0.014798217233319 (Eq. 1.8.6)  CDi = 0.014798217233319 (Exact)  Croll = 0.000000000000000  Cyaw = 0.002595346795979  Optimum washout = -0.000000000000001 degrees (Eq. 1.8.37)  Washout used in calculations = 2.000000000000000 degrees  Aileron deflection = 5.000000000000000 degrees  Steady dimensionless rolling rate = -0.043997886931603  Dimensionless rolling rate used = -0.200000000000000  Root aerodynamic angle of attack = 7.048152627743041 degrees  Flight Coefficients:  CL = 0.500000000000000 (Eq. 1.8.24)  CL = 0.500000000000000 (Eq. 1.8.5)  CDi = 0.014444967071628 (Eq. 1.8.25)  CDi = 0.024100720631155 (Eq. 1.8.6)  CDi = -0.004402717794812 (Exact)  Croll = 0.071258596064919  Cyaw = 0.006250268463806 |

Figure – Example 2 Results

## Example 3: Combination Planform

1. Execute a new instance of *Pralines*. The Planform Design Menu should be displayed, with identical parameters to those shown in Figure 3.
2. Select option **WT**. From the Wing Type Menu, select option **C** to create a Combination (tapered with elliptic tip) planform design.
3. Select option **TZ** and set the transition point z/b to **0.35**.
4. Select option **TC** and set the chord ratio c/croot at the transition point to **2/3**.
5. Select option **WD**; this will automatically change the washout distribution type to **OPTIMUM**
6. Select option **C** to disable output of the C matrix, C-1 matrix, and Fourier coefficients.
7. Select option **F** and enter **.\Output\Example3.out** for the output file name
8. Select option **PP** to view the planform design in ES-Plot. The planform geometry should match the plot shown in Figure 16. When you are finished viewing the planform geometry, exit ES-Plot to return control to the Planform Design Menu.
9. Select option **A** to advance to the Operating Conditions Menu. Once this selection is made, the file **Example3.out** will be created and contain the planform summary. Note that the C matrix, C-1 matrix, and Fourier coefficients will not be saved (see step 5).
10. Select option **AA** and set the root aerodynamic angle of attack to **0**. This will also cause the lift coefficient and optimum washout to be recalculated.
11. Select option **W** and set the total amount of washout to -**2** degrees. This will cause the lift coefficient to be recalculated.
12. Select option **PW** to view the dimensionless washout distribution in ES-Plot.
13. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The washout distribution should match the plot shown in Figure 17. When you are finished viewing the washout distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.

|  |
| --- |
|  |

Figure – Planform geometry plot for Example 3

|  |
| --- |
|  |

Figure – Dimensionless Washout Distribution for Example 3

1. Select option **PL** to view the section lift distribution in ES-Plot.
2. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The section lift distribution should match the plot shown in Figure 18. When you are finished viewing the section lift distribution plot, exit ES-Plot to return control to the Operating Conditions Menu.
3. Select option **PN** to view the normalized section lift coefficient in ES-Plot.
4. In ES-Plot, select the “Reset X and Y Axes to view all data” button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAIAAADUsmlHAAAAAXNSR0IArs4c6QAAAK5JREFUOE+tU4ENwyAMg12QI/pB9/8F7Qc9Ih9kXj0xGiLQyqKqRKkdgxuyqqa78bhLfPMylUXkpy5k1eRNdRm2EDlSen4Oi4XZ+d6sGwAUMJLLmaGc845GO5bq4XZQcFvzhpmt5NeBRijik6sHbhfQisyMhJaJ4tSv6pF5bCgU/fG2HQLM1gViAuUCpSDEQxcDsnO1z78oY3paV2vDz/H6xtR4/uNiDO9DCJgakhdmZo3E35Ql4wAAAABJRU5ErkJggg==)). The normalized section lift coefficient profile should match the plot shown in Figure 19. When you are finished viewing the normalized section lift coefficient plot, exit ES-Plot to return control to the Operating Conditions Menu.
5. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example3.out**.
6. Select option **AA** and set the root aerodynamic angle of attack to **2.0**. This will cause the lift coefficient and optimum washout to be recalculated.
7. Select option **S** to save a summary of the current operating conditions and flight coefficients to **Example3.out**.
8. Compare the contents of **Example3.out** with the results contained in Figure 20 and **.\Results\Example3\_results.out**. The output should be identical.

|  |
| --- |
|  |

Figure – Section Lift Distribution for Example 3

|  |
| --- |
|  |

Figure – Normalized Section Lift Coefficient profile for Example 3

|  |
| --- |
| Planform Summary:  Wing type = Tapered with elliptic tip  Number of nodes = 99 (50 nodes per semispan)  Airfoil section lift slope = 6.283185307179586  Aspect Ratio = 5.560000000000000  Transition Point z/b = 0.350000000000000  Transition Point c/c = 0.666666666666667  Washout Distribution = Optimum  z/b at aileron root = 0.253000000000000  z/b at aileron tip = 0.438000000000000  cf/c at aileron root = 0.423758432235187  cf/c at aileron tip = 0.250000000000000  Hinge Efficiency = 0.850000000000000  Deflection Efficiency = 1.000000000000000  Lift Coefficient Parameters:  KL = 0.001178266114320  CL,a = 4.615528650937818  EW = -0.076357684216684  Drag Coefficient Parameters:  KD = 0.001595552910306  KDL = 0.004668324226696  KDW = 0.003414686367463  es = 0.998406988823313  Rolling Moment Coefficient Parameters:  Cl,da = -0.256018648559314  Cl,pb = -0.462284274859193  Optimum washout = 0.000000000000000 degrees (Eq. 1.8.37)  Optimum washout = 0.000000000000000 degrees (Eq. 1.8.42)  Washout used in calculations = -2.000000000000000 degrees  Aileron deflection = 0.000000000000000 degrees  Steady dimensionless rolling rate = -0.000000000000000  Dimensionless rolling rate used = -0.000000000000000  Root aerodynamic angle of attack = 0.000000000000000 degrees  Flight Coefficients:  CL = -0.012302165437540 (Eq. 1.8.24)  CL = -0.012302165437540 (Eq. 1.8.5)  CDi = 0.000013222892772 (Eq. 1.8.25)  CDi = 0.000013222892772 (Eq. 1.8.6)  CDi = 0.000013222892772 (Exact)  Croll = 0.000000000000000  Cyaw = -0.000000000000000  Optimum washout = 0.000000000000000 degrees (Eq. 1.8.37)  Optimum washout = 0.000000000000000 degrees (Eq. 1.8.42)  Washout used in calculations = -2.000000000000000 degrees  Aileron deflection = 0.000000000000000 degrees  Steady dimensionless rolling rate = -0.000000000000000  Dimensionless rolling rate used = -0.000000000000000  Root aerodynamic angle of attack = 2.000000000000000 degrees  Flight Coefficients:  CL = 0.148810177920454 (Eq. 1.8.24)  CL = 0.148810177920454 (Eq. 1.8.5)  CDi = 0.001281275219520 (Eq. 1.8.25)  CDi = 0.001281275219520 (Eq. 1.8.6)  CDi = 0.001281275219520 (Exact)  Croll = 0.000000000000000  Cyaw = -0.000000000000000 |

Figure – Example 3 Results
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# Appendix A – *Pralines* Source Code

module Utilities

    implicit none

    real\*8, parameter :: pi = acos(-1.0d0)

    real\*8, parameter :: zero = 1.0d-10

contains

    integer function Compare(a, b, tol) result(eq)

    ! Comparison function

    ! Inputs:

    !   a = First argument to compare

    !   b = Second argument to compare

    !   tol = Relative tolerance for comparison

    ! Return Value (eq):

    !   -1 = a < (b - tol)

    !    0 = a == b (within tolerance)

    !    1 = a > (b + tol)

        real\*8, intent(in) :: a, b, tol

        if (abs(a) < tol .and. abs(b) < tol) then

            eq = 0

        else if (abs(a - b) / max(abs(a), abs(b)) < tol) then

            eq = 0

        else if (a < b) then

            eq = -1

        else

            eq = 1

        end if

    end function Compare

    real\*8 function Residual(oldVal, newVal) result(res)

        real\*8, intent(in) :: oldVal

        real\*8, intent(in) :: newVal

        res = dabs(oldVal - newVal) / max(dabs(oldVal), dabs(newVal), zero)

    end function Residual

    integer function CompareFiles(a, b) result(badline)

        character\*80, intent(in) :: a, b  ! Filenames of files to compare

        integer :: i, ios1, ios2

        character\*5000 :: results\_line, work\_line

        open(unit=11, file=a)

        open(unit=12, file=b)

        badline = 0

        ios1 = 0

        i = 0

        do while (badline == 0 .and. ios1 == 0)

            i = i + 1

            results\_line(1:5000) = " "

            read(11, '(A)', iostat=ios1, end=99) results\_line

            work\_line(1:5000) = " "

            read(12, '(A)', iostat=ios2, end=99) work\_line

            if (ios1 == 0) then

                if (work\_line /= results\_line) then

                    badline = i

                end if

            else if (len(trim(work\_line)) /= 0) then

                badline = i

            end if

        end do

        close(unit=11)

        close(unit=12)

99  continue

    end function CompareFiles

    character\*2 function GetCharacterInput(def) result(inp)

        character\*2, intent(in) :: def  ! Default value if invalid input

        integer :: i

        character :: a

        read(5, '(a)') inp

        if (len(inp) > 2 .or. len(inp) < 1) then

            inp = def

        else

            do i = 1, 2

                a = inp(i:i)

                if(iachar(a) >= iachar('a') .and. iachar(a) <= iachar('z')) then

                    inp(i:i) = char(iachar(a) - 32)

                end if

            end do

        end if

    end function GetCharacterInput

    character\*80 function GetStringInput(def) result(inp)

        character\*80, intent(in) :: def  ! Default value if invalid input

        integer :: i, ios

        character :: a

        read(5, '(a)', iostat=ios) inp

        if (len(trim(inp)) < 1 .or. ios /= 0) then

            inp = def

        end if

    end function GetStringInput

    integer function GetIntInput(mn, mx, def) result(inp)

        integer, intent(in) :: mn   ! Minimum accepted value

        integer, intent(in) :: mx   ! Maximum accepted value

        integer, intent(in) :: def  ! Default value if invalid input

        logical :: cont

        character\*80 :: inp\_str

        integer :: ios

        integer :: len\_mn, len\_mx

        character\*80 :: msg\_fmt

        cont = .true.

        do while (cont)

            read(5, '(a)', iostat=ios) inp\_str

            if (ios == 0 .and. trim(inp\_str) /= "") then

                read(inp\_str, \*, iostat=ios) inp

                if (ios /= 0 .or. inp < mn .or. inp > mx) then

                    len\_mn = int(log10(real(abs(mn)))) + 1

                    if (mn < 0) len\_mn = len\_mn + 1

                    len\_mx = int(log10(real(abs(mx)))) + 1

                    if (mx < 0) len\_mx = len\_mx + 1

                    write(msg\_fmt, '(a, i1, a, i1, a)') "(a, a, i", len\_mn, &

                        & ", a, i", len\_mx, ", a)"

                    write(6, \*)

                    write(6, msg\_fmt) "Invalid input. Please ", &

                        & "specify an integer between ", mn, " and ", mx, ","

                    write(6, '(a)') "or press <ENTER> to accept the default value."

                else

                    cont = .false.

                end if

            else

                inp = def

                cont = .false.

            end if

        end do

    end function GetIntInput

    real\*8 function GetRealInput(mn\_orig, mx\_orig, dflt\_orig) result(inp)

        real\*8, intent(in) :: mn\_orig   ! Minimum accepted value

        real\*8, intent(in) :: mx\_orig   ! Maximum accepted value

        real\*8, intent(in) :: dflt\_orig ! Default value for input

        logical :: cont

        character\*80 :: inp\_str

        integer :: ios

        integer :: len\_mn, ndec\_mn

        integer :: len\_mx, ndec\_mx

        character\*80 :: msg\_fmt

        real\*8 :: mn, mx, dflt

        if (Compare(mn\_orig, 0.0d0, zero) == 0) then

            mn = 0.0d0

        else

            mn = mn\_orig

        end if

        if (Compare(mx\_orig, 0.0d0, zero) == 0) then

            mx = 0.0d0

        else

            mx = mx\_orig

        end if

        if (Compare(dflt\_orig, 0.0d0, zero) == 0) then

            dflt = 0.0d0

        else

            dflt = dflt\_orig

        end if

        cont = .true.

        do while (cont)

            read(5, '(a)', iostat=ios) inp\_str

            if (ios == 0 .and. trim(inp\_str) /= "") then

                ios = ParseFormula(trim(inp\_str), inp)

                if (ios /= 0 .or. inp < mn .or. inp > mx) then

                    write(6, \*)

                    write(6, '(a, a, a, a, a, a)') "Invalid input. Please ", &

                        & "enter a number between ", trim(FormatReal(mn, 5)), &

                        & " and ", trim(FormatReal(mx, 5)), ","

                    write(6, '(a)') "or press <ENTER> to accept the default value."

                else

                    cont = .false.

                end if

            else

                inp = dflt

                cont = .false.

            end if

        end do

    end function GetRealInput

    integer function ParseFormula(inp\_str, num) result(estat)

        character\*80, intent(in) :: inp\_str

        real\*8, intent(out) :: num

        integer :: i, j, n\_oper, last\_ind, strlen, ios

        character\*40 :: operators, temp\_num

        real\*8, Dimension(41) :: numbers

        estat = 0

        strlen = len(trim(inp\_str))

        n\_oper = 0

        last\_ind = 0

        do i = 2, strlen

            if (inp\_str(i:i) == '\*' .or. inp\_str(i:i) == '/') then

                n\_oper = n\_oper + 1

                operators(n\_oper:n\_oper) = inp\_str(i:i)

                temp\_num = "                                        "

                temp\_num(1:i-last\_ind-1) = inp\_str(last\_ind+1:i-1)

                if ((temp\_num(1:1) == 'P' .or. temp\_num(1:1) == 'p') .and. &

                    & (temp\_num(2:2) == 'I' .or. temp\_num(2:2) == 'i')) then

                    numbers(n\_oper) = pi

                else

                    read(temp\_num, \*, iostat=ios) numbers(n\_oper)

                    if (ios /= 0) then

                        estat = 1

                    end if

                end if

                last\_ind = i

            end if

        end do

        temp\_num = "                                        "

        temp\_num(1:strlen-last\_ind) = inp\_str(last\_ind+1:strlen)

        if ((temp\_num(1:1) == 'P' .or. temp\_num(1:1) == 'p') .and. &

            & (temp\_num(2:2) == 'I' .or. temp\_num(2:2) == 'i')) then

            numbers(n\_oper + 1) = pi

        else

            read(temp\_num, \*, iostat = ios) numbers(n\_oper + 1)

            if (ios /= 0) then

                estat = 1

            end if

        end if

        num = numbers(1)

        do i = 1, n\_oper

            if (operators(i:i) == '\*') then

                num = num \* numbers(i + 1)

            else if (operators(i:i) == '/') then

                num = num / numbers(i + 1)

            else

                estat = 2

            end if

        end do

    end function ParseFormula

    character\*80 function FormatReal(r, ndigits) result(real\_str)

        real\*8, intent(in) :: r

        integer, intent(in) :: ndigits

        integer :: order, width, ndecimal

        character\*80 :: real\_fmt

        real\*8 :: r\_div\_pi

        integer :: num, denom

        if (Compare(r, 0.0d0, zero) /= 0 .and. (IsFactorOfPi(r, ndigits) &

            & .or. IsFractionOfPi(r, num, denom))) then

            if (Compare(r, pi, zero) == 0) then

                write(real\_str, '(a)') "PI"

            else if (IsFractionOfPi(r, num, denom)) then

                if (denom == 1) then

                    write(real\_str, '(a, a)') trim(FormatInteger(num)), "\*PI"

                else

                    write(real\_str, '(a, a, a, a)') trim(FormatInteger(num)), &

                        & "/", trim(FormatInteger(denom)), "\*PI"

                end if

            else

                r\_div\_pi = r / pi

                write(real\_str, '(a, a)') trim(FormatReal(r\_div\_pi, ndigits)), &

                    & "\*PI )"

            end if

        else

            if (Compare(r, 0.0d0, zero) == 0) then

                order = 1

            else

                ! Determine the location of the first non-zero digit in the number

                order = int(log10(real(abs(r), 8))) + 1

            end if

            ! Check for sizes that should use exponential format

            if (order <= -4 .or. order >= ndigits) then

                if (r < 0.0d0) then

                    width = ndigits + 6  ! e.g. -1.2345E+67 - 5 digits + 6 other

                else

                    width = ndigits + 5  ! e.g. 1.2345E-67 - 5 digits + 5 other

                end if

                write(real\_fmt, '(a, i2, a, i2, a)') "(ES", width, ".", &

                    & ndigits - 1, ")"

            else

                if (r < 0.0d0) then

                    width = ndigits + 2  ! e.g. -12.345 - 5 digits + 2 other

                else

                    width = ndigits + 1  ! e.g. 123.45 - 5 digits + 1 other

                end if

                if (order <= 0) then

                    width = width - order + 1  ! e.g. -0.012345 - additional for leading 0

                end if

                write(real\_fmt, '(a, i2, a, i2, a)') "(F", width, ".", &

                    & ndigits - order, ")"

            end if

            write(real\_str, real\_fmt) r

        end if

    end function FormatReal

    character\*80 function FormatInteger(i) result(int\_str)

        integer, intent(in) :: i

        integer :: len\_i

        character\*80 :: int\_fmt

        if (i == 0) then

            len\_i = 1

        else

            len\_i = int(log10(real(abs(i)))) + 1

            if (i < 0) then

                len\_i = len\_i + 1

            end if

        end if

        write(int\_fmt, '(a, i2, a)') "(i", len\_i, ")"

        write(int\_str, int\_fmt) i

    end function FormatInteger

    logical function IsFactorOfPi(r, ndigits) result(isFactor)

        real\*8, intent(in) :: r

        integer, intent(in) :: ndigits

        real\*8 :: rx, rx\_trunc

        rx = r / pi \* 10\*\*ndigits

        rx\_trunc = real(int(rx), 8)

        if (Compare(rx, rx\_trunc, zero) == 0) then

            isFactor = .true.

        else

            isFactor = .false.

        end if

    end function IsFactorOfPi

    logical function IsFractionOfPi(r, num, denom) result(isFraction)

        real\*8, intent(in) :: r

        integer, intent(out) :: num

        integer, intent(out) :: denom

        integer :: i, num2, denom2

        real\*8 :: r\_div\_pi, r\_div\_pi\_i

        isFraction = .false.

        r\_div\_pi = r / pi

        do i = 1, 360

            r\_div\_pi\_i = r\_div\_pi \* real(i, 8)

            if (Compare(r\_div\_pi\_i , real(int(r\_div\_pi\_i), 8), zero) == 0) then

                num = int(r\_div\_pi\_i)

                denom = i

                isFraction = .true.

                return

            end if

        end do

    end function IsFractionOfPi

end module Utilities

module class\_Planform

    use Utilities

    implicit none

    public :: Planform

    ! Supported wing types

    enum, bind(C)

        enumerator :: Tapered = 1, Elliptic = 2, Combination = 3

    end enum

    ! Supported washout distribution types

    enum, bind(C)

        enumerator :: Linear = 1, Optimum = 2

    end enum

    type Planform

        ! Wing Parameters

        integer :: WingType = Tapered ! Wing type

        integer :: WashoutDistribution = Linear ! Washout distribution type

        integer :: NNodes = 99 ! Total number of nodes

        real\*8 :: AspectRatio = 5.56d0 ! Aspect ratio

        real\*8 :: TaperRatio = 1.0d0 ! Taper ratio (tapered wing only)

        real\*8 :: TransitionPoint = 0.25d0 ! Transition point (Combination wing only)

        real\*8 :: TransitionChord = 1.0d0 ! c/croot at transtion point (Combination wing only)

        real\*8 :: SectionLiftSlope = 2.0d0 \* pi ! Section lift slope

        real\*8 :: AileronRoot = 0.253d0 ! Location of aileron root (z/b)

        real\*8 :: AileronTip = 0.438d0 ! Location of aileron tip (z/b)

        logical :: ParallelHingeLine = .true. ! Is the hinge line parallel to the

                                              ! quarter-chord line? When true,

                                              ! FlapFractionTip will be calculated

        real\*8 :: DesiredFlapFractionRoot = 0.28d0 ! Desired flap fraction at aileron root (cf/c)

        real\*8 :: FlapFractionRoot = 0.28d0 ! Flap fraction at aileron root (cf/c)

        real\*8 :: FlapFractionTip = 0.25d0 ! Flap fraction at aileron tip (cf/c)

        real\*8 :: HingeEfficiency = 0.85d0 ! Aileron hinge efficiency

        real\*8 :: DeflectionEfficiency = 1.0d0 ! Aileron deflection efficiency

        ! Coefficients for Tapered wing with elliptic tip

        real\*8 :: C1 = 0.0d0 ! Represents transition point

        real\*8 :: C2 = 0.0d0 ! Represents slope of tapered section

        real\*8 :: C3 = 0.0d0 ! Represents secondary axis of ellipse

        real\*8 :: C4 = 0.0d0 ! Represents ellipse center offset

        real\*8 :: C5 = 0.0d0 ! Represents croot/b

        ! Output Options

        logical :: OutputMatrices = .true.  ! Write C Matrix and Fourier coefficients to output file?

        character\*80 :: FileName = ".\Output\Planform.out" ! Name of output file

        ! Operating Conditions

        real\*8 :: DesiredAngleOfAttack = pi / 36.0d0 ! Desired root aerodynamic angle of Attack

                                                     ! (alpha - alpha\_L0), in radians

                                                     ! When specified, a new LiftCoefficient is calculated

        real\*8 :: AngleOfAttack = pi / 36.0d0 ! Root Aerodynamic Angle of Attack

                                              ! (alpha - alpha\_L0), in radians

        real\*8 :: DesiredLiftCoefficient = 0.4d0 ! Desired lift coefficient

                                                 ! When specified, a new AngleOfAttack is calculated

        real\*8 :: LiftCoefficient = 0.4d0 ! Lift coefficient (user input, ignored if SpecifyAlpha == .true.)

        real\*8 :: DesiredWashout = 0.0d0 ! Desired total washout, in radians

        real\*8 :: OptimumWashout1 = 0.0d0 ! Optimum total washout, in radians (Eq. 1.8.37)

        real\*8 :: OptimumWashout2 = 0.0d0 ! Optimum total washout, in radians (Eq. 1.8.42)

        real\*8 :: Washout = 0.0d0 ! Total washout to use

        logical :: UseOptimumWashout = .true. ! Use the optimum total washout?

        real\*8 :: AileronDeflection = 0.0d0 ! Aileron deflection, in radians

        real\*8 :: DesiredRollingRate = 0.0d0 ! Desired dimensionless rolling rate (constant over wingspan)

        real\*8 :: RollingRate = 0.0d0 ! Dimensionless rolling rate (constant over wingspan)

        logical :: SpecifyAlpha = .true. ! Was alpha specified?

                                         ! .true.  = Use desired alpha to calculate CL

                                         ! .false. = Use desired CL to calculate alpha

        logical :: UseSteadyRollingRate = .true. ! Use the steady dimensionless rolling rate?

        ! Planform Calculations

        real\*8, allocatable, dimension(:,:) :: BigC, BigC\_Inv

        real\*8, allocatable, dimension(:) :: a, b, c, d, BigA

        real\*8, allocatable, dimension(:) :: Omega

        logical :: IsAllocated = .false.

        ! Lift Coefficient Calculations

        real\*8 :: KL  ! Lift slope factor

        real\*8 :: EW  ! Washout effectiveness (epsilon omega)

        real\*8 :: CLa ! Wing lift slope (derivative of CL with respect to alpha)

        real\*8 :: CL1 ! Lift Coefficient (Eq. 1.8.24)

        real\*8 :: CL2 ! Lift Coefficient (Eq. 1.8.5)

        ! Drag Coefficient Calculations

        real\*8 :: KD   ! Induced drag factor

        real\*8 :: KDL  ! Lift-washout contribution to induced drag

        real\*8 :: KDW  ! Washout contribution to induced drag

        real\*8 :: ES   ! Span efficiency factor

        real\*8 :: CDi1 ! Induced drag coefficient (Eq. 1.8.25)

        real\*8 :: CDi2 ! Induced drag coefficient (Eq. 1.8.6)

        real\*8 :: CDi3 ! Induced drag coefficient (Eq. 32, Wing Flapping paper)

        ! Roll/yaw calculations

        real\*8 :: CRM\_da   ! Change in rolling moment coefficient with respect to alpha

        real\*8 :: CRM\_pbar ! Change in rolling moment coefficient with respect to rolling rate

        real\*8 :: CRM      ! Rolling moment coefficient

        real\*8 :: CYM      ! Yawing moment coefficient

    end type Planform

    contains

        character\*80 function GetWingType(pf) result(name)

            type(Planform), intent(in) :: pf

            if (pf%WingType .eq. Tapered) then

                name = "Tapered"

            else if (pf%WingType .eq. Elliptic) then

                name = "Elliptic"

            else if (pf%WingType .eq. Combination) then

                name = "Tapered with elliptic tip"

            else

                name = "Unknown"

            end if

        end function GetWingType

        character\*80 function GetWashoutDistributionType(pf) result(name)

            type(Planform), intent(in) :: pf

            if (pf%WashoutDistribution .eq. Linear) then

                name = "Linear"

            else if (pf%WashoutDistribution .eq. Optimum) then

                name = "Optimum"

            else

                name = "Unknown"

            end if

        end function GetWashoutDistributionType

        real\*8 function theta\_i(i, nnodes) result(theta)

            integer, intent(in) :: i

            integer, intent(in) :: nnodes

            if (i < 1 .or. i > nnodes) then

                write(6, '(a, i3)') "ERROR: Function theta\_i called with i = ", i

                if (i < 1) then

                    theta = 0.0d0

                else

                    theta = pi

                end if

            else

                theta = real(i-1, 8) / real(nnodes - 1, 8) \* pi

            end if

        end function theta\_i

        real\*8 function theta\_zb(zb) result(theta)

            real\*8, intent(in) :: zb  ! z/b

            if (zb < -0.5d0 .or. zb > 0.5d0) then

                write(6, '(a, f7.4)') "ERROR: Function theta\_d called with z/b = ", zb

                if (zb < -0.5d0) then

                    theta = 0.0d0

                else

                    theta = pi

                end if

            else

                theta = acos(-2.0d0 \* zb)

            end if

        end function theta\_zb

        real\*8 function c\_over\_b\_i(pf, i) result(cb)

            type(Planform), intent(in) :: pf

            integer, intent(in) :: i

            real\*8 :: theta

            theta = theta\_i(i, pf%NNodes)

            cb = c\_over\_b(pf, theta)

        end function c\_over\_b\_i

        real\*8 function c\_over\_b\_zb(pf, zb) result(cb)

            type(Planform), intent(in) :: pf

            real\*8, intent(in) :: zb  ! z/b

            real\*8 :: theta

            theta = theta\_zb(zb)

            cb = c\_over\_b(pf, theta)

        end function c\_over\_b\_zb

        real\*8 function c\_over\_b(pf, theta) result(cb)

            type(Planform), intent(in) :: pf

            real\*8, intent(in) :: theta

            real\*8 :: zb, u

            if (pf%WingType == Tapered) then

                ! Calculate c/b for tapered wing

                cb = (2.0d0 \* (1.0d0 - (1.0d0 - pf%TaperRatio) \* &

                    & dabs(cos(theta)))) / (pf%AspectRatio \* (1.0d0 + pf%TaperRatio))

            else if (pf%WingType == Elliptic) then

                ! Calculate c/b for elliptic wing

                cb = (4.0d0 \* sin(theta)) / &

                    & (pi \* pf%AspectRatio)

            else if (pf%WingType == Combination) then

                ! Calculate c/b for combination wing

                zb = abs(z\_over\_b(theta))

                if (zb <= pf%TransitionPoint) then

                    cb = pf%C5 \* (1.0d0 - pf%C2 \* zb)

                else

                    u = (zb - pf%C4) / (0.5d0 - pf%C4)

                    cb = pf%C5 \* pf%C3 \* sqrt(1.0d0 - u\*\*2)

                end if

            else

                ! Unknown wing type!

                stop "\*\*\* Unknown Wing Type \*\*\*"

            end if

        end function c\_over\_b

        real\*8 function z\_over\_b\_i(i, nnodes) result(zb)

            integer, intent(in) :: i

            integer, intent(in) :: nnodes

            zb = z\_over\_b(theta\_i(i, nnodes))

        end function z\_over\_b\_i

        real\*8 function z\_over\_b(theta) result(zb)

            real\*8, intent(in) :: theta

            zb = -0.5d0 \* cos(theta)

        end function z\_over\_b

        real\*8 function cf\_over\_c\_i(pf, i) result(cfc)

            type(Planform), intent(in) :: pf

            integer, intent(in) :: i

            real\*8 :: zbi

            zbi = z\_over\_b\_i(i, pf%NNodes)

            if (Compare(dabs(zbi), pf%AileronRoot, zero) == -1 .or. &

                & Compare(dabs(zbi), pf%AileronTip, zero) == 1) then

                cfc = 0.0d0

            else

                cfc = 0.75d0 - y\_i(pf, i) / c\_over\_b\_i(pf, i)

            end if

        end function cf\_over\_c\_i

        real\*8 function y\_i(pf, i) result(y)

            type(Planform), intent(in) :: pf

            integer, intent(in) :: i

            real\*8 :: zb\_i, cb\_i

            real\*8 :: zb\_root, cfc\_root, theta\_root, cb\_root, y\_root

            real\*8 :: zb\_tip, cfc\_tip, theta\_tip, cb\_tip, y\_tip

            real\*8 :: slope, offst

            zb\_root = pf%AileronRoot

            cfc\_root = pf%FlapFractionRoot

            theta\_root = theta\_zb(zb\_root)

            cb\_root = c\_over\_b(pf, theta\_root)

            y\_root = (0.75d0 - cfc\_root) \* cb\_root

            zb\_tip = pf%AileronTip

            cfc\_tip = pf%FlapFractionTip

            theta\_tip = theta\_zb(zb\_tip)

            cb\_tip = c\_over\_b(pf, theta\_tip)

            y\_tip = (0.75d0 - cfc\_tip) \* cb\_tip

            slope = (y\_tip - y\_root) / (zb\_tip - zb\_root)

            offst = y\_root - slope \* zb\_root

            zb\_i = z\_over\_b\_i(i, pf%NNodes)

            y = slope \* dabs(zb\_i) + offst

        end function y\_i

        real\*8 function FlapEffectiveness(pf, i) result(eps\_f)

            type(Planform), intent(in) :: pf

            integer, intent(in) :: i

            real\*8 :: theta\_f, eps\_fi

            theta\_f = acos(2.0d0 \* cf\_over\_c\_i(pf, i) - 1.0d0)

            eps\_fi = 1.0d0 - (theta\_f - sin(theta\_f)) / pi

            eps\_f = eps\_fi \* pf%HingeEfficiency \* pf%DeflectionEfficiency

        end function FlapEffectiveness

        subroutine DeallocateArrays(pf)

            type(Planform), intent(inout) :: pf

            if (pf%IsAllocated) then

                deallocate(pf%BigC)

                deallocate(pf%BigC\_Inv)

                deallocate(pf%a)

                deallocate(pf%b)

                deallocate(pf%c)

                deallocate(pf%d)

                deallocate(pf%BigA)

                deallocate(pf%Omega)

                pf%IsAllocated = .false.

            end if

        end subroutine DeallocateArrays

        subroutine AllocateArrays(pf)

            type(Planform), intent(inout) :: pf

            if (pf%IsAllocated) call DeallocateArrays(pf)

            allocate(pf%BigC(pf%NNodes, pf%NNodes))

            allocate(pf%BigC\_Inv(pf%NNodes, pf%NNodes))

            allocate(pf%a(pf%NNodes))

            allocate(pf%b(pf%NNodes))

            allocate(pf%c(pf%NNodes))

            allocate(pf%d(pf%NNodes))

            allocate(pf%BigA(pf%NNodes))

            allocate(pf%Omega(pf%NNodes))

            pf%IsAllocated = .true.

        end subroutine AllocateArrays

end module class\_Planform

module LiftingLineSetters

    use class\_Planform

    implicit none

contains

    subroutine InitPlanform(pf)

        type(Planform), intent(inout) :: pf

        call SetParallelHingeLine(pf)

    end subroutine InitPlanform

    ! Planform Parameters

    subroutine SetWingType(pf, wingType)

        type(Planform), intent(inout) :: pf

        integer, intent(in) :: wingType

        if (pf%WingType /= wingType) then

            pf%WingType = wingType

            call DeallocateArrays(pf)

            if (pf%WingType == Combination) then

                call SetCombinationWingCoefficients(pf)

            else if (pf%ParallelHingeLine) then

                call SetParallelHingeLine(pf)

            end if

            if (pf%WingType == Elliptic) then

                pf%WashoutDistribution = Linear

            end if

        end if

    end subroutine SetWingType

    subroutine SetWashoutDistribution(pf, washoutDist)

        type(Planform), intent(inout) :: pf

        integer, intent(in) :: washoutDist

        if (pf%WingType /= Elliptic .and. pf%WashoutDistribution /= washoutDist) then

            pf%WashoutDistribution = washoutDist

            call DeallocateArrays(pf)

        end if

    end subroutine SetWashoutDistribution

    subroutine SetTransitionPoint(pf, tp)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: tp

        if (Compare(pf%TransitionPoint, tp, zero) /= 0) then

            pf%TransitionPoint = tp

            call DeallocateArrays(pf)

            call SetCombinationWingCoefficients(pf)

        end if

    end subroutine SetTransitionPoint

    subroutine SetTransitionChord(pf, tc)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: tc

        if (Compare(pf%TransitionChord, tc, zero) /= 0) then

            pf%TransitionChord = tc

            call DeallocateArrays(pf)

            call SetCombinationWingCoefficients(pf)

        end if

    end subroutine SetTransitionChord

    subroutine SetCombinationWingCoefficients(pf)

        type(Planform), intent(inout) :: pf

        real\*8 :: u, asin\_u

        pf%C1 = pf%TransitionPoint

        pf%C2 = (1.0d0 - pf%TransitionChord) / pf%C1

        pf%C4 = (pf%C1 - 0.25d0 \* pf%C2) / (pf%C1 \* pf%C2 - pf%C2 + 1.0d0)

        u = (pf%C1 - pf%C4) / (0.5d0 - pf%C4)

        asin\_u = asin(u)

        pf%C3 = (1.0d0 - pf%C1 \* pf%C2) / sqrt(1.0d0 - u\*\*2)

        pf%C5 = 1.0d0 / (pf%AspectRatio \* (2.0d0 \* pf%C1 - pf%C1\*\*2 \* pf%C2 + &

            & 0.5d0 \* pf%C3 \* (0.5d0 - pf%C4) \* (pi - 2.0d0 \* asin\_u - &

            & sin(2.0d0 \* asin\_u))))

        if (pf%ParallelHingeLine) then

            call SetParallelHingeLine(pf)

        end if

    end subroutine SetCombinationWingCoefficients

    logical function AreCombinationWingCoefficientsValid(pf) result(isValid)

        type(Planform), intent(in) :: pf

        real\*8 :: u, d1, d2

        u = (pf%C1 - pf%C4) / (0.5d0 - pf%C4)

        d1 = -pf%C2

        d2 = -(pf%C3 \* u) / (sqrt(1.0d0 - u\*\*2) \* (0.5d0 - pf%C4))

        if (Compare(pf%C1, 0.0d0, zero) /= 1 .and. &

            & Compare(pf%C1, 0.5d0, zero) /= -1) then

            isValid = .false.

        else if (Compare(pf%C1 \* pf%C2 - pf%C2 + 1.0d0, 0.0d0, zero) == 0) then

            isValid = .false.

        else if (Compare(pf%C4, 0.5d0, zero) == 0) then

            isValid = .false.

        else if (Compare(dabs(u), 1.0d0, zero) /= -1) then

            isValid = .false.

        else if (Compare(d1, d2, zero) /= 0) then

            isValid = .false.

        else

            isValid = .true.

        end if

    end function AreCombinationWingCoefficientsValid

    subroutine SetNNodes(pf, npss)

        type(Planform), intent(inout) :: pf

        integer, intent(in) :: npss

        integer :: nnodes

        nnodes = npss \* 2 - 1

        if (pf%NNodes /= nnodes) then

            pf%NNodes = nnodes

            call DeallocateArrays(pf)

        end if

    end subroutine SetNNodes

    subroutine SetAspectRatio(pf, ra)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: ra

        if (Compare(pf%AspectRatio, ra, zero) /= 0) then

            pf%AspectRatio = ra

            call DeallocateArrays(pf)

        end if

    end subroutine SetAspectRatio

    subroutine SetTaperRatio(pf, rt)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: rt

        if (Compare(pf%TaperRatio, rt, zero) /= 0) then

            pf%TaperRatio = rt

            call DeallocateArrays(pf)

            if (pf%ParallelHingeLine) then

                call SetParallelHingeLine(pf)

            end if

        end if

    end subroutine SetTaperRatio

    subroutine SetSectionLiftSlope(pf, cla\_sec)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: cla\_sec

        if (Compare(pf%SectionLiftSlope, cla\_sec, zero) /= 0) then

            pf%SectionLiftSlope = cla\_sec

            call DeallocateArrays(pf)

        end if

    end subroutine SetSectionLiftSlope

    subroutine SetAileronRoot(pf, ar)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: ar

        if (Compare(pf%AileronRoot, ar, zero) /= 0) then

            pf%AileronRoot = ar

            call DeallocateArrays(pf)

        end if

    end subroutine SetAileronRoot

    subroutine SetAileronTip(pf, at)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: at

        if (Compare(pf%AileronTip, at, zero) /= 0) then

            pf%AileronTip = at

            call DeallocateArrays(pf)

        end if

    end subroutine SetAileronTip

    subroutine SetParallelHingeLine(pf)

        type(Planform), intent(inout) :: pf

        real\*8 :: cfc\_root\_par

        pf%ParallelHingeLine = .true.

        cfc\_root\_par = ParallelRootFlapFraction(pf)

        if (Compare(pf%FlapFractionRoot, cfc\_root\_par, zero) /= 0) then

            pf%FlapFractionRoot = cfc\_root\_par

            call DeallocateArrays(pf)

        end if

    end subroutine SetParallelHingeLine

    subroutine SetFlapFractionRoot(pf, cfc\_root)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: cfc\_root

        pf%ParallelHingeLine = .false.

        pf%DesiredFlapFractionRoot = cfc\_root

        if (Compare(pf%FlapFractionRoot, cfc\_root, zero) /= 0) then

            pf%FlapFractionRoot = cfc\_root

            call DeallocateArrays(pf)

        end if

    end subroutine SetFlapFractionRoot

    subroutine SetFlapFractionTip(pf, cfc\_tip)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: cfc\_tip

        if (Compare(pf%FlapFractionTip, cfc\_tip, zero) /= 0) then

            pf%FlapFractionTip = cfc\_tip

            call DeallocateArrays(pf)

            if (pf%ParallelHingeLine) then

                call SetParallelHingeLine(pf)

            end if

        end if

    end subroutine SetFlapFractionTip

    subroutine SetHingeEfficiency(pf, eff\_hinge)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: eff\_hinge

        if (Compare(pf%HingeEfficiency, eff\_hinge, zero) /= 0) then

            pf%HingeEfficiency = eff\_hinge

            call DeallocateArrays(pf)

        end if

    end subroutine SetHingeEfficiency

    subroutine SetDeflectionEfficiency(pf, eff\_def)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: eff\_def

        if (Compare(pf%DeflectionEfficiency, eff\_def, zero) /= 0) then

            pf%DeflectionEfficiency = eff\_def

            call DeallocateArrays(pf)

        end if

    end subroutine SetDeflectionEfficiency

    subroutine ToggleOutputMatricies(pf)

        type(Planform), intent(inout) :: pf

        pf%OutputMatrices = .not. pf%OutputMatrices

    end subroutine ToggleOutputMatricies

    subroutine SetFileName(pf, filename)

        type(Planform), intent(inout) :: pf

        character\*80, intent(in) :: filename

        pf%FileName = trim(filename)

    end subroutine SetFileName

    ! Operating Conditions

    subroutine SetAngleOfAttack(pf, alpha)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: alpha

        pf%SpecifyAlpha = .true.

        pf%DesiredAngleOfAttack = alpha \* pi / 180.0d0

        pf%AngleOfAttack = pf%DesiredAngleOfAttack

        if (pf%UseOptimumWashout) then

            call SetOptimumWashout(pf)

        end if

        pf%LiftCoefficient = CL1(pf%CLa, pf%AngleOfAttack, pf%EW, pf%Washout)

    end subroutine SetAngleOfAttack

    subroutine SetLiftCoefficient(pf, cl)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: cl

        pf%SpecifyAlpha = .false.

        pf%DesiredLiftCoefficient = cl

        pf%LiftCoefficient = pf%DesiredLiftCoefficient

        if (pf%UseOptimumWashout) then

            call SetOptimumWashout(pf)

        end if

        pf%AngleOfAttack = RootAlpha(pf%CLa, pf%LiftCoefficient, pf%EW, pf%Washout)

    end subroutine SetLiftCoefficient

    subroutine SetAileronDeflection(pf, da)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: da

        pf%AileronDeflection = da \* pi / 180.0d0

    end subroutine SetAileronDeflection

    subroutine SetWashout(pf, washout)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: washout

        pf%DesiredWashout = washout \* pi / 180.0d0

        pf%Washout = pf%DesiredWashout

        pf%UseOptimumWashout = .false.

        if (pf%SpecifyAlpha) then

            pf%LiftCoefficient = CL1(pf%CLa, pf%AngleOfAttack, pf%EW, pf%Washout)

        else

            pf%AngleOfAttack = RootAlpha(pf%CLa, pf%LiftCoefficient, pf%EW, pf%Washout)

        end if

    end subroutine SetWashout

    subroutine SetOptimumWashout(pf)

        type(Planform), intent(inout) :: pf

        logical :: cont

        integer :: i

        real\*8 :: oldCL, newCL, resCL

        real\*8 :: oldOmega, newOmega, resOmega

        if (pf%SpecifyAlpha) then

            oldCL = pf%LiftCoefficient

            oldOmega = pf%Washout

            cont = .true.

            i = 0

            do while (i < 100 .or. (cont .and. i < 1000))

                i = i + 1

                newOmega = OptimumWashout1(pf%KDL, oldCL, pf%KDW, pf%CLa)

                newCL = CL1(pf%CLa, pf%AngleOfAttack, pf%EW, newOmega)

                resCL = Residual(oldCL, newCL)

                resOmega = Residual(oldOmega, newOmega)

                cont = (Compare(resCL, 0.0d0, zero) /= 0 .or. Compare(resOmega, 0.0d0, zero) /= 0)

                oldOmega = newOmega

                oldCL = newCL

            end do

            if (i >= 1000) then

                stop "\*\*\* Max number of convergence iterations reached! \*\*\*"

            else

                pf%LiftCoefficient = newCL

                pf%OptimumWashout1 = newOmega

            end if

        end if

        pf%OptimumWashout1 = OptimumWashout1(pf%KDL, pf%LiftCoefficient, &

            & pf%KDW, pf%CLa)

        if (pf%WashoutDistribution == Optimum) then

            pf%OptimumWashout2 = OptimumWashout2(pf, pf%LiftCoefficient, &

                pf%AspectRatio, pf%SectionLiftSlope)

        end if

        pf%Washout = pf%OptimumWashout1

        pf%UseOptimumWashout = .true.

        if (.not. pf%SpecifyAlpha) then

            pf%AngleOfAttack = RootAlpha(pf%CLa, pf%LiftCoefficient, pf%EW, pf%Washout)

        end if

    end subroutine SetOptimumWashout

    subroutine SetRollingRate(pf, rollingrate)

        type(Planform), intent(inout) :: pf

        real\*8, intent(in) :: rollingrate

        pf%DesiredRollingRate = rollingrate

        pf%RollingRate = rollingrate

        pf%UseSteadyRollingRate = .false.

    end subroutine

    subroutine SetSteadyRollingRate(pf)

        type(Planform), intent(inout) :: pf

        real\*8 :: steady\_pbar

        pf%RollingRate = SteadyRollingRate(pf)

        pf%UseSteadyRollingRate = .true.

    end subroutine SetSteadyRollingRate

    real\*8 function ParallelRootFlapFraction(pf) result(cfc\_root\_par)

        type(Planform), intent(in) :: pf

        real\*8 :: cb\_root, cfc\_root

        real\*8 :: cb\_tip, cfc\_tip

        cb\_tip = c\_over\_b\_zb(pf, pf%AileronTip)

        cfc\_tip = pf%FlapFractionTip

        cb\_root = c\_over\_b\_zb(pf, pf%AileronRoot)

        cfc\_root\_par = 0.75d0 - cb\_tip / cb\_root \* (0.75d0 - cfc\_tip)

    end function ParallelRootFlapFraction

    real\*8 function RootAlpha(cla, cl, ew, omega) result(alpha)

        real\*8, intent(in) :: cla

        real\*8, intent(in) :: cl

        real\*8, intent(in) :: ew

        real\*8, intent(in) :: omega

        alpha = cl / cla + ew \* omega

    end function RootAlpha

    real\*8 function SteadyRollingRate(pf) result(pbar\_steady)

        type(Planform), intent(in) :: pf

        ! Calculate steady dimensionless rolling rate (Eq. 1.8.59)

        pbar\_steady = -pf%CRM\_da / pf%CRM\_pbar \* pf%AileronDeflection

    end function SteadyRollingRate

    real\*8 function OptimumWashout1(kdl, cl, kdw, cla) result(ow1)

        real\*8, intent(in) :: kdl

        real\*8, intent(in) :: cl

        real\*8, intent(in) :: kdw

        real\*8, intent(in) :: cla

        ow1 = (kdl \* cl) / (2.0d0 \* kdw \* cla)

    end function OptimumWashout1

    real\*8 function OptimumWashout2(pf, cl, ra, ls) result(ow2)

        type(Planform), intent(in) :: pf

        real\*8, intent(in) :: cl

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: ls

        ow2 = (4.0d0 \* cl) / (pi \* ra \* ls \* c\_over\_b(pf, pi / 2.0d0))

    end function OptimumWashout2

    real\*8 function CL1(cla, alpha, ew, w) result(cl)

        real\*8, intent(in) :: cla

        real\*8, intent(in) :: alpha

        real\*8, intent(in) :: ew

        real\*8, intent(in) :: w

        cl = cla \* (alpha - ew \* w)  ! Eq. 1.8.24

    end function CL1

    real\*8 function CL2(ra, bigA1) result(cl)

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: bigA1

        cl = pi \* ra \* bigA1  ! Eq. 1.8.5

    end function CL2

    real\*8 function CDi1(pf) result(cdi)

        type(Planform), intent(in) :: pf

        cdi = (pf%CL1\*\*2 \* (1.0d0 + pf%KD) - pf%KDL \* pf%CL1 \* pf%CLa \* pf%Washout + &

            & pf%KDW \* (pf%CLa \* pf%Washout)\*\*2) / (pi \* pf%AspectRatio)

    end function CDi1

    real\*8 function CDi2(pf) result(cdi)

        type(Planform), intent(in) :: pf

        integer :: i

        cdi = 0.0d0

        do i = 1, pf%NNodes

            cdi = cdi + real(i, 8) \* pf%BigA(i)\*\*2

        end do

        cdi = cdi \* pi \* pf%AspectRatio

    end function CDi2

    real\*8 function CDi3(pf) result(cdi)

        type(Planform), intent(in) :: pf

        integer :: i

        real\*8 :: ri

        cdi = 0.0d0

        do i = 1, pf%NNodes

            ri = real(i, 8)

            cdi = cdi + ri \* pf%BigA(i)\*\*2

        end do

        cdi = (cdi - 0.5d0 \* pf%RollingRate \* pf%BigA(2)) \* pi \* pf%AspectRatio

    end function CDi3

end module LiftingLineSetters

module matrix

    implicit none

contains

    subroutine matinv\_gauss(n, mat, mat\_inv)

        integer, intent(in) :: n

        real\*8, intent(in) :: mat(n,n)

        real\*8, intent(out) :: mat\_inv(n,n)

        real\*8 :: b(n, n), c, d, temp(n)

        integer :: i, j, k, m, imax(1), ipvt(n)

        b = mat

        ipvt = (/ (i, i=1, n) /)

        do k = 1, n

            imax = maxloc(abs(b(k:n, k)))

            m = k - 1 + imax(1)

            if (m /= k) then

                ipvt( (/m, k/) ) = ipvt( (/k, m/) )

                b( (/m, k/), :) = b( (/k, m/), :)

            end if

            d = 1.0d0 / b(k, k)

            temp = b(:, k)

            do j = 1, n

                c = b(k, j) \* d

                b(:, j) = b(:, j) - temp \* c

                b(k, j) = c

            end do

            b(:, k) = temp \* (-d)

            b(k, k) = d

        end do

        mat\_inv(:, ipvt) = b

    end subroutine matinv\_gauss

    subroutine printmat(u, m, n, mat)

        integer, intent(in) :: u

        integer, intent(in) :: m

        integer, intent(in) :: n

        real\*8, intent(in) :: mat(m, n)

        integer :: i, j

        character\*80 :: format\_string

        if (u == 6) then

            write(format\_string, '(a, i10, a)') "(", n, "(F9.5, 2x))"

        else

            write(format\_string, '(a, i10, a)') "(", n, "(F24.15, 2x))"

        end if

        do i = 1, m

            write(u, format\_string) (mat(i, j), j=1, n)

        end do

    end subroutine printmat

end module matrix

module LiftingLineSolver

    use class\_Planform

    use LiftingLineSetters

    use LiftingLineOutput

    use matrix

    implicit none

contains

    subroutine ComputeCMatrixAndCoefficients(pf)

        type(Planform), intent(inout) :: pf

        write(6, '(a)') "Calculating C matrix and Fourier coefficients, please wait..."

        write(6, '(a, a, a)') "Estimated calculation time: ", &

            & trim(FormatReal(pf%NNodes\*\*2 \* 1.0d-5, 3)), " seconds"

        write(6, \*)

        if (.not. pf%IsAllocated) then

            if (pf%WingType == Combination) then

                call SetCombinationWingCoefficients(pf)

            end if

            call AllocateArrays(pf)

            call ComputeC(pf, pf%BigC)

            call ComputeCInverse(pf, pf%BigC\_Inv)

            call ComputeFourierCoefficients\_a(pf, pf%a)

            call ComputeFourierCoefficients\_b(pf, pf%b, pf%Omega)

            call ComputeFourierCoefficients\_c(pf, pf%c)

            call ComputeFourierCoefficients\_d(pf, pf%d)

            call ComputeLiftCoefficientParameters(pf)

            call ComputeDragCoefficientParameters(pf)

            call ComputeRollCoefficientParameters(pf)

            call ComputeFlightConditions(pf)

        end if

    end subroutine ComputeCMatrixAndCoefficients

    subroutine ComputeFourierCoefficients\_a(pf, a)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: a(pf%NNodes)

        real\*8 :: ones(pf%NNodes)

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        ones = (/ (1.0d0, i=1, nnodes) /)

        if (pf%WingType == Tapered .and. Compare(pf%TaperRatio, 0.0d0, zero) == 0) then

            ones(1) = 0.0d0

            ones(nnodes) = 0.0d0

        end if

        a = matmul(pf%BigC\_Inv, ones)

    end subroutine ComputeFourierCoefficients\_a

    subroutine ComputeFourierCoefficients\_b(pf, b, omega)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: b(pf%NNodes)

        real\*8, intent(out) :: omega(pf%NNodes)

        real\*8 :: croot\_over\_b, theta

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        if (pf%WashoutDistribution == Linear) then

            omega = (/ (dabs(cos(theta\_i(i, nnodes))), i=1, nnodes) /)

            if (pf%WingType == Tapered .and. Compare(pf%TaperRatio, 0.0d0, zero) == 0) then

                omega(1) = 0.0d0

                omega(nnodes) = 0.0d0

            end if

        else if (pf%WashoutDistribution == Optimum) then

            croot\_over\_b = c\_over\_b(pf, pi / 2.0d0)

            do i = 1, nnodes

                theta = theta\_i(i, nnodes)

                omega(i) = 1.0d0 - sin(theta) / (c\_over\_b(pf, theta) / croot\_over\_b)

            end do

            if (pf%WingType == Combination) then

                omega(1) = 1.0d0 - sqrt(1.0d0 - 2.0d0 \* pf%C4) / pf%C3

                omega(nnodes) = omega(1)

            else if (pf%WingType == Tapered .and. Compare(pf%TaperRatio, 0.0d0, zero) == 0) then

                omega(1) = 2.0d0

                omega(nnodes) = 2.0d0

            end if

        else

            write(6, '(a)') "Unknown washout distribution type!"

            stop

        end if

        b = matmul(pf%BigC\_Inv, omega)

    end subroutine ComputeFourierCoefficients\_b

    subroutine ComputeFourierCoefficients\_c(pf, c)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: c(pf%NNodes)

        real\*8 :: chi(pf%NNodes)

        real\*8 :: zbi

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        do i = 1, nnodes

            zbi = z\_over\_b\_i(i, nnodes)

            chi(i) = -sign(FlapEffectiveness(pf, i), zbi)

        end do

        if (pf%WingType == Tapered .and. Compare(pf%TaperRatio, 0.0d0, zero) == 0) then

            chi(1) = 0.0d0

            chi(nnodes) = 0.0d0

        end if

        c = matmul(pf%BigC\_Inv, chi)

    end subroutine ComputeFourierCoefficients\_c

    subroutine ComputeFourierCoefficients\_d(pf, d)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: d(pf%NNodes)

        real\*8 :: cos\_theta(pf%NNodes)

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        cos\_theta = (/ (cos(theta\_i(i, nnodes)), i=1, nnodes) /)

        if (pf%WingType == Tapered .and. Compare(pf%TaperRatio, 0.0d0, zero) == 0) then

            cos\_theta(1) = 0.0d0

            cos\_theta(nnodes) = 0.0d0

        end if

        d = matmul(pf%BigC\_Inv, cos\_theta)

    end subroutine ComputeFourierCoefficients\_d

    subroutine ComputeBigACoefficients(pf, bigA)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: bigA(pf%NNodes)

        integer :: i

        do i = 1, pf%NNodes

            bigA(i) = pf%a(i) \* pf%AngleOfAttack - pf%b(i) \* pf%Washout + &

                & pf%c(i) \* pf%AileronDeflection + pf%d(i) \* pf%RollingRate

        end do

    end subroutine ComputeBigACoefficients

    subroutine ComputeLiftCoefficientParameters(pf)

        type(Planform), intent(inout) :: pf

        pf%KL = Kappa\_L(pf%AspectRatio, pf%SectionLiftSlope, pf%a(1))

        pf%EW = Epsilon\_Omega(pf%a(1), pf%b(1))

        pf%CLa = C\_L\_alpha(pf%AspectRatio, pf%a(1))

    end subroutine ComputeLiftCoefficientParameters

    subroutine ComputeDragCoefficientParameters(pf)

        type(Planform), intent(inout) :: pf

        pf%KD = Kappa\_D(pf%NNodes, pf%a)

        pf%ES = SpanEfficiencyFactor(pf%KD)

        pf%KDL = Kappa\_DL(pf%NNodes, pf%a, pf%b)

        pf%KDW = Kappa\_DOmega(pf%NNodes, pf%a, pf%b)

    end subroutine ComputeDragCoefficientParameters

    subroutine ComputeRollCoefficientParameters(pf)

        type(Planform), intent(inout) :: pf

        pf%CRM\_da = CRM\_dAlpha(pf%AspectRatio, pf%c(2))

        pf%CRM\_pbar = CRM\_PBar(pf%AspectRatio, pf%d(2))

    end subroutine ComputeRollCoefficientParameters

    real\*8 function Kappa\_L(ra, cla\_section, a1) result(kl)

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: cla\_section

        real\*8, intent(in) :: a1

        kl = 1.0d0 / ((1.0d0 + pi \* ra / cla\_section) \* a1) - 1.0d0

    end function Kappa\_L

    real\*8 function Epsilon\_Omega(a1, b1) result(ew)

        real\*8, intent(in) :: a1

        real\*8, intent(in) :: b1

        ew = b1 / a1

    end function Epsilon\_Omega

    real\*8 function C\_L\_alpha(ra, a1) result(cla)

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: a1

        cla = pi \* ra \* a1

    end function C\_L\_alpha

    real\*8 function Kappa\_D(nnodes, a) result(kd)

        integer, intent(in) :: nnodes

        real\*8, intent(in) :: a(nnodes)

        integer :: i

        kd = 0.0d0

        do i = 2, nnodes

            kd = kd + real(i, 8) \* (a(i) / a(1))\*\*2

        end do

    end function Kappa\_D

    real\*8 function SpanEfficiencyFactor(kd) result(es)

        real\*8, intent(in) :: kd

        es = 1.0d0 / (1.0d0 + kd)

    end function SpanEfficiencyFactor

    real\*8 function Kappa\_DL(nnodes, a, b) result (kdl)

        integer, intent(in) :: nnodes

        real\*8, intent(in) :: a(nnodes)

        real\*8, intent(in) :: b(nnodes)

        integer :: i

        kdl = 0.0d0

        do i = 2, nnodes

            kdl = kdl + real(i, 8) \* a(i) / a(1) \* &

                & (b(i) / b(1) - a(i) / a(1))

        end do

        kdl = kdl \* 2.0d0 \* b(1) / a(1)

    end function Kappa\_DL

    real\*8 function Kappa\_DOmega(nnodes, a, b) result(kdw)

        integer, intent(in) :: nnodes

        real\*8, intent(in) :: a(nnodes)

        real\*8, intent(in) :: b(nnodes)

        integer :: i

        kdw = 0.0d0

        do i = 2, nnodes

            kdw = kdw + real(i, 8) \* (b(i) / b(1) - a(i) / a(1))\*\*2

        end do

        kdw = kdw \* (b(1) / a(1))\*\*2

    end function Kappa\_DOmega

    real\*8 function CRM\_dAlpha(ra, c2) result(crmda)

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: c2

        crmda = -pi \* ra / 4.0d0 \* c2

    end function CRM\_dAlpha

    real\*8 function CRM\_PBar(ra, d2) result(crmpbar)

        real\*8, intent(in) :: ra

        real\*8, intent(in) :: d2

        crmpbar = -pi \* ra / 4.0d0 \* d2

    end function CRM\_PBar

    subroutine ComputeFlightConditions(pf)

        type(Planform), intent(inout) :: pf

        ! Make sure planform characteristics have been computed

        if (.not. pf%IsAllocated) then

            call ComputeCMatrixAndCoefficients(pf)

        end if

        ! Compute root aerodynamic angle of attack, if necessary

        if (.not. pf%SpecifyAlpha) then

            pf%AngleOfAttack = RootAlpha(pf%CLa, pf%LiftCoefficient, pf%EW, pf%Washout)

        else

            pf%LiftCoefficient = CL1(pf%CLa, pf%AngleOfAttack, pf%EW, pf%Washout)

        end if

        ! Compute optimum total washout, if necessary

        if (pf%UseOptimumWashout) then

            call SetOptimumWashout(pf)

        else

            call SetWashout(pf, pf%DesiredWashout \* 180.0d0 / pi)

        end if

        ! Compute steady rolling rate, if necessary

        if (pf%UseSteadyRollingRate) then

            call SetSteadyRollingRate(pf)

        end if

        ! Compute BigA Fourier Coefficients

        call ComputeBigACoefficients(pf, pf%BigA)

        ! Compute lift coefficients

        call ComputeLiftCoefficients(pf)

        ! Compute drag coefficient

        call ComputeDragCoefficients(pf)

        ! Compute roll coefficient

        pf%CRM = CRoll(pf%CRM\_da, pf%CRM\_pbar, pf%AileronDeflection, pf%RollingRate)

        ! Compute yaw coefficient

        pf%CYM = CYaw(pf, pf%CL1, pf%BigA)

    end subroutine ComputeFlightConditions

    subroutine ComputeLiftCoefficients(pf)

        type(Planform), intent(inout) :: pf

        pf%CL1 = CL1(pf%CLa, pf%AngleOfAttack, pf%EW, pf%Washout)

        pf%CL2 = CL2(pf%AspectRatio, pf%BigA(1))

    end subroutine ComputeLiftCoefficients

    subroutine ComputeDragCoefficients(pf)

        type(Planform), intent(inout) :: pf

        pf%CDi1 = CDi1(pf)

        pf%CDi2 = CDi2(pf)

        pf%CDi3 = CDi3(pf)

    end subroutine ComputeDragCoefficients

    real\*8 function CRoll(crmda, crmpbar, da, pbar) result(crm)

        real\*8, intent(in) :: crmda

        real\*8, intent(in) :: crmpbar

        real\*8, intent(in) :: da

        real\*8, intent(in) :: pbar

        crm = crmda \* da + crmpbar \* pbar

    end function CRoll

    real\*8 function CYaw(pf, cl, bigA) result(cym)

        type(Planform), intent(in) :: pf

        real\*8, intent(in) :: cl

        real\*8, intent(in) :: bigA(pf%NNodes)

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        cym = cl / 8.0d0 \* (6.0d0 \* bigA(2) - pf%RollingRate) + &

            & pi \* pf%AspectRatio / 8.0d0 \* (10.0d0 \* bigA(2) - &

            & pf%RollingRate) \* bigA(3)

        do i = 4, nnodes

            cym = cym + 0.25d0 \* pi \* pf%AspectRatio \* &

                & (2.0d0 \* real(i, 8) - 1.0d0) \* bigA(i-1) \* bigA(i)

        end do

    end function CYaw

    subroutine ComputeC(pf, c)

        type(Planform), intent(in) :: pf

        real\*8, intent(inout) :: c(pf%NNodes, pf%NNodes)

        integer :: i

        integer :: nnodes

        nnodes = pf%NNodes

        ! Compute values for i=1, i=N

        call C1j\_Nj(c, pf)

        ! Compute values for i=2 to i=N-1

        do i = 2, nnodes-1

            call Cij(c, i, pf)

        end do

    end subroutine ComputeC

    subroutine ComputeCInverse(pf, c\_inv)

        type(Planform), intent(in) :: pf

        real\*8, intent(inout) :: c\_inv(pf%NNodes, pf%NNodes)

        call matinv\_gauss(pf%NNodes, pf%BigC, c\_inv)

    end subroutine ComputeCInverse

    subroutine C1j\_Nj(c, pf)

        real\*8, dimension(:,:), intent(inout) :: c

        type(Planform), intent(in) :: pf

        integer :: j

        integer :: jsq

        integer :: nnode

        real\*8 :: cb0

        nnode = pf%NNodes

        do j = 1, nnode

            jsq = j\*\*2

            c(1, j) = real(jsq, 8)

            c(nnode, j) = real((-1)\*\*(j + 1) \* jsq, 8)

        end do

        cb0 = c\_over\_b(pf, pi)

        if (dabs(cb0) < 1.0d-10) then

            call C1j\_Nj\_zero\_chord(c, pf)

        end if

    end subroutine C1j\_Nj

    subroutine Cij(c, i, pf)

        real\*8, dimension(:,:), intent(inout) :: c

        integer, intent(in) :: i

        type(Planform), intent(in) :: pf

        integer :: j

        integer :: nnode

        real\*8 :: theta

        real\*8 :: cb

        real\*8 :: sin\_theta

        nnode = pf%NNodes

        theta = theta\_i(i, nnode)

        cb = c\_over\_b\_i(pf, i)

        sin\_theta = sin(theta)

        do j = 1, nnode

            c(i, j) = (4.0d0 / (pf%SectionLiftSlope \* cb) + &

                & real(j, 8) / sin\_theta) \* sin(real(j, 8) \* theta)

        end do

    end subroutine Cij

    subroutine C1j\_Nj\_zero\_chord(c, pf)

        real\*8, dimension(:,:), intent(inout) :: c

        type(Planform), intent(in) :: pf

        integer :: j, n

        n = pf%NNodes

        if (pf%WingType == Tapered) then

            do j = 1, n

                c(1, j) = 2.0d0 \* pf%AspectRatio \* (1.0d0 + real(j, 8))

                c(n, j) = real((-1)\*\*(j + 1), 8) \* c(1, j)

            end do

        else if (pf%WingType == Elliptic) then

            do j = 1, n

                c(1, j) = c(1, j) + real(j, 8) \* pi \* &

                    & pf%AspectRatio / pf%SectionLiftSlope

                c(n, j) = c(n, j) + real((-1)\*\*(j + 1) \* j, 8) \* pi \* &

                    & pf%AspectRatio / pf%SectionLiftSlope

            end do

        else if (pf%WingType == Combination) then

            ! TODO: Add code for combination wing type

            do j = 1, n

                c(1, j) = c(1, j) + 4.0d0 \* real(j, 8) \* &

                    & sqrt(1.0d0 - 2.0d0 \* pf%C4) / &

                    & (pf%C3 \* pf%C5 \* pf%SectionLiftSlope)

                c(n, j) = c(n, j) + 4.0d0 \* real((-1)\*\*(j + 1) \* j, 8) \* &

                    & sqrt(1.0d0 - 2.0d0 \* pf%C4) / &

                    & (pf%C3 \* pf%C5 \* pf%SectionLiftSlope)

            end do

        else

            stop "\*\*\* Unknown Wing Type \*\*\*"

        end if

    end subroutine C1j\_Nj\_zero\_chord

end module LiftingLineSolver

module LiftingLineOutput

    use Utilities

    use class\_Planform

    use LiftingLineSetters

    use matrix

    implicit none

contains

    subroutine OutputHeader()

        integer :: i

        write(6, ('(80a)')) ("\*", i=1, 80)

        write(6, '(34x, a)') "Pralines v1.0"

        write(6, \*)

        write(6, '(28x, a)') "Author: Josh Hodson"

        write(6, '(28x, a)') "Release Date: 20 Nov 2013"

        write(6, \*)

        write(6, ('(80a)')) ("\*", i=1, 80)

    end subroutine OutputHeader

    subroutine OutputPlanform(pf)

        type(Planform), intent(in) :: pf

        ! Open a clean file for output

        open(unit=10, file=pf%FileName)

        ! Output the planform summary to output file

        call OutputPlanformSummary(10, pf)

        ! Output C matrix and fourier coefficients to output file

        if (pf%OutputMatrices) then

            call OutputC(10, pf%NNodes, pf%BigC)

            call OutputCInverse(10, pf%NNodes, pf%BigC\_Inv)

            call OutputFourierCoefficients(10, pf)

        end if

        ! Close the output file

        close(unit=10)

    end subroutine OutputPlanform

    subroutine OutputLiftCoefficientParameters(u, pf)

        integer, intent(in) :: u  ! Output unit

        type(Planform), intent(in) :: pf

        write(u, '(a)') "Lift Coefficient Parameters:"

        write(u, '(2x, a, f20.15)') "KL    = ", pf%KL

        write(u, '(2x, a, f20.15)') "CL,a  = ", pf%CLa

        write(u, '(2x, a, f20.15)') "EW    = ", pf%EW

        write(u, \*)

    end subroutine OutputLiftCoefficientParameters

    subroutine OutputDragCoefficientParameters(u, pf)

        integer, intent(in) :: u  ! Output unit

        type(Planform), intent(in) :: pf

        write(u, '(a)') "Drag Coefficient Parameters:"

        write(u, '(2x, a, f20.15)') "KD    = ", pf%KD

        write(u, '(2x, a, f20.15)') "KDL   = ", pf%KDL

        write(u, '(2x, a, f20.15)') "KDW   = ", pf%KDW

        write(u, '(2x, a, f20.15)') "es    = ", pf%ES

        write(u, \*)

    end subroutine OutputDragCoefficientParameters

    subroutine OutputRollCoefficientParameters(u, pf)

        integer, intent(in) :: u  ! Output unit

        type(Planform), intent(in) :: pf

        write(u, '(a)') "Rolling Moment Coefficient Parameters:"

        write(u, '(2x, a, f20.15)') "Cl,da = ", pf%Crm\_da

        write(u, '(2x, a, f20.15)') "Cl,pb = ", pf%Crm\_pbar

        write(u, \*)

    end subroutine OutputRollCoefficientParameters

    subroutine OutputFlightConditions(pf)

        type(Planform), intent(in) :: pf

        ! Open the file and append flight conditions to end

        open(unit=10, file=pf%FileName, access="append")

        ! Output flight conditions to output file

        call OutputOperatingConditions(10, pf)

        call OutputFlightCoefficients(10, pf)

        ! Close the output file

        close(unit=10)

    end subroutine OutputFlightConditions

    subroutine OutputOperatingConditions(u, pf)

        integer, intent(in) :: u  ! Output unit

        type(Planform), intent(in) :: pf

        write(u, '(a15, 19x, 1x, a1, f20.15, 1x, a)') "Optimum washout", &

            & "=", pf%OptimumWashout1 \* 180.0d0 / pi, "degrees (Eq. 1.8.37)"

        if (pf%WashoutDistribution == Optimum) then

            write(u, '(a15, 19x, 1x, a1, f20.15, 1x, a)') "Optimum washout", &

                & "=", pf%OptimumWashout2 \* 180.0d0 / pi, "degrees (Eq. 1.8.42)"

        end if

        write(u, '(a28, 6x, 1x, a1, f20.15, 1x, a)') "Washout used in calculations", &

            & "=", pf%Washout \* 180.0d0 / pi, "degrees"

        write(u, '(a18, 16x, 1x, a1, f20.15, 1x, a)') &

            & "Aileron deflection", "=", &

            & pf%AileronDeflection \* 180.0d0 / pi, "degrees"

        write(u, '(a33, 1x, 1x, a1, f20.15)') &

            & "Steady dimensionless rolling rate", "=", SteadyRollingRate(pf)

        write(u, '(a31, 3x, 1x, a1, f20.15)') &

            & "Dimensionless rolling rate used", "=", pf%RollingRate

        write(u, '(a32, 2x, 1x, a1, f20.15, 1x, a)') &

            & "Root aerodynamic angle of attack", "=", &

            & pf%AngleOfAttack \* 180.0d0 / pi, "degrees"

        write(u, \*)

    end subroutine OutputOperatingConditions

    subroutine OutputFlightCoefficients(u, pf)

        integer, intent(in) :: u  ! Output unit

        type(Planform), intent(in) :: pf

        write(u, '(a)') "Flight Coefficients:"

        write(u, '(2x, a, f20.15, a)') "CL    = ", pf%CL1, " (Eq. 1.8.24)"

        write(u, '(2x, a, f20.15, a)') "CL    = ", pf%CL2, " (Eq. 1.8.5)"

        write(u, '(2x, a, f20.15, a)') "CDi   = ", pf%CDi1, " (Eq. 1.8.25)"

        write(u, '(2x, a, f20.15, a)') "CDi   = ", pf%CDi2, " (Eq. 1.8.6)"

        write(u, '(2x, a, f20.15, a)') "CDi   = ", pf%CDi3, " (Exact)"

        write(u, '(2x, a, f20.15)') "Croll = ", pf%CRM

        write(u, '(2x, a, f20.15)') "Cyaw  = ", pf%CYM

        write(u, \*)

    end subroutine OutputFlightCoefficients

    subroutine OutputPlanformSummary(u, pf)

        integer, intent(in) :: u

        type(Planform), intent(in) :: pf

        character\*80 :: fmt\_str

        integer :: len\_nnodes

        len\_nnodes = int(log10(real(pf%NNodes))) + 1

        write(fmt\_str, '(a,i1,a,i1,a)') "(2x, a15, 11x, 1x, a1, 3x, i", &

            & len\_nnodes, ", 1x, a, i", len\_nnodes, ",a)"

        write(u, '(a)') "Planform Summary:"

        ! Wing type

        write(u, '(2x, a9, 17x, 1x, a1, 3x, a)') "Wing type", "=", &

            & trim(GetWingType(pf))

        ! Number of nodes

        write(u, fmt\_str) "Number of nodes", "=", pf%NNodes, " (", &

            & (pf%NNodes + 1) / 2, " nodes per semispan)"

        ! Section Lift Slope

        write(u, '(2x, a26, 1x, a1, f20.15)') &

            & "Airfoil section lift slope", "=", pf%SectionLiftSlope

        ! Aspect Ratio

        write(u, '(2x, a12, 14x, 1x, a1, f20.15)') &

            & "Aspect Ratio", "=", pf%AspectRatio

        ! Taper Ratio

        if (pf%WingType == Tapered) then

            write(u, '(2x, a11, 15x, 1x, a1, f20.15)') &

                & "Taper Ratio", "=", pf%TaperRatio

        end if

        ! Transition from tapered to elliptic

        if (pf%WingType == Combination) then

            write(u, '(2x, a20, 6x, 1x, a1, f20.15)') "Transition Point z/b", &

                & "=", pf%TransitionPoint

            write(u, '(2x, a20, 6x, 1x, a1, f20.15)') "Transition Point c/croot", &

                & "=", pf%TransitionChord

        end if

        ! Washout distribution type

        if (pf%WingType /= Elliptic) then

            write(u, '(2x, a20, 6x, 1x, a1, 3x, a)') "Washout Distribution", &

                & "=", trim(GetWashoutDistributionType(pf))

        end if

        ! Location of aileron root, tip

        write(u, '(2x, a19, 7x, 1x, a1, f20.15)') &

            & "z/b at aileron root", "=", pf%AileronRoot

        write(u, '(2x, a18, 8x, 1x, a1, f20.15)') &

            & "z/b at aileron tip", "=", pf%AileronTip

        ! Flap fraction at aileron root, tip

        write(u, '(2x, a20, 6x, 1x, a1, f20.15)') &

            & "cf/c at aileron root", "=", pf%FlapFractionRoot

        write(u, '(2x, a19, 7x, 1x, a1, f20.15)') &

            & "cf/c at aileron tip", "=", pf%FlapFractionTip

        ! Hinge Efficiency Factor

        write(u, '(2x, a16, 10x, 1x, a1, f20.15)') &

            & "Hinge Efficiency", "=", pf%HingeEfficiency

        ! Deflection efficiency factor

        write(u, '(2x, a21, 5x, 1x, a1, f20.15)') &

            & "Deflection Efficiency", "=", pf%DeflectionEfficiency

        write(u, \*)

        call OutputLiftCoefficientParameters(u, pf)

        call OutputDragCoefficientParameters(u, pf)

        call OutputRollCoefficientParameters(u, pf)

    end subroutine OutputPlanformSummary

    subroutine OutputFourierCoefficients(u, pf)

        integer, intent(in) :: u

        type(Planform), intent(in) :: pf

        integer :: i

        write(u, '(a)') "Fourier Coefficients:"

        write(u, '(a3, 4(2x, a20))') &

            & "i", "a(i)", "b(i)", "c(i)", "d(i)"

        do i = 1, pf%NNodes

            write(u, '(i3, 4(2x, f20.15))') &

                & i, pf%a(i), pf%b(i), pf%c(i), pf%d(i)

        end do

        write(u, \*)

    end subroutine OutputFourierCoefficients

    subroutine OutputC(u, nnodes, c)

        integer, intent(in) :: u

        integer, intent(in) :: nnodes

        real\*8, intent(in) :: c(nnodes, nnodes)

        write(u, \*) "[C] Matrix:"

        call printmat(u, nnodes, nnodes, c)

        write(u, \*)

    end subroutine OutputC

    subroutine OutputCInverse(u, nnodes, c\_inv)

        integer, intent(in) :: u

        integer, intent(in) :: nnodes

        real\*8, intent(in) :: c\_inv(nnodes, nnodes)

        write(u, \*) "[C]^-1 Matrix:"

        call printmat(u, nnodes, nnodes, c\_inv)

        write(u, \*)

    end subroutine OutputCInverse

    subroutine OutputHingeLine(u, pf)

        integer, intent(in) :: u

        type(Planform), intent(in) :: pf

        integer :: i

        do i = 1, pf%NNodes

            write(u, '(i3, 2x, f20.15, 2x, f20.15)') i, z\_over\_b\_i(i, pf%NNodes), y\_i(pf, i)

        end do

    end subroutine OutputHingeLine

    subroutine PlotPlanform(pf)

        type(Planform), intent(in) :: pf

        integer :: i

        ! Generate temporary text file for plotting

        open(unit=11, file='planform.dat')

        write(11, '(a)') "$ Planform Geometry"

        ! Write data points for planform

        write(11, '(a)') "! Wing"

        do i=1, pf%NNodes

            write(11, '(f22.15, a, 2x, f22.15)') &

                & z\_over\_b\_i(i, pf%NNodes), ";", 0.25d0 \* c\_over\_b\_i(pf, i)

            write(11, '(f22.15, a, 2x, f22.15)') &

                & z\_over\_b\_i(i, pf%NNodes), ";", -0.75d0 \* c\_over\_b\_i(pf, i)

            write(11, '(f22.15, a, 2x, f22.15)') &

                & z\_over\_b\_i(i, pf%NNodes), ";", 0.25d0 \* c\_over\_b\_i(pf, i)

        end do

        do i=pf%NNodes, 1, -1

            write(11, '(f22.15, a, 2x, f22.15)') &

                & z\_over\_b\_i(i, pf%NNodes), ";", -0.75d0 \* c\_over\_b\_i(pf, i)

        end do

        write(11, '(f22.15, a, 2x, f22.15)') &

            & z\_over\_b\_i(1, pf%NNodes), ";", 0.25d0 \* c\_over\_b\_i(pf, 1)

        ! Write data points for right aileron

        write(11, '(a)') "$"

        write(11, '(a)') "! Right Aileron"

        write(11, '(f22.15, a, 2x, f22.15)') pf%AileronRoot, ";", &

            & -0.75d0 \* c\_over\_b\_zb(pf, pf%AileronRoot)

        write(11, '(f22.15, a, 2x, f22.15)') pf%AileronRoot, ";", &

            & (-0.75d0 + pf%FlapFractionRoot) \* c\_over\_b\_zb(pf, pf%AileronRoot)

        write(11, '(f22.15, a, 2x, f22.15)') pf%AileronTip, ";", &

            & (-0.75d0 + pf%FlapFractionTip) \* c\_over\_b\_zb(pf, pf%AileronTip)

        write(11, '(f22.15, a, 2x, f22.15)') pf%AileronTip, ";", &

            & -0.75d0 \* c\_over\_b\_zb(pf, pf%AileronTip)

        ! Write data points for left aileron

        write(11, '(a)') "$"

        write(11, '(a)') "! Left Aileron"

        write(11, '(f22.15, a, 2x, f22.15)') -pf%AileronRoot, ";", &

            & -0.75d0 \* c\_over\_b\_zb(pf, pf%AileronRoot)

        write(11, '(f22.15, a, 2x, f22.15)') -pf%AileronRoot, ";", &

            & (-0.75d0 + pf%FlapFractionRoot) \* c\_over\_b\_zb(pf, pf%AileronRoot)

        write(11, '(f22.15, a, 2x, f22.15)') -pf%AileronTip, ";", &

            & (-0.75d0 + pf%FlapFractionTip) \* c\_over\_b\_zb(pf, pf%AileronTip)

        write(11, '(f22.15, a, 2x, f22.15)') -pf%AileronTip, ";", &

            & -0.75d0 \* c\_over\_b\_zb(pf, pf%AileronTip)

        ! Close the geometry file

        close(unit=11)

        ! System call to plot planform

        call system('"C:\Program Files (x86)\ESPlot v1.3c\esplot.exe" ' &

& // '.\Output\planform.dat .\Templates\planform.qtp')

    end subroutine PlotPlanform

    subroutine PlotWashout(pf)

        type(Planform), intent(in) :: pf

        integer :: i

        open(unit=11, file='washout.dat')

        write(11, '(a)') "$ Dimensionless Washout Distribution"

        ! Write washout distribution

        do i = 1, pf%NNodes

            write(11, '(f22.15, a, 2x, f22.15)') &

                & z\_over\_b\_i(i, pf%NNodes), ";", pf%Omega(i)

        end do

        close(unit=11)

        call system('"C:\Program Files (x86)\ESPlot v1.3c\esplot.exe"  ' &

& // '.\Output\washout.dat .\Templates\washout.qtp')

    end subroutine PlotWashout

    subroutine PlotSectionLiftDistribution(pf)

        type(Planform), intent(in) :: pf

        integer :: i

        real\*8 :: zb, cl(pf%NNodes)

        call GetLiftDistribution(pf, cl)

        open(unit=11, file='liftdistribution.dat')

        write(11, '(a)') "$ Section Lift Distribution"

        do i = 1, pf%NNodes

            zb = z\_over\_b\_i(i, pf%NNodes)

            write(11, '(f22.15, a, 2x, f22.15)') zb, ";", cl(i)

        end do

        close(unit=11)

        call system('"C:\Program Files (x86)\ESPlot v1.3c\esplot.exe"  ' &

& // '.\Output\liftdistribution.dat .\Templates\liftdistribution.qtp')

    end subroutine PlotSectionLiftDistribution

    subroutine PlotNormalizedLiftCoefficient(pf)

        type(Planform), intent(in) :: pf

        integer :: i

        real\*8 :: zb, cb, cl1, cl\_over\_cl, cl(pf%NNodes)

        ! Don't normalize if CL1 == 0

        if (Compare(pf%CL1, 0.0d0, zero) == 0) then

            cl1 = 1.0d0

        else

            cl1 = pf%CL1

        end if

        call GetLiftDistribution(pf, cl)

        open(unit=11, file='liftcoefficient.dat')

        write(11, '(a)') "$ Normalized Section Lift Coefficient"

        do i = 1, pf%NNodes

            zb = z\_over\_b\_i(i, pf%NNodes)

            cb = c\_over\_b\_zb(pf, zb)

            if (Compare(cb, 0.0d0, zero) == 0) then

                if (Compare(cl(i), 0.0d0, zero) == 0) then

                    if (pf%WingType == Elliptic) then

                        cl\_over\_cl = NLC\_ZeroChord\_Elliptic(pf, zb, cb, cl1)

                    else if (pf%WingType == Tapered) then

                        cl\_over\_cl = NLC\_ZeroChord\_Tapered(pf, zb, cb, cl1)

                    else if (pf%WingType == Combination) then

                        cl\_over\_cl = NLC\_ZeroChord\_Tapered(pf, zb, cb, cl1)

                    else

                        stop "\*\*\*Unknown Wing Type\*\*\*"

                    end if

                else

                    ! Finite lift from zero-chord section, should never happen

                    cl\_over\_cl = 1.0d0 / zero

                end if

            else

                cl\_over\_cl = cl(i) / cb / cl1

            end if

            write(11, '(f22.15, a, 2x, f22.15)') zb, ";", cl\_over\_cl

        end do

        close(unit=11)

        call system('"C:\Program Files (x86)\ESPlot v1.3c\esplot.exe"  ' &

& // '.\Output\liftcoefficient.dat .\Templates\liftcoefficient.qtp')

    end subroutine PlotNormalizedLiftCoefficient

    subroutine GetLiftDistribution(pf, cl)

        type(Planform), intent(in) :: pf

        real\*8, intent(out) :: cl(pf%NNodes)

        integer :: i, j

        real\*8 :: zb, theta

        do i = 1, pf%NNodes

            zb = z\_over\_b\_i(i, pf%NNodes)

            theta = theta\_zb(zb)

            cl(i) = 0.0d0

            do j = 1, pf%NNodes

                cl(i) = cl(i) + pf%BigA(j) \* sin(real(j, 8) \* theta)

            end do

            cl(i) = cl(i) \* 4.0d0

        end do

    end subroutine GetLiftDistribution

    real\*8 function NLC\_ZeroChord\_Elliptic(pf, zb, cb, cl) result(cl\_over\_cl)

        type(Planform), intent(in) :: pf

        real\*8, intent(in) :: zb

        real\*8, intent(in) :: cb

        real\*8, intent(in) :: cl

        integer :: i

        real\*8 :: theta

        theta = theta\_zb(zb)

        cl\_over\_cl = 0.0d0

        do i = 1, pf%NNodes

            cl\_over\_cl = cl\_over\_cl + real(i, 8) \* pf%BigA(i) \* &

                & cos(real(i, 8) \* theta) / cos(theta)

        end do

        cl\_over\_cl = cl\_over\_cl \* pi \* pf%AspectRatio / cl

    end function NLC\_ZeroChord\_Elliptic

    real\*8 function NLC\_ZeroChord\_Tapered(pf, zb, cb, cl) result(cl\_over\_cl)

        type(Planform), intent(in) :: pf

        real\*8, intent(in) :: zb

        real\*8, intent(in) :: cb

        real\*8, intent(in) :: cl

        integer :: i

        real\*8 :: theta, cb2

        if (zb < 0) then

            theta = 1.0d-5

        else

            theta = pi - 1.0d-5

        end if

        cb2 = c\_over\_b(pf, theta)

        cl\_over\_cl = 0.0d0

        do i = 1, pf%NNodes

            cl\_over\_cl = cl\_over\_cl + pf%BigA(i) \* sin(real(i, 8) \* theta)

        end do

        cl\_over\_cl = 4.0d0 \* cl\_over\_cl / cb2 / cl

    end function NLC\_ZeroChord\_Tapered

end module LiftingLineOutput

module LiftingLineSolver\_Test

    use Utilities

    use class\_Planform

    use LiftingLineSetters

    use LiftingLineSolver

    use LiftingLineOutput

    implicit none

contains

    subroutine TestLiftingLineSolver()

        integer :: nerror

        nerror = 0

        nerror = nerror + TestProblem1p34b()

        write(6, \*)

        if (nerror == 0) then

            write(6, '(a)') "SUCCESS - All tests passed."

        else

            write(6, '(a, i3, a)') "FAIL - ", nerror, " tests failed."

        end if

        call system('pause')

    end subroutine TestLiftingLineSolver

    integer function TestProblem1p34b() result(fail)

        type(Planform) :: pf

        integer :: badline

        character\*80 :: fname\_work = ".\Output\Problem1p34b\_work.out"

        character\*80 :: fname\_results = ".\Results\Problem1p34b\_results.out"

call InitPlanform(pf)

        call SetWingType(pf, Elliptic)

        call SetNNodes(pf, 100)

        call SetSectionLiftSlope(pf, 2.0d0 \* pi)

        call SetAspectRatio(pf, 5.56d0)

        call SetAileronRoot(pf, 0.253d0)

        call SetAileronTip(pf, 0.438d0)

        call SetFlapFractionRoot(pf, 0.28d0)

        call SetFlapFractionTip(pf, 0.25d0)

        call SetHingeEfficiency(pf, 0.85d0)

        call SetFileName(pf, fname\_work)

        call ComputeCMatrixAndCoefficients(pf)

        call OutputPlanform(pf)

        call SetWashout(pf, 2.0d0)

        call SetAileronDeflection(pf, 5.0d0)

        call SetSteadyRollingRate(pf)

        call SetLiftCoefficient(pf, 0.5d0)

        call ComputeFlightConditions(pf)

        call OutputFlightConditions(pf)

        call SetWashout(pf, 2.0d0)

        call SetAileronDeflection(pf, 5.0d0)

        call SetRollingRate(pf, -0.02d0)

        call SetLiftCoefficient(pf, 0.5d0)

        call ComputeFlightConditions(pf)

        call OutputFlightConditions(pf)

        call SetWashout(pf, 2.0d0)

        call SetAileronDeflection(pf, 5.0d0)

        call SetRollingRate(pf, 0.0d0)

        call SetLiftCoefficient(pf, 0.5d0)

        call ComputeFlightConditions(pf)

        call OutputFlightConditions(pf)

        badline = CompareFiles(fname\_work, fname\_results)

        if (badline /= 0) then

            write(6, '(a)') "Test Failed - Problem1p34b"

            write(6, '(2x, a, i3, a)') "Comparison of line ", badline, " failed!"

            fail = 1

        else

            write(6, '(a)') "Test Successful - Problem1p34b"

            fail = 0

        end if

    end function TestProblem1p34b

end module LiftingLineSolver\_Test

module LiftingLineInterface

    use class\_Planform

    use LiftingLineSetters

    use LiftingLineSolver

    use LiftingLineOutput

    use LiftingLineSolver\_Test

    implicit none

contains

    subroutine BeginLiftingLineInterface()

        type(Planform) :: pf

        character\*2 :: inp = 'A'

        call InitPlanform(pf)

        do while(inp /= 'Q')

            inp = PlanformParamters(pf)

            if (inp == 'A') then

                call ComputeCMatrixAndCoefficients(pf)

                call OutputPlanform(pf)

                do while(inp /= 'Q' .and. inp /= 'B')

                    inp = OperatingConditions(pf)

                    if (inp /= 'Q') then

                        call UpdateOperatingConditions(pf, inp)

                    end if

                end do

            else if (inp /= 'Q') then

                call UpdatePlanformParameters(pf, inp)

            end if

        end do

    end subroutine BeginLiftingLineInterface

    character\*2 function PlanformParamters(pf) result(inp)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        ! Clear the screen and output the header

        call system('cls')

        call OutputHeader()

        ! Display options to user

        write(6, '(28x, a)') "Planform Design Menu"

        write(6, \*)

        write(6, '(a)') "Select from the following menu options:"

        write(6, \*)

        ! Wing parameters

        write(6, '(2x, a)') "Wing Parameters:"

        msg = "WT - Edit wing type"

        call DisplayMessageWithTextDefault(msg, GetWingType(pf), 4)

        msg = "N  - Edit number of nodes per semispan"

        call DisplayMessageWithIntegerDefault(msg, (pf%NNodes + 1) / 2, 4)

        msg = "RA - Edit aspect ratio"

        call DisplayMessageWithRealDefault(msg, pf%AspectRatio, 4)

        if (pf%WingType == Tapered) then

            msg = "RT - Edit taper ratio"

            call DisplayMessageWithRealDefault(msg, pf%TaperRatio, 4)

        end if

        msg = "S  - Edit section lift slope"

        call DisplayMessageWithRealDefault(msg, pf%SectionLiftSlope, 4)

        if (pf%WingType == Combination) then

            msg = "TZ - Edit z/b at the transition from tapered to elliptic"

            call DisplayMessageWithRealDefault(msg, pf%TransitionPoint, 4)

            msg = "TC - Edit c/croot at the transition from tapered to elliptic"

            call DisplayMessageWithRealDefault(msg, pf%TransitionChord, 4)

        end if

        if (pf%WingType /= Elliptic) then

            msg = "WD - Toggle washout distribution type"

            call DisplayMessageWithTextDefault(msg, GetWashoutDistributionType(pf), 4)

        end if

        ! Aileron parameters

        write(6, \*)

        write(6, '(2x, a)') "Aileron Parameters:"

        msg = "ZR - Edit z/b of aileron root"

        call DisplayMessageWithRealDefault(msg, pf%AileronRoot, 4)

        msg = "ZT - Edit z/b of aileron tip"

        call DisplayMessageWithRealDefault(msg, pf%AileronTip, 4)

        msg = "PH - Make hinge line parallel with quarter-chord line?"

        call DisplayMessageWithLogicalDefault(msg, pf%ParallelHingeLine, 4)

        msg = "CR - Edit cf/c of aileron root"

        call DisplayMessageWithRealDefault(msg, pf%FlapFractionRoot, 4)

        msg = "CT - Edit cf/c of aileron tip"

        call DisplayMessageWithRealDefault(msg, pf%FlapFractionTip, 4)

        msg = "HE - Edit aileron hinge efficiency"

        call DisplayMessageWithRealDefault(msg, pf%HingeEfficiency, 4)

        ! Output and Plotting options

        write(6, \*)

        write(6, '(2x, a)') "Output and Plotting Options:"

        msg = "C  - Output C matrix and Fourier Coefficients?"

        call DisplayMessageWithLogicalDefault(msg, pf%OutputMatrices, 4)

        msg = "F  - Edit output file name"

        call DisplayMessageWithTextDefault(msg, pf%FileName, 4)

        write(6, '(4x, a)') "PP - Plot planform in ES-Plot"

        ! Main Execution commands

        write(6, \*)

        write(6, '(2x, a)') "A - Advance to Operating Conditions Menu"

        write(6, '(2x, a)') "T - Test solver against Problem 1.34b solution"

        write(6, '(2x, a)') "Q - Quit"

        write(6, \*)

        write(6, '(a)') "Your selection: "

        inp = GetCharacterInput("  ")

        write(6, \*)

    end function PlanformParamters

    character\*2 function OperatingConditions(pf) result(inp)

        type(Planform), intent(inout) :: pf

        integer :: i

        character\*80 :: msg

        ! Clear the screen and output the header

        call system('cls')

        call OutputHeader()

        ! Output the Planform summary

        call OutputPlanformSummary(6, pf)

        call OutputOperatingConditions(6, pf)

        call OutputFlightCoefficients(6, pf)

        write(6, '(80a)') ("\*", i=1,80)

        ! Display options to user

        write(6, '(28x, a)') "Operating Conditions Menu"

        write(6, \*)

        write(6, '(a)') "Select from the following menu options:"

        ! Operating Conditions

        write(6, \*)

        write(6, '(2x, a)') "Operating Conditions:"

        msg = "AA - Edit root aerodynamic angle of attack"

        call DisplayMessageWithAngleDefault(msg, pf%AngleOfAttack, 4)

        msg = "CL - Edit coefficient of lift"

        call DisplayMessageWithRealDefault(msg, pf%LiftCoefficient, 4)

        msg = "OW - Use optimum total washout"

        call DisplayMessageWithLogicalDefault(msg, pf%UseOptimumWashout, 4)

        msg = "W  - Edit total amount of washout"

        call DisplayMessageWithAngleDefault(msg, pf%Washout, 4)

        msg = "AD - Edit aileron deflection"

        call DisplayMessageWithAngleDefault(msg, pf%AileronDeflection, 4)

        msg = "SR - Use steady dimensionless rolling rate"

        call DisplayMessageWithLogicalDefault(msg, pf%UseSteadyRollingRate, 4)

        msg = "R  - Edit dimensionless rolling rate"

        call DisplayMessageWithRealDefault(msg, pf%RollingRate, 4)

        ! Plotting options

        write(6, \*)

        write(6, '(2x, a)') "Plotting Options:"

        write(6, '(4x, a)') "PP - Plot Planform in ES-Plot"

        write(6, '(4x, a)') "PW - Plot Dimensionless Washout Distribution in ES-Plot"

        write(6, '(4x, a)') "PL - Plot Section Lift Distribution in ES-Plot"

        write(6, '(4x, a)') "PN - Plot Normalized Section Lift Coefficient in ES-Plot"

        ! Main Execution commands

        write(6, \*)

        msg = "S - Save Flight coefficients to output file"

        call DisplayMessageWithTextDefault(msg, pf%FileName, 2)

        write(6, '(2x, a)') "B - Back to Planform Design Menu"

        write(6, '(2x, a)') "Q - Quit"

        write(6, \*)

        write(6, '(a)') "Your selection: "

        inp = GetCharacterInput("  ")

        write(6, \*)

    end function OperatingConditions

    subroutine UpdatePlanformParameters(pf, input)

        type(Planform), intent(inout) :: pf

        character\*2, intent(in) :: input

        ! Process input command

        ! Wing parameters

        if (input == 'WT') then

            call EditWingType(pf)

        else if (input == 'N') then

            call EditNNodes(pf)

        else if (input == 'RA') then

            call EditAspectRatio(pf)

        else if (input == 'RT' .and. pf%WingType == Tapered) then

            call EditTaperRatio(pf)

        else if (input == 'S') then

            call EditLiftSlope(pf)

        else if (input == 'TZ' .and. pf%WingType == Combination) then

            call EditTransitionPoint(pf)

        else if (input == 'TC' .and. pf%WingType == Combination) then

            call EditTransitionChord(pf)

        else if (input == 'WD' .and. pf%WingType /= Elliptic) then

            call EditWashoutDistribution(pf)

        ! Aileron parameters

        else if (input == 'ZR') then

            call EditAileronRoot(pf)

        else if (input == 'ZT') then

            call EditAileronTip(pf)

        else if (input == 'PH') then

            call ToggleParallelHinge(pf)

        else if (input == 'CR') then

            call EditFlapFractionRoot(pf)

        else if (input == 'CT') then

            call EditFlapFractionTip(pf)

        else if (input == 'HE') then

            call EditHingeEfficiency(pf)

        ! Output options

        else if (input == 'C') then

            pf%OutputMatrices = .not. pf%OutputMatrices

        else if (input == 'F') then

            call EditFileName(pf)

        else if (input == 'PP') then

            call PlotPlanform(pf)

        ! Testing options

        else if (input == 'T') then

            call TestLiftingLineSolver()

        end if

    end subroutine UpdatePlanformParameters

    subroutine UpdateOperatingConditions(pf, input)

        type(Planform), intent(inout) :: pf

        character\*2, intent(in) :: input

        ! Operating Conditions

        if (input == 'AA') then

            call EditAngleOfAttack(pf)

        else if (input == 'CL') then

            call EditLiftCoefficient(pf)

        else if (input == 'OW') then

            call ToggleUseOptimumWashout(pf)

        else if (input == 'W') then

            call EditWashout(pf)

        else if (input == 'AD') then

            call EditAileronDeflection(pf)

        else if (input == 'SR') then

            call ToggleUseSteadyRollingRate(pf)

        else if (input == 'R') then

            call EditRollingRate(pf)

        ! Output and Plotting options

        else if (input == 'PP') then

            call PlotPlanform(pf)

        else if (input == 'PW') then

            call PlotWashout(pf)

        else if (input == 'PL') then

            call PlotSectionLiftDistribution(pf)

        else if (input == 'PN') then

            call PlotNormalizedLiftCoefficient(pf)

        else if (input == 'S') then

            call OutputFlightConditions(pf)

        end if

        call ComputeFlightConditions(pf)

    end subroutine UpdateOperatingConditions

    subroutine EditWingType(pf)

        type(Planform), intent(inout) :: pf

        logical :: cont

        character\*2 :: inp

        write(6, \*)

        write(6, '(a)') "Select from the following wing type options:"

        write(6, '(2x, a)') "T - Tapered"

        write(6, '(2x, a)') "E - Elliptic"

        write(6, '(2x, a)') "C - Combination (Tapered with elliptic tip)"

        write(6, \*)

        write(6, '(a)') "Your selection: "

        cont = .true.

        do while(cont)

            inp = GetCharacterInput("  ")

            write(6, \*)

            if (inp == "T") then

                call SetWingType(pf, Tapered)

                cont = .false.

            else if (inp == "E") then

                call SetWingType(pf, Elliptic)

                cont = .false.

            else if (inp == "C") then

                call SetWingType(pf, Combination)

                cont = .false.

            else

                write(6, '(a)') "Invalid input, please make a selection from the above menu."

            end if

        end do

    end subroutine EditWingType

    subroutine EditTransitionPoint(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        real\*8 :: tp\_old

        logical :: isValid

        tp\_old = pf%TransitionPoint

        msg = "Enter z/b at the transition point from tapered to elliptic"

        call DisplayMessageWithRealDefault(msg, pf%TransitionPoint, 0)

        call SetTransitionPoint(pf, GetRealInput(0.0d0, 0.5d0, pf%TransitionPoint))

        isValid = AreCombinationWingCoefficientsValid(pf)

        do while(.not. isValid)

            call SetTransitionPoint(pf, tp\_old)

            write(6, \*)

            write(6, '(a)') "The input provided results in invalid ellipse coefficients."

            write(6, '(a)') "Try a new value or press <ENTER> to accept default."

            call SetTransitionPoint(pf, GetRealInput(0.0d0, 0.5d0, pf%TransitionPoint))

            isValid = AreCombinationWingCoefficientsValid(pf)

        end do

    end subroutine EditTransitionPoint

    subroutine EditTransitionChord(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        real\*8 :: tc\_old

        logical :: isValid

        tc\_old = pf%TransitionChord

        msg = "Enter c/croot at the transition point from tapered to elliptic"

        call DisplayMessageWithRealDefault(msg, pf%TransitionChord, 0)

        call SetTransitionChord(pf, GetRealInput(0.0d0, 10.0d0, pf%TransitionChord))

        isValid = AreCombinationWingCoefficientsValid(pf)

        do while(.not. isValid)

            call SetTransitionChord(pf, tc\_old)

            write(6, \*)

            write(6, '(a)') "The input provided results in invalid ellipse coefficients."

            write(6, '(a)') "Try a new value or press <ENTER> to accept default."

            call SetTransitionChord(pf, GetRealInput(0.0d0, 2.0d0, pf%TransitionChord))

            isValid = AreCombinationWingCoefficientsValid(pf)

        end do

    end subroutine EditTransitionChord

    subroutine EditWashoutDistribution(pf)

        type(Planform), intent(inout) :: pf

        if (pf%WashoutDistribution == Linear) then

            call SetWashoutDistribution(pf, Optimum)

        else

            call SetWashoutDistribution(pf, Linear)

        end if

    end subroutine EditWashoutDistribution

    subroutine EditNNodes(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        integer :: npss

        character\*80 :: int\_str

        npss = (pf%NNodes + 1) / 2

        msg = "Enter number of nodes per semispan or press <ENTER> to accept default"

        call DisplayMessageWithIntegerDefault(msg, npss, 0)

        call SetNNodes(pf, GetIntInput(4, 1000, npss))

    end subroutine EditNNodes

    subroutine EditAspectRatio(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new aspect ratio or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%AspectRatio, 0)

        call SetAspectRatio(pf, GetRealInput(1.0d0, 100.0d0, pf%AspectRatio))

    end subroutine EditAspectRatio

    subroutine EditTaperRatio(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new taper ratio or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%TaperRatio, 0)

        call SetTaperRatio(pf, GetRealInput(0.0d0, 100.0d0, pf%TaperRatio))

    end subroutine EditTaperRatio

    subroutine EditLiftSlope(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new section lift slope or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%SectionLiftSlope, 0)

        call SetSectionLiftSlope(pf, GetRealInput(-100.0d0 \* pi, 100.0d0 \* pi, &

            & pf%SectionLiftSlope))

    end subroutine EditLiftSlope

    subroutine EditAileronRoot(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new z/b for aileron root or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%AileronRoot, 0)

        call SetAileronRoot(pf, GetRealInput(0.0d0, pf%AileronTip, pf%AileronRoot))

    end subroutine EditAileronRoot

    subroutine EditAileronTip(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new z/b for aileron tip or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%AileronTip, 0)

        call SetAileronTip(pf, GetRealInput(pf%AileronRoot, 0.5d0, pf%AileronTip))

    end subroutine EditAileronTip

    subroutine EditFlapFractionRoot(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        if (pf%ParallelHingeLine) then

            write(6, '(a)') "NOTE: Hinge is no longer constrained to be parallel with quarter-chord line."

        end if

        msg = "Enter new cf/c at aileron root or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%DesiredFlapFractionRoot, 0)

        call SetFlapFractionRoot(pf, GetRealInput(0.0d0, 1.0d0, pf%DesiredFlapFractionRoot))

    end subroutine EditFlapFractionRoot

    subroutine EditFlapFractionTip(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter new cf/c at aileron tip or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%FlapFractionTip, 0)

        call SetFlapFractionTip(pf, GetRealInput(0.0d0, 1.0d0, pf%FlapFractionTip))

    end subroutine EditFlapFractionTip

    subroutine ToggleParallelHinge(pf)

        type(Planform), intent(inout) :: pf

        if (pf%ParallelHingeLine) then

            call SetFlapFractionRoot(pf, pf%DesiredFlapFractionRoot)

        else

            call SetParallelHingeLine(pf)

        end if

    end subroutine ToggleParallelHinge

    subroutine EditHingeEfficiency(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter aileron hinge efficiency or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%HingeEfficiency, 0)

        call SetHingeEfficiency(pf, GetRealInput(0.0d0, 1.0d0, pf%HingeEfficiency))

    end subroutine EditHingeEfficiency

    subroutine EditDeflectionEfficiency(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter deflection efficiency or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%DeflectionEfficiency, 0)

        call SetDeflectionEfficiency(pf, GetRealInput(0.0d0, 1.0d0, &

            & pf%DeflectionEfficiency))

    end subroutine EditDeflectionEfficiency

    subroutine EditFileName(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter output file name or press <ENTER> to accept default"

        call DisplayMessageWithTextDefault(msg, pf%FileName, 0)

        call SetFileName(pf, GetStringInput(pf%FileName))

    end subroutine EditFileName

    subroutine EditAngleOfAttack(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        write(6, '(a, a)') "NOTE: This operation will calculate a new lift ", &

            & "coefficient and optimum washout."

        msg = "Enter angle of attack or press <ENTER> to accept default"

        call DisplayMessageWithAngleDefault(msg, pf%DesiredAngleOfAttack, 0)

        call SetAngleOfAttack(pf, GetRealInput(-12.0d0, 12.0d0, &

            & pf%DesiredAngleOfAttack \* 180.0d0 / pi))

    end subroutine EditAngleOfAttack

    subroutine EditLiftCoefficient(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        real\*8 :: mn, mx, dflt

        mn = CL1(pf%CLa, -12.0d0 \* pi / 180.0d0, pf%EW, pf%Washout)

        mx = CL1(pf%CLa,  12.0d0 \* pi / 180.0d0, pf%EW, pf%Washout)

        if (pf%DesiredLiftCoefficient < mn) then

            dflt = mn

        else if (pf%DesiredLiftCoefficient > mx) then

            dflt = mx

        else

            dflt = pf%DesiredLiftCoefficient

        end if

        write(6, \*)

        write(6, '(a, a)') "NOTE: This operation will calculate a new alpha ", &

            & "and optimum washout"

        msg = "Enter lift coefficient or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, dflt, 0)

        call SetLiftCoefficient(pf, GetRealInput(mn, mx, dflt))

    end subroutine EditLiftCoefficient

    subroutine EditWashout(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        if (pf%UseOptimumWashout) then

            write(6, '(a)') "NOTE: Use of optimum total washout has been disabled."

        end if

        msg = "Enter total washout or press <ENTER> to accept default"

        call DisplayMessageWithAngleDefault(msg, pf%DesiredWashout, 0)

        call SetWashout(pf, GetRealInput(-12.0d0, 12.0d0, pf%DesiredWashout \* 180.0d0 / pi))

    end subroutine EditWashout

    subroutine ToggleUseOptimumWashout(pf)

        type(Planform), intent(inout) :: pf

        if (pf%UseOptimumWashout) then

            call SetWashout(pf, pf%DesiredWashout \* 180.0d0 / pi)

        else

            call SetOptimumWashout(pf)

        end if

    end subroutine ToggleUseOptimumWashout

    subroutine EditAileronDeflection(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        msg = "Enter aileron deflection or press <ENTER> to accept default"

        call DisplayMessageWithAngleDefault(msg, pf%AileronDeflection, 0)

        call SetAileronDeflection(pf, GetRealInput(-12.0d0, 12.0d0, &

            & pf%AileronDeflection \* 180.0d0 / pi))

    end subroutine EditAileronDeflection

    subroutine ToggleUseSteadyRollingRate(pf)

        type(Planform), intent(inout) :: pf

        pf%UseSteadyRollingRate = .not. pf%UseSteadyRollingRate

        if (pf%UseSteadyRollingRate) then

            call SetSteadyRollingRate(pf)

        else

            call SetRollingRate(pf, pf%DesiredRollingRate)

        end if

    end subroutine ToggleUseSteadyRollingRate

    subroutine EditRollingRate(pf)

        type(Planform), intent(inout) :: pf

        character\*80 :: msg

        write(6, \*)

        if (pf%UseSteadyRollingRate) then

            write(6, '(a)') "NOTE: Use of steady rolling rate has been disabled."

        end if

        msg = "Enter dimensionless rolling rate or press <ENTER> to accept default"

        call DisplayMessageWithRealDefault(msg, pf%DesiredRollingRate, 0)

        call SetRollingRate(pf, GetRealInput(-100.0d0, 100.0d0, pf%DesiredRollingRate))

    end subroutine EditRollingRate

    subroutine DisplayMessageWithRealDefault(msg, dflt, tab)

        character\*80, intent(in) :: msg ! Message to be displayed

        real\*8, intent(in) :: dflt ! Default value to show in parenthesis

        integer, intent(in) :: tab ! Size of indentation to use

        call DisplayMessageWithTextDefault(msg, FormatReal(dflt, 5), tab)

    end subroutine DisplayMessageWithRealDefault

    subroutine DisplayMessageWithAngleDefault(msg, dflt, tab)

        character\*80, intent(in) :: msg ! Message to be displayed

        real\*8, intent(in) :: dflt ! Default value to show in parenthesis

        integer, intent(in) :: tab ! Size of indentation to use

        character\*80 :: dflt\_deg

        write(dflt\_deg, '(a, a)') trim(FormatReal(dflt \* 180.0d0 / pi, 5)), " degrees"

        call DisplayMessageWithTextDefault(msg, dflt\_deg, tab)

    end subroutine DisplayMessageWithAngleDefault

    subroutine DisplayMessageWithIntegerDefault(msg, dflt, tab)

        character\*80, intent(in) :: msg ! Message to be displayed

        integer, intent(in) :: dflt ! Default value to show in parenthesis

        integer, intent(in) :: tab ! Size of indentation to use

        call DisplayMessageWithTextDefault(msg, FormatInteger(dflt), tab)

    end subroutine DisplayMessageWithIntegerDefault

    subroutine DisplayMessageWithTextDefault(msg, dflt, tab)

        character\*80, intent(in) :: msg ! Message to be displayed

        character\*80, intent(in) :: dflt ! Default value to show in parenthesis

        integer, intent(in) :: tab ! Size of indentation to use

        character\*80 :: msg\_fmt

        if (tab == 0) then

            msg\_fmt = "(a, a, a, a)"

        else

            write(msg\_fmt, '(a, i1, a)') "(", tab, "x, a, a, a, a)"

        end if

        write(6, msg\_fmt) trim(msg), " ( ", trim(dflt), " )"

    end subroutine DisplayMessageWithTextDefault

    subroutine DisplayMessageWithLogicalDefault(msg, dflt, tab)

        character\*80, intent(in) :: msg ! Message to be displayed

        logical, intent(in) :: dflt ! Default value to show in parenthesis

        integer, intent(in) :: tab ! Size of indentation to use

        character\*80 :: tf

        if (dflt) then

            tf = "True"

        else

            tf = "False"

        end if

        call DisplayMessageWithTextDefault(msg, tf, tab)

    end subroutine DisplayMessageWithLogicalDefault

end module LiftingLineInterface

program PrandtlsLiftingLine

    use LiftingLineInterface

    implicit none

    !Begin execution

    call BeginLiftingLineInterface()

end program