Final Project Part 1

Joe Athas

This is an [R Markdown](http://rmarkdown.rstudio.com) Notebook. When you execute code within the notebook, the results appear beneath the code.

Try executing this chunk by clicking the *Run* button within the chunk or by placing your cursor inside it and pressing *Cmd+Shift+Enter*.

options(max.print=10)  
#Load Data  
library(readr)  
loans50k <- read\_csv("loans50k.csv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## term = col\_character(),  
## grade = col\_character(),  
## employment = col\_character(),  
## length = col\_character(),  
## home = col\_character(),  
## verified = col\_character(),  
## status = col\_character(),  
## reason = col\_character(),  
## state = col\_character()  
## )

## See spec(...) for full column specifications.

library(tidyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

#Make new variable: Set "Good" and "Bad" Loans, all else "blank" to be removed later  
df <-  
 loans50k %>%  
 mutate(payment\_status = case\_when(  
 status == "Fully Paid" ~ "Good",   
 status == "Charged Off" ~ "Bad",  
 status == "Default" ~ "Bad",  
 TRUE ~ ""  
 ))  
#Probably best to get rid of the null values we aren't interested in payment\_status:  
df<-df %>% drop\_na(payment\_status)  
  
#change the empty string cells to NAs  
df[df==""]<-NA  
  
#Test where all NAs are to   
#which(is.na(df), arr.ind=TRUE)  
#Found a bunch in "employment". Going to eliminate on account of too many levels/NA values.   
df$employment<- NULL

#Test where the NAs are again:  
which(is.na(df), arr.ind=TRUE)

## row col  
## [1,] 34806 2  
## [2,] 34806 3  
## [3,] 34806 4  
## [4,] 34806 5  
## [5,] 34806 6  
## [ reached getOption("max.print") -- omitted 16396 rows ]

#last NA values are in bcOpen and bcRatio, of which there are roughtly 400 incomplete entries,   
#or roughly 1% of the dataset. Eliminating these wont be a huge issue.   
  
#Finally omit all the rows containing NA values. (This will not eliminate the NA values in "length" as they are strings)  
df1<-na.omit(df)  
  
  
#consolidate "verified" variable into two levels instead of three  
library(plyr)

## -------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## -------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

df1$verified<-revalue(df1$verified, c("Source Verified"="Verified"))  
unique(df1$verified)

## [1] "Verified" "Not Verified"

#make subset of numerical data check covariance matrix on numeric factors.   
dfNum<-select\_if(df1, is.numeric)  
m<-cor(dfNum)  
#easy way to find strong correlations; arbitrary value set at .8  
strongCorrelations = m > .8  
  
  
#Found few redundant variables...will eliminate

#Final check for number of levels in each categorical variable  
dfChar<-select\_if(df1,is.character)   
sapply((sapply(dfChar,unique)),length)

## term grade length home verified   
## 2 7 12 3 2   
## status reason state payment\_status   
## 3 13 49 2

cor(df$avgBal,df$totalLim)

## [1] NA

#Eliminating: totalPaid, employment (already done), payment,revolRatio, avgBal, totalLim,state,status,loanID  
df\_New = as.data.frame(subset(df1, select = -c(totalPaid, payment,revolRatio, avgBal, totalLim,state,status,loanID,totalIlLim,totalBcLim)))  
  
  
  
#going to combine a few levels in "reason" due to the lack of instances  
df\_New$reason<-revalue(df\_New$reason,c("wedding"="other","renewable\_energy"="other","house"="major\_purchase"))  
  
#make df of only continuous variables  
dfCont<-select\_if(df\_New, is.character)  
#Test for instances of each level  
x=sapply(dfCont,count)  
x

## term grade length home verified reason   
## x factor,2 factor,7 factor,12 factor,3 factor,2 factor,10   
## payment\_status  
## x factor,2   
## [ reached getOption("max.print") -- omitted 1 row ]

#lowest #of instances is now above 200

#make new df of only numeric variables.  
dfNum<-select\_if(df\_New, is.numeric)  
  
library(moments)  
library(ggplot2)  
#check out skewness of all numeric variables  
  
#commented out to preserve print space  
#sapply(dfNum, hist)  
  
sapply(dfNum,skewness)

## amount rate income debtIncRat delinq2yr inq6mth   
## 0.7291701 0.4639609 47.6301319 0.2379811 4.9530701 1.7319227   
## openAcc pubRec totalAcc totalBal   
## 1.3715815 5.1507168 0.9741543 2.5313429   
## [ reached getOption("max.print") -- omitted 5 entries ]

#Distributions that have a skewness greater than 1 are generally considered "highly skewed"  
#will transform: income, delinq2yr,inq6mth,openAcc,pubRec,totalBal,totalRevLim,accOpen24,bcOpen,totalRevBal

library(psych)

##   
## Attaching package: 'psych'

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

#function to success of various transformations  
tansformAndGetSkew<-function(dist1){  
 log=skew(log(dist1))  
 lognat=skew(log(dist1,base=exp(1)))  
 sqrt=skew(sqrt(dist1))  
 curt=skew(sign(dist1) \* abs(dist1)^(1/3) )  
 fthrt=skew(sign(dist1)^(1/4))  
 reciprical=skew(1/dist1)  
   
 list1<- c(log,lognat,sqrt,curt,fthrt,reciprical)  
   
 return(list1)  
}  
#apply function to all numerical variables  
sapply(dfNum, tansformAndGetSkew)

## amount rate income debtIncRat delinq2yr inq6mth  
## openAcc pubRec totalAcc totalBal totalRevLim accOpen24  
## bcOpen bcRatio totalRevBal  
## [ reached getOption("max.print") -- omitted 6 rows ]

#Use results to infer which might be the best type of transformation  
#Changing pubRec & delinqyr to categorical variables due to too many instances of '0' in both.   
  
#use unique() to determine breaks  
unique(df\_New$pubRec)

## [1] 0 3 1 2 4 6 5 7 11 9  
## [ reached getOption("max.print") -- omitted 4 entries ]

#Make three levels, one containing zero, 1-3, and more than 3  
df\_New$pubRec<-cut(df\_New$pubRec,breaks=c(-.10,.1,3,14))  
levels(df\_New$pubRec)<-c("None","1-3","More than 3")  
  
unique(df\_New$pubRec)

## [1] None 1-3 More than 3 <NA>   
## Levels: None 1-3 More than 3

#DO THIS AGAIN But with delinqyr  
df\_New$delinq2yr<-cut(df\_New$delinq2yr,breaks=c(-.10,.1,3,12))  
levels(df\_New$delinq2yr)<-c("None","1-3","More than 3")

#begin transformations  
df\_New$income<-log(df\_New$income)  
df\_New$inq6mth<-(df\_New$inq6mth)^(1/4)  
df\_New$openAcc<-log(df\_New$openAcc)  
df\_New$totalBal<-(df\_New$totalBal)^(1/3)  
df\_New$totalRevLim<-(df\_New$totalRevLim)^(1/3)  
df\_New$accOpen24<-sqrt(df\_New$accOpen24)  
df\_New$bcOpen<-(df\_New$bcOpen)^(1/3)  
df\_New$totalRevBal<-df\_New$totalRevBal^(1/3)  
  
#make new data frame to test skew on numeric data to see if successful.  
dfNum1<-select\_if(df\_New, is.numeric)  
sapply(dfNum1,skew)

## amount rate income debtIncRat inq6mth openAcc   
## 0.7291382 0.4639406 0.2154722 0.2379707 0.3058007 -0.2240531   
## totalAcc totalBal totalRevLim accOpen24   
## 0.9741116 0.3941261 0.9019989 -0.2218989   
## [ reached getOption("max.print") -- omitted 3 entries ]

hist(dfNum1$inq6mth)
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#sapply(dfNum1,hist)

#see visual differences if any of good loans vs bad  
#boxplot(income~payment\_status,data=df\_New)  
#boxplot(amount~payment\_status,data=df\_New)  
#boxplot(debtIncRat~payment\_status,data=df\_New)  
#boxplot(openAcc~payment\_status,data=df\_New)  
#boxplot(totalAcc~payment\_status,data=df\_New)  
#boxplot(totalBal~payment\_status,data=df\_New)  
#boxplot(totalRevLim~payment\_status,data=df\_New)  
#boxplot(accOpen24~payment\_status,data=df\_New)  
#boxplot(bcOpen~payment\_status,data=df\_New)  
  
#commented out above to preserve print space  
boxplot(totalRevBal~payment\_status,data=df\_New)

![](data:image/png;base64,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)

#compare frequency tables  
getFreqTable<-function(var1){  
 mytable <- table(var1,df\_New$payment\_status)   
 return(ftable(mytable))  
}  
getFreqTable(df\_New$term)

## Bad Good  
## var1   
## 36 months 4346 21125  
## 60 months 3158 5642

getFreqTable(df\_New$grade)

## Bad Good  
## var1   
## A 389 5359  
## B 1251 8017  
## C 2260 7314  
## D 1861 3779  
## E 1177 1728  
## F 450 477  
## G 116 93

getFreqTable(df\_New$length)

## Bad Good  
## var1   
## < 1 year 607 2178  
## 1 year 499 1786  
## 10+ years 2333 9026  
## 2 years 643 2419  
## 3 years 596 2146  
## 4 years 461 1581  
## 5 years 462 1597  
## 6 years 357 1193  
## 7 years 346 1282  
## 8 years 402 1309  
## 9 years 284 968  
## n/a 514 1282

getFreqTable(df\_New$home)

## Bad Good  
## var1   
## MORTGAGE 3275 13759  
## OWN 790 2741  
## RENT 3439 10267

getFreqTable(df\_New$verified)

## Bad Good  
## var1   
## Not Verified 1631 8481  
## Verified 5873 18286

getFreqTable(df\_New$reason)

## Bad Good  
## var1   
## car 43 234  
## credit\_card 1477 6320  
## debt\_consolidation 4745 16082  
## home\_improvement 404 1582  
## major\_purchase 154 578  
## medical 93 276  
## moving 61 148  
## other 371 1185  
## small\_business 111 202  
## vacation 45 160

getFreqTable(df\_New$delinq2yr)

## Bad Good  
## var1   
## None 5901 21432  
## 1-3 1469 4951  
## More than 3 133 378

#Eventually...  
mylogit <- glm(as.factor(payment\_status) ~ ., data = df\_New, family = "binomial")

Introduction It is very important banks only give loans to those that are able to pay them back in full. Loans without a lien can be a potential risk for a bank. Loans that have a lien or collateral are also very costly in the event of a default. The goal for this data exploration and analysis is to determine a model with appropriate predictor variables of data often gathered by financial institutions and to use that model to predict the likelihood of a loan applicant defaulting or paying off the loan. To do this some manipulation of the data may be in order. I will be using R Studio to do preliminary exploration, cleaning, and transformation of the provided sample data, “loans50k.csv”. Section 3 - Preparing and Cleaning the data Upon receiving the data, the first thing I did was make the appropriate response variable: A binary variable (as is needed for logistic regression) produced from the original variable “status”. Fully paid loans were reclassified as good, those in “default” or “charged off” were reclassified as bad. All other levels of status (loans in progress or not complete) were removed from the dataset. A few predictor variables were initially removed due to lack of relevance. These included “totalPaid”, “state”, and “loanID”. “State” and “loanID” have nothing really to do with the actual loan, whereas “totalpaid” cannot be a predictor variable of a completed loan. I also removed “employed” immediately as there were too many levels and empty values. Last thing I did before really digging into the data was removing all the rows containing NA values. All the remaining NAs were in I noticed it only reduced n by approximately 1% which didn’t compromise the integrity of the original set all too much. A few other variables were removed for redundancy. A covariance matrix was constructed of the numerical predictors to aid in this process of determining redundancy. I chose an arbitrary value of .8 of Pearson’s r to classify variables as strongly correlated. The strong correlations were as follows: Total limit of credit cards was heavily correlated with Total unused credit on cards. Unused credit (bcOpen) seemed like a more logical choice than totalBcLim (total limit of cc) and it eliminated some redundancy. ‘Payment’ was heavily associated with ‘amount’ as monthly payment is a function of the total amount of the loan. I deleted this variable to eliminate redundancy. Proportion of revolving credit use(revolRatio) was eliminated due to redundancy with ratio of total credit card limits (bcOpen). Average balance and total credit limit were both strongly correlated with total Balance. I figured there is a lot of redundancy between these three variables, keeping just totalBal would suffice.

A few other variables I touched up were “verified” and “reason”. “Verified” had three levels, two of which were redundant; “source verified” and “verified”. I changed all “source verified” to just “verified” to eliminate the mistake. “Reason” contained a few levels with very few instances which is considered less powerful for logistic regression. I modified “wedding” and “renewable\_energy” to “other” and “house” to “major\_purchase” to consolidate a few levels. After going about data transformation in a later step, a few more concerning variables were mutated. ‘pubRec’ and ‘delinq2yr’ (number of derogatory public records and number of 30+ day late payments in last two years respectively) both contained many instances of 0 due to their nature. Since many loans have ‘0’ represented in these respective variables, choosing to set it as categorical made more sense. I chose three levels for both variables (the same since they were similar scales) “None”, “1-3” and “More than 3”. Instructions for Section 4 - “Exploring and Transforming the data” Certain data transformations were necessary in order to meet the assumption of normality for logistic regression. I first analyzed the skewness of each distribution. Considering a skewness greater than the absolute value of 1 is considered “highly skewed”, I created a r function to attempt various transformations, specifically a log, natural log, square root, cube root, 4th root, and reciprocal, then return the skewness of the transformed distribution. I applied this function to every variable with an initial skewness greater than the absolute value of 1 and determined which transformation technique was the most successful at reducing skewness.  
After determining which transformation to use for each variable, I performed the transformations as follows income: log transformation openAcc: log transformation totalBal: cubed root transformation totalRevLim: cubed root transformation accOpen24: square root transformation bcOpen: cube root transformation totalRevBal: cube root transformation

Exploration: Side-by-side boxplots for continuous data and frequency tables for categorical data were created to compare each factor to the dependent variable. Few variables popped out immediately as good indicators, however, few were found. The variable “term” has a much higher ratio of bad loans to good in the loans that are 60 months vs 36 months. Loans rated ‘D’ or lower also have a much higher ratio of being “bad” than their counterparts.