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1. Abstract

Up to this date, there are no computer role-playing games that are totally procedurally generated. Current computer video games still show preference for artist-rendered graphics and handwritten storylines. The proposed solution will take a procedural approach in creating a single-player role playing game with the main elements being the story, quests, and dungeons. The story will be broken into chunks and randomized, while the maps and dungeons will be generated using checkpoints formed from the story. The solution will be evaluated by calculating how much play throughs can be obtained from the generated content. Each play through scenario must be unique in some way to give the game more replay value.

1. Introduction

Computer role playing games today have now ascended to another level—life-like graphics and rich soundtracks add another dimension to the gaming experience. Complex games such as World of Warcraft and StarCraft provide players with a rich environment for exploration, quests, and interaction. These are important elements in making the games more appealing and enjoyable for players.

These elements, however, come at a cost. The story and plot are usually handwritten, they are planned and designed and are generally fixed, limiting the number of times a player can play the game without encountering the same scenario. Life-like graphics with sharp details take up much memory and need to be designed by artists, making the production process more expensive. Such games may take up several gigabytes of space because of the graphics that have to be stored and loaded when the game is played. One approach in lessening this burden (if not totally solving it) is the use of procedural content generation in making the elements of the game. Togelius et al. (2013) presented several reasons in favor of procedural content generation (PCG): first, it can provide variety, second, reduce development time and development costs, third, save space in transmission or on disk, fourth, extend human creativity, and lastly help games become more adaptable.

The proposed solution in this paper aims to make use of PCG to dictate how the game’s story would progress, and how the maps and dungeons would be generated. Story generation would be done by laying out the next event based on what the player chooses to do. To lend an element of randomness, some elements like characters and places would be swapped. Then, based on certain keywords from the plot, the map for the story would be generated. The quests will then be based on the generated map. The proposed solution may be used in creating learning systems that could aid teachers in teaching computer science subjects.

1. Related Work

Procedural generation has been explored by several people. Buck (2013) made use of a combination of fractal based-algorithm and a Markov chain matrix process to generate a world for his turn-based strategy/role-playing game entitled “Project Death and Taxes”. Content generated included land masses, terrain features such as localized forests, marshes, and rivers, start/end seeds, and political maps. Snodgrass & Ontañón (2014) also used Markov Chains but this time in the generation of maps. Using statistical patterns obtained from high quality human-authored maps, they train the Markov chains, then generate maps from those chains. The highly acclaimed video game known as “Minecraft” is well known for this (procedural generation) kind of gameplay feature. It generates a world in such a way that no world is generated twice unless generated with a use of a seed, seeds make it so that two different players with the same seed would generate the same map.

The Library of Babel is a popular site that is well known for its capability of procedurally generating every possible combination of strings of length 3200 with the use of 28 symbols plus the space which equates to 293200 unique possible combinations. Seeds and the block of string code can be generated back and forth by reversing the algorithm used in the site. A study from Hartsook (2011) procedurally generated maps based from player preferences and user or computer generated story. The story is in a format of a plot points, and these plot points are the main basis for building the procedurally generated world in their study. The world generated and the behavior of various non-playable characters depend on the plot points of the story. Meanwhile, Matthews & Malloy (2011) used procedural generation to build a map for a city or town based game. Their approach allowed for developers to specify the constraints of the town or city like distance, direction, navigation, and placement. Their approach also considered the context of the story to make sure that the generated map was appropriate for the story.

The method proposed in the paper differs in its medium of generation and display. The game will be a web application. Also, the maps and quests will be dependent on the progression of the story.

1. Methodology

The problem of low replay value in most video games nowadays will be solved by building the game contents such as the story, dungeons, and quests procedurally. Several stories will first be hand-authored and broken down into chunks. Each chunk will correspond to a certain ‘checkpoint’ for the plot. The checkpoint is a value that represents what visual elements are needed for that a particular scene (story chunk). These chunk-checkpoint pairs will be stored in a data dictionary for later use. The chunks will then be randomized to create an initial starting scenario. Players will then be given options to choose from on how they want to respond to the scene. The story will classify the player’s response as positive, neutral, or negative, and will use that as a basis for selecting what the next event will be. The story will progress based on the initial start point, and the player’s preferences.

Each checkpoint, which will be represented by a word, will correspond to a certain feature of the dungeon. When the player makes a decision, the checkpoint corresponding to the decision is selected. From the selected checkpoint, the corresponding features of the dungeon will be generated. This will ensure that the dungeon is different in some way for each play through, since the story may be different each time it is played. Similarly, main quests are also generated from the checkpoints. The values contained in each checkpoint would correspond to certain key features to form a quest. Side quests would be generated based on the previously created dungeon.

Each chunk of story selected will be processed by an algorithm that will take its corresponding check point value and generate the needed elements specified. How the story progresses lends to the randomness of the main quest and its components.

The dungeon map will be drawn using fractals pixel by pixel to form a 3200 x 3200 frame for each world that will be created.

1. Evaluation

Computer role playing games are typically valued for the number of hours a player can get out of the game. From linear storylines, a player can get one play through since the story only takes one path. Since the proposed method is procedurally generated and should generate a number of different scenarios, a player should be able to play the game a number of times before the scenarios are exhausted.

Twenty-five persons will be asked to play the game at least twice. They will be asked to rate the game based on the story’s coherence, visuals, and uniqueness of each play through. To evaluate the game’s replay value, there must be positive feedback based on the following criteria:

* Variability – the game must not be repetitive
* Player retention – players must be interested enough to play the game again
* Flexibility – the game must offer a certain degree of freedom to the players such that they feel they have an impact on the game and the game must be dynamic enough to present game plays

1. Timeline

2 weeks – creation of mini-stories

1 month – implementation for process of removing certain portions of the stories and replacing them to make them reusable and generation of checkpoints

2 months – implementation of algorithm that will make sure stories are coherent and logical

1 month – connection of checkpoints to dungeons and maps

1 month – algorithm for creating the map

2 months – algorithm for creating the dungeon and its features

2 weeks – integration of work

2 weeks – testing of the game/ survey

2 weeks – bug fixes and minor improvements

2 weeks – summary of results and integration of paper
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