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### Set up

# Set working directory and source function  
pwd = getwd()  
source(paste(pwd,'/function.R',sep=''))  
  
# Read Data  
booktrain\_path = paste(getwd(),'/../data/booktrain.csv',sep='')  
booktrain = read.csv(booktrain\_path)  
orders\_path = paste(getwd(),'/../data/orders.csv',sep='')  
orders = read.csv(orders\_path)  
  
# Only keep the rows from orders that can be matched to booktrain, i.e., the rows with logtarg.  
all= merge(orders, booktrain, by='id',all.x= TRUE)  
  
# Create Train and Test Dataset  
train\_original = all %>% filter(!is.na(logtarg)) # note that train data contains only 8224 customer id instead of 8311, since there are 87 ids in booktrain that can not be matched to the records in orders.  
train\_original = data\_manipulate(train\_original)  
  
test\_original = all %>% filter(is.na(logtarg))  
test\_original = data\_manipulate(test\_original)

### Exploratory Data Analysis

### check NA  
colSums(is.na(train\_original)) # do not have any NA

## id orddate ordnum category qty price   
## 0 0 0 0 0 0   
## logtarg total\_price   
## 0 0

### check the distribution for categorical columns  
ggplot(data=train\_original, aes(x=category)) + geom\_histogram(binwidth=1)

![](data:image/png;base64,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)

### check outlier for numerical columns  
# > qty  
# check\_outlier(train\_original, 'qty', 10) # I think all the outliers are correct but extreme value. Decide to keep it for now.  
# check\_outlier(train\_original, 'price', 10) # I think all the outliers are correct but extreme value. Decide to keep it for now.  
  
# > price  
# there are 3.25% of rows with the value 0 in column 'price', and most of them are from category 99 (61%).  
  
table(train\_original[train\_original$price==0,]$category)/dim(train\_original[train\_original$price==0,])[1]

##   
## 1 5 7 8 14   
## 0.0214141414 0.0185858586 0.0131313131 0.0004040404 0.1993939394   
## 17 19 20 23 31   
## 0.0012121212 0.0195959596 0.0002020202 0.0002020202 0.0016161616   
## 35 36 37 41 44   
## 0.0046464646 0.0036363636 0.0539393939 0.0004040404 0.0476767677   
## 99   
## 0.6139393939

### Feature Engineering

train = feature\_engineer(train\_original)  
test = feature\_engineer(test\_original, isTrain=FALSE)

Here are the list

|  |  |
| --- | --- |
| **Feature** | Description |
| **days\_recent\_purchase** | days since last purchase |
| **days\_first\_purchase** | days since first purchase |
| **order\_count** | total number of orders |
| **avg\_qty** | average quantity per order |
| **avg\_ord\_value** | average order price |
| **slope** | build a linear regression for each id using date as predictor and daily total quantity as response and use the slope as the trend |
| **coe\_va** | Coefficient of variation using the qty over year. The value is calculated using the variance divide by mean |
| **cat\_count** | number of categories purcahsed per user |
| **entrophy** | how diverse the amount of purchase are from all categories. The value is calculated using entropy function |
| **total\_money** | total money spent per user |
| **avg\_cats** | Average number of categories per order |
| **distinct\_orddate** | count distinct order date per user |
| **aug\_after\_orders** | ?? |
| **ordperyr** | order per year |

### Model Building

**Fit a simple regression model for benchmark**

fit\_multiple = lm(logtarg~.-id, data = train)  
summary(fit\_multiple) # Residual standard error: 0.6114 | Adjusted R-squared: 0.01354

##   
## Call:  
## lm(formula = logtarg ~ . - id, data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5368 -0.1531 -0.1084 -0.0587 5.5538   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.098674347 0.034298166 2.877 0.00403 \*\*   
## days\_recent\_purchase -0.000013324 0.000020562 -0.648 0.51701   
## days\_first\_purchase -0.000073064 0.000018163 -4.023 0.000058 \*\*\*  
## total\_duration NA NA NA NA   
## order\_count 0.026120545 0.032816499 0.796 0.42608   
## avg\_qty 0.009459409 0.005505497 1.718 0.08580 .   
## avg\_ord\_value 0.000247379 0.000233580 1.059 0.28960   
## slope 0.187550185 0.061513015 3.049 0.00230 \*\*   
## coe\_va 0.088771495 0.033497866 2.650 0.00806 \*\*   
## cat\_count 0.009657506 0.004805571 2.010 0.04450 \*   
## entrophy -0.017184729 0.027293220 -0.630 0.52895   
## total\_money -0.000017855 0.000008175 -2.184 0.02898 \*   
## avg\_cats -0.004656328 0.014044949 -0.332 0.74025   
## distinct\_orddate -0.017108734 0.032834036 -0.521 0.60233   
## aug\_after\_orders -0.003189100 0.001033152 -3.087 0.00203 \*\*   
## ordperyr -0.000338384 0.003153378 -0.107 0.91455   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.6113 on 8209 degrees of freedom  
## Multiple R-squared: 0.01556, Adjusted R-squared: 0.01388   
## F-statistic: 9.267 on 14 and 8209 DF, p-value: < 0.00000000000000022

**Stepwise Linear Regression**

# \*\*Backward\*\*  
fit\_stepback <- stepAIC(fit\_multiple,direction = c("backward"),trace=FALSE)  
  
# \*\*Forward\*\*  
fit\_zero <- lm(logtarg ~ 1, data = train)  
fit\_stepforw <- stepAIC(fit\_zero,direction = c("forward"), scope=list(upper=fit\_multiple,lower=fit\_zero),trace=FALSE)

summary(fit\_stepback) # Residual standard error: 0.6112 | Adjusted R-squared: 0.01422

##   
## Call:  
## lm(formula = logtarg ~ days\_first\_purchase + order\_count + avg\_qty +   
## slope + coe\_va + cat\_count + total\_money + aug\_after\_orders,   
## data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5569 -0.1530 -0.1067 -0.0580 5.5938   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.085736218 0.017555772 4.884 0.00000106106911846  
## days\_first\_purchase -0.000079962 0.000010117 -7.904 0.00000000000000305  
## order\_count 0.009831125 0.001947985 5.047 0.00000045887000725  
## avg\_qty 0.009167911 0.004020912 2.280 0.02263  
## slope 0.187822320 0.060347451 3.112 0.00186  
## coe\_va 0.091779546 0.028884492 3.177 0.00149  
## cat\_count 0.006801919 0.002803086 2.427 0.01526  
## total\_money -0.000015717 0.000007491 -2.098 0.03592  
## aug\_after\_orders -0.002918825 0.000954236 -3.059 0.00223  
##   
## (Intercept) \*\*\*  
## days\_first\_purchase \*\*\*  
## order\_count \*\*\*  
## avg\_qty \*   
## slope \*\*   
## coe\_va \*\*   
## cat\_count \*   
## total\_money \*   
## aug\_after\_orders \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.6112 on 8215 degrees of freedom  
## Multiple R-squared: 0.0152, Adjusted R-squared: 0.01424   
## F-statistic: 15.85 on 8 and 8215 DF, p-value: < 0.00000000000000022

summary(fit\_stepforw) # Residual standard error: 0.6112 | Adjusted R-squared: 0.01418

##   
## Call:  
## lm(formula = logtarg ~ days\_recent\_purchase + cat\_count + total\_duration +   
## order\_count + aug\_after\_orders + slope + coe\_va + avg\_ord\_value,   
## data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.8045 -0.1529 -0.1099 -0.0600 5.6117   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.10416289 0.01628863 6.395 0.00000000016951 \*\*\*  
## days\_recent\_purchase -0.00008978 0.00001298 -6.916 0.00000000000498 \*\*\*  
## cat\_count 0.00838132 0.00266445 3.146 0.00166 \*\*   
## total\_duration -0.00007644 0.00001332 -5.738 0.00000000991081 \*\*\*  
## order\_count 0.00781010 0.00185698 4.206 0.00002629161570 \*\*\*  
## aug\_after\_orders -0.00262454 0.00092964 -2.823 0.00477 \*\*   
## slope 0.16997665 0.05863347 2.899 0.00375 \*\*   
## coe\_va 0.08108321 0.02921947 2.775 0.00553 \*\*   
## avg\_ord\_value 0.00033295 0.00021220 1.569 0.11668   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.6114 on 8215 degrees of freedom  
## Multiple R-squared: 0.01479, Adjusted R-squared: 0.01383   
## F-statistic: 15.41 on 8 and 8215 DF, p-value: < 0.00000000000000022

**Lasso Linear Regression**

y=train$logtarg  
x=model.matrix(logtarg~.-id,train)  
param\_lasso = my\_cv\_glmnet(y,x,1)$small.lambda.betas  
param\_lasso = param\_lasso[param\_lasso!=0]  
lasso\_feature = c('logtarg','days\_recent\_purchase', 'days\_first\_purchase', 'order\_count', 'avg\_qty','coe\_va')  
fit\_lasso = lm(logtarg~., data = train[lasso\_feature])  
summary(fit\_lasso) # Residual standard error: 0.6113 | Adjusted R-squared: 0.01386

##   
## Call:  
## lm(formula = logtarg ~ ., data = train[lasso\_feature])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.8510 -0.1500 -0.1121 -0.0653 5.7901   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.11413191 0.01663943 6.859 0.00000000000743 \*\*\*  
## days\_recent\_purchase -0.00002712 0.00001658 -1.635 0.10199   
## days\_first\_purchase -0.00005968 0.00001267 -4.710 0.00000251230717 \*\*\*  
## order\_count 0.00714228 0.00138001 5.176 0.00000023264367 \*\*\*  
## avg\_qty 0.00607723 0.00287794 2.112 0.03475 \*   
## coe\_va 0.08836352 0.02842542 3.109 0.00189 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.612 on 8218 degrees of freedom  
## Multiple R-squared: 0.01222, Adjusted R-squared: 0.01162   
## F-statistic: 20.34 on 5 and 8218 DF, p-value: < 0.00000000000000022

### Model selection

Choose the model according to Root Mean Square Error(RMSE) and Adjusted R-squared

|  |  |  |
| --- | --- | --- |
| Model | RMSE | adj\_R\_square |
| Stepwise Regression Backward | 0.6112286 | 0.0142376 |
| Multiple Linear Regression | 0.6113396 | 0.0138793 |
| Stepwise Regression Forward | 0.6113557 | 0.0138276 |
| Lasso Regression | 0.6120392 | 0.0116212 |

In our final model, the significant features are

|  |  |
| --- | --- |
| **Feature** | Description |
| **days\_first\_purchase** | days since first purchase |
| **order\_count** | total number of orders |
| **avg\_qty** | average quantity per order |
| **slope** | build a linear regression for each id using date as predictor and daily total quantity as response and use the slope as the trend |
| **coe\_va** | Coefficient of variation using the qty over year. The value is calculated using the variance divide by mean |
| **cat\_count** | number of categories purcahsed per user |
| **total\_money** | total money spent per user |
| **aug\_after\_orders** | ?? |

### Make prediction

predict\_reg = predict(fit\_multiple, newdata=test)

## Warning in predict.lm(fit\_multiple, newdata = test): prediction from a  
## rank-deficient fit may be misleading

### Generating submitting file

test$logtarg = predict\_reg  
file\_version1 = test %>% dplyr::select(id, logtarg)  
file\_version1$logtarg = ifelse(file\_version1$logtarg<0, 0, file\_version1$logtarg)  
colnames(file\_version1) = c('id','yhat')  
# write.csv(file\_version1, file=paste('./submission/model\_',format(Sys.time(), "%b%d\_%H%M%S"),'.csv',sep=''),row.names = FALSE)