AudioPolicy :

1. The first step is to parse the xml file related to the audio policy.

virtio {

global\_configuration {

attached\_output\_devices AUDIO\_DEVICE\_OUT\_SPEAKER

default\_output\_device AUDIO\_DEVICE\_OUT\_SPEAKER

attached\_input\_devices AUDIO\_DEVICE\_IN\_BUILTIN\_MIC

audio\_hal\_version 2.0

}

outputs {

virtio {

sampling\_rates 48000

channel\_masks AUDIO\_CHANNEL\_OUT\_STEREO

formats AUDIO\_FORMAT\_PCM\_16\_BIT

devices AUDIO\_DEVICE\_OUT\_SPEAKER

flags AUDIO\_OUTPUT\_FLAG\_DIRECT

}

}

inputs {

virtio {

sampling\_rates 48000

channel\_masks AUDIO\_CHANNEL\_IN\_MONO

formats AUDIO\_FORMAT\_PCM\_16\_BIT

devices AUDIO\_DEVICE\_IN\_BUILTIN\_MIC

}

}

}

|  |
| --- |
|  |
|  | <!-- Virtio Audio HAL Audio Policy Configuration file --> |
|  | <module name="virtio" halVersion="2.0"> |
|  | <mixPorts> |
|  | <mixPort name="virtio output" role="source"> |
|  | <profile name="" format="AUDIO\_FORMAT\_PCM\_16\_BIT" |
|  | samplingRates="44100" |
|  | channelMasks="AUDIO\_CHANNEL\_OUT\_STEREO"/> |
|  | </mixPort> |
|  | <mixPort name="virtio input" role="sink"> |
|  | <profile name="" format="AUDIO\_FORMAT\_PCM\_16\_BIT" |
|  | samplingRates="44100,48000" |
|  | channelMasks="AUDIO\_CHANNEL\_IN\_MONO,AUDIO\_CHANNEL\_IN\_STEREO"/> |
|  | </mixPort> |
|  | </mixPorts> |
|  | <devicePorts> |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  | <devicePort tagName="Virtio Headphones" type="AUDIO\_DEVICE\_OUT\_VIRTIO\_HEADPHONES" role="sink"> |
|  | <profile name="" format="AUDIO\_FORMAT\_PCM\_16\_BIT" |
|  | samplingRates="44100" |
|  | channelMasks="AUDIO\_CHANNEL\_OUT\_STEREO"/> |
|  | </devicePort> |
|  | <devicePort tagName="virtio Speaker" type="AUDIO\_DEVICE\_OUT\_ VIRTIO\_SPEAKER" role="sink"> |
|  | <profile name="" format="AUDIO\_FORMAT\_PCM\_16\_BIT" |
|  | samplingRates="44100" |
|  | channelMasks="AUDIO\_CHANNEL\_OUT\_STEREO"/> |
|  | </devicePort> |
|  | <devicePort tagName="virtio In" type="AUDIO\_DEVICE\_IN\_VIRTIO\_MIC" role="source"> |
|  | <profile name="" format="AUDIO\_FORMAT\_PCM\_16\_BIT" |
|  | samplingRates="44100,48000" |
|  | channelMasks="AUDIO\_CHANNEL\_IN\_MONO,AUDIO\_CHANNEL\_IN\_STEREO"/> |
|  | </devicePort> |
|  | </devicePorts> |
|  | <routes> |
|  | <route type="mix" sink="VIRTIO Out" |
|  | sources="virtio output"/> |
|  | <route type="mix" sink="VIRTIO Headphones" |
|  | sources=" virtio output"/> |
|  | <route type="mix" sink="Virtio Speaker" |
|  | sources=" virtio output"/> |
|  | <route type="mix" sink=" virtio input" |
|  | sources="VIRTIO In"/> |
|  | </routes> |
|  | </module> |

1. The second step is to load the corresponding audio hal according to the hal name in the xml,

init.rc-> audioserver.rc-> main\_audioserver.cpp

path : /[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[media](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/)/[audioserver](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/audioserver/)/ audioserver.rc

main\_audioserver.cpp

Start the audio flinger and audio policy instance

[AudioFlinger](http://androidxref.com/9.0.0_r3/s?defs=AudioFlinger&project=frameworks)::[instantiate](http://androidxref.com/9.0.0_r3/s?defs=instantiate&project=frameworks)();

[AudioPolicyService](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyService&project=frameworks)::[instantiate](http://androidxref.com/9.0.0_r3/s?defs=instantiate&project=frameworks)();

[**AudioPolicyService**](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyService&project=frameworks)**:**

File Path:/[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audiopolicy](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/)/[service](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/)/[AudioPolicyService.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/AudioPolicyService.cpp)

**void** [**AudioPolicyService**](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/AudioPolicyService.cpp#AudioPolicyService)::**[onFirstRef](http://androidxref.com/9.0.0_r3/s?refs=onFirstRef&project=frameworks)**()-> Create audio policy manager object.

[mAudioPolicyManager](http://androidxref.com/9.0.0_r3/s?defs=mAudioPolicyManager&project=frameworks) = [createAudioPolicyManager](http://androidxref.com/9.0.0_r3/s?defs=createAudioPolicyManager&project=frameworks)([mAudioPolicyClient](http://androidxref.com/9.0.0_r3/s?defs=mAudioPolicyClient&project=frameworks));

File path /[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audiopolicy](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/)/[managerdefault](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/managerdefault/)/[AudioPolicyManager.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/managerdefault/AudioPolicyManager.cpp)

**[AudioPolicyManager](http://androidxref.com/9.0.0_r3/s?refs=AudioPolicyManager&project=frameworks)**::**[AudioPolicyManager](http://androidxref.com/9.0.0_r3/s?refs=AudioPolicyManager&project=frameworks)**([AudioPolicyClientInterface](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyClientInterface&project=frameworks) \***[clientInterface](http://androidxref.com/9.0.0_r3/s?refs=clientInterface&project=frameworks)**, **bool** /\*forTesting\*/)🡪 Constructor

1. [AudioPolicyManager](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyManager&project=frameworks)::**[loadConfig](http://androidxref.com/9.0.0_r3/s?refs=loadConfig&project=frameworks)**()

It will load vendor and system config files .

1. [AudioPolicyManager](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyManager&project=frameworks)::**[initialize](http://androidxref.com/9.0.0_r3/s?refs=initialize&project=frameworks)**()
   * Once policy config has been parsed, retrieve an instance of the engine and initialize it.
   * Retrieve the Policy Manager Interface
   * mAvailableOutputDevices and mAvailableInputDevices now contain all attached devices, open all output streams needed to access attached devices

**Audio device opening:**

File path :

/[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audioflinger](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audioflinger/)/[AudioFlinger.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audioflinger/AudioFlinger.cpp)

/[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[media](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/)/[libaudiohal](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/libaudiohal/)/[4.0](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/libaudiohal/4.0/)/[DevicesFactoryHalLocal.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/media/libaudiohal/4.0/DevicesFactoryHalLocal.cpp)

 /[hardware](http://androidxref.com/9.0.0_r3/xref/hardware/)/[libhardware](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/)/[include](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/)/[hardware](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/)/[audio.h](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h)

[AudioPolicyService](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyService&project=frameworks)::[AudioPolicyClient](http://androidxref.com/9.0.0_r3/s?defs=AudioPolicyClient&project=frameworks)::**[loadHwModule](http://androidxref.com/9.0.0_r3/s?refs=loadHwModule&project=frameworks)**(**const** **char** \***[name](http://androidxref.com/9.0.0_r3/s?refs=name&project=frameworks)**)🡪

[af](http://androidxref.com/9.0.0_r3/s?defs=af&project=frameworks)->**[loadHwModule](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/AudioPolicyClientImpl.cpp" \l "loadHwModule)**([**name**](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/AudioPolicyClientImpl.cpp#name));🡪 [**AudioFlinger**](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audioflinger/AudioFlinger.cpp#AudioFlinger)::**[loadHwModule\_l](http://androidxref.com/9.0.0_r3/s?refs=loadHwModule_l&project=frameworks)**(**const** **char** \*[**name**](http://androidxref.com/9.0.0_r3/s?refs=name&project=frameworks))🡪

**int** **[rc](http://androidxref.com/9.0.0_r3/s?refs=rc&project=frameworks)** = [mDevicesFactoryHal](http://androidxref.com/9.0.0_r3/s?defs=mDevicesFactoryHal&project=frameworks)->[openDevice](http://androidxref.com/9.0.0_r3/s?defs=openDevice&project=frameworks)([name](http://androidxref.com/9.0.0_r3/s?defs=name&project=frameworks), &[dev](http://androidxref.com/9.0.0_r3/s?defs=dev&project=frameworks));🡪

[**audio\_hw\_device\_open**](http://androidxref.com/9.0.0_r3/s?refs=audio_hw_device_open&project=hardware)(**const** **struct** [hw\_module\_t](http://androidxref.com/9.0.0_r3/s?defs=hw_module_t&project=hardware)\* **[module](http://androidxref.com/9.0.0_r3/s?refs=module&project=hardware)**,

[804](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h" \l "804) **struct** [**audio\_hw\_device**](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h#audio_hw_device)\*\* [device](http://androidxref.com/9.0.0_r3/s?defs=device&project=hardware))🡪

[**module**](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h#module)->[methods](http://androidxref.com/9.0.0_r3/s?defs=methods&project=hardware)->[open](http://androidxref.com/9.0.0_r3/s?defs=open&project=hardware)([**module**](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h#module), [**AUDIO\_HARDWARE\_INTERFACE**](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h#AUDIO_HARDWARE_INTERFACE),

[807](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware/include/hardware/audio.h" \l "807) [TO\_HW\_DEVICE\_T\_OPEN](http://androidxref.com/9.0.0_r3/s?defs=TO_HW_DEVICE_T_OPEN&project=hardware)([device](http://androidxref.com/9.0.0_r3/s?defs=device&project=hardware)));

-🡪 Open hardware module

   //This is the interface provided by the HAL framework. This method is in Hardware.c. Get the corresponding module through this AUDIO\_HARDWARE\_MODULE\_ID.

   rc = hw\_get\_module\_by\_class(AUDIO\_HARDWARE\_MODULE\_ID, if\_name,&mod);

  //Open the corresponding device through the corresponding module.

   rc = audio\_hw\_device\_open(mod, dev);

**Code Changes related to audio Policy :**

1. /[hardware](http://androidxref.com/9.0.0_r3/xref/hardware/)/[libhardware\_legacy](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/)/[audio](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/audio/)/[audio\_hw\_hal.cpp](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/audio/audio_hw_hal.cpp)

**In above file**

**static** [uint32\_t](http://androidxref.com/9.0.0_r3/s?defs=uint32_t&project=hardware) **[audio\_device\_conv\_table](http://androidxref.com/9.0.0_r3/s?refs=audio_device_conv_table&project=hardware)**[][[**HAL\_API\_REV\_NUM**](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/audio/audio_hw_hal.cpp#HAL_API_REV_NUM)] =

{ [AudioSystem](http://androidxref.com/9.0.0_r3/s?defs=AudioSystem&project=hardware)::[DEVICE\_OUT\_SPEAKER](http://androidxref.com/9.0.0_r3/s?defs=DEVICE_OUT_SPEAKER&project=hardware), [AUDIO\_DEVICE\_OUT\_SPEAKER](http://androidxref.com/9.0.0_r3/s?defs=AUDIO_DEVICE_OUT_SPEAKER&project=hardware) },

1. /[system](http://androidxref.com/9.0.0_r3/xref/system/)/[media](http://androidxref.com/9.0.0_r3/xref/system/media/)/[audio](http://androidxref.com/9.0.0_r3/xref/system/media/audio/)/[include](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/)/[system](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/)/[audio-base.h](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h)

**enum** {

[290](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "290) ***[AUDIO\_DEVICE\_NONE](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_NONE&project=system)*** = 0x0u,

[291](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "291) ***[AUDIO\_DEVICE\_BIT\_IN](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_BIT_IN&project=system)*** = 0x80000000u,

[292](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "292) ***[AUDIO\_DEVICE\_BIT\_DEFAULT](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_BIT_DEFAULT&project=system)*** = 0x40000000u,

[293](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "293)

[294](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "294) ***[AUDIO\_DEVICE\_OUT\_EARPIECE](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_EARPIECE&project=system)*** = 0x1u,

[295](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "295) ***[AUDIO\_DEVICE\_OUT\_SPEAKER](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_SPEAKER&project=system)*** = 0x2u,

[296](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "296) ***[AUDIO\_DEVICE\_OUT\_WIRED\_HEADSET](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_WIRED_HEADSET&project=system)*** = 0x4u,

[297](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "297) ***[AUDIO\_DEVICE\_OUT\_WIRED\_HEADPHONE](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_WIRED_HEADPHONE&project=system)*** = 0x8u,

[298](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "298) ***[AUDIO\_DEVICE\_OUT\_BLUETOOTH\_SCO](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_BLUETOOTH_SCO&project=system)*** = 0x10u,

[299](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "299) ***[AUDIO\_DEVICE\_OUT\_BLUETOOTH\_SCO\_HEADSET](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_BLUETOOTH_SCO_HEADSET&project=system)*** = 0x20u,

[300](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base.h" \l "300) ***[AUDIO\_DEVICE\_OUT\_BLUETOOTH\_SCO\_CARKIT](http://androidxref.com/9.0.0_r3/s?refs=AUDIO_DEVICE_OUT_BLUETOOTH_SCO_CARKIT&project=system)*** = 0x40u,

Same as above update the eum for virtio devices.

1. /[hardware](http://androidxref.com/9.0.0_r3/xref/hardware/)/[libhardware\_legacy](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/)/[include](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/include/)/[hardware\_legacy](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/include/hardware_legacy/)/[AudioSystemLegacy.h](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/include/hardware_legacy/AudioSystemLegacy.h)
2. /[system](http://androidxref.com/9.0.0_r3/xref/system/)/[media](http://androidxref.com/9.0.0_r3/xref/system/media/)/[audio](http://androidxref.com/9.0.0_r3/xref/system/media/audio/)/[include](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/)/[system](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/)/[audio-base-utils.h](http://androidxref.com/9.0.0_r3/xref/system/media/audio/include/system/audio-base-utils.h)

**enum** ***[audio\_devices](http://androidxref.com/9.0.0_r3/s?refs=audio_devices&project=hardware)*** {

[231](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/include/hardware_legacy/AudioSystemLegacy.h" \l "231) // output devices

[232](http://androidxref.com/9.0.0_r3/xref/hardware/libhardware_legacy/include/hardware_legacy/AudioSystemLegacy.h" \l "232) ***[DEVICE\_OUT\_EARPIECE](http://androidxref.com/9.0.0_r3/s?refs=DEVICE_OUT_EARPIECE&project=hardware)*** = 0x1,

Same as above update the eum audio\_device for virtio devices.

PlayBack flow :

Audio Track 🡪 2 modes

1. MODE\_STATIC🡪the playback data to AudioTrack at one time,
2. MODE\_STREAM🡪 The user process needs to continue to call write() to write data to the FIFO

AudioTrack Native API four data transmission modes:

1. TRANSFER\_CALLBACK: In the AudioTrackThread thread, use the audioCallback callback function to actively request data from the application process. ToneGenerator uses this mode.
2. TRANSFER\_OBTAIN: In process needs to call obtainBuffer()/releaseBuffer() to fill in the data.
3. TRANSFER\_SYNC: The application process needs to continuously call write() to write data to the FIFO. When writing data, it may encounter blocking (waiting for AudioFlinger::PlaybackThread to consume the previous data), which is basically applicable to all audio scenarios; corresponds to the MODE\_STREAM mode of AudioTrack Java API
4. TRANSFER\_SHARED: The application process pays the playback data to AudioTrack at a time, which is suitable for scenarios with small data volume and high latency requirements; corresponding to the MODE\_STATIC mode of AudioTrack Java API

AudioTrack Native API audio stream type:

1. AUDIO\_STREAM\_VOICE\_CALL
2. AUDIO\_STREAM\_SYSTEM
3. AUDIO\_STREAM\_RING
4. AUDIO\_STREAM\_MUSIC
5. AUDIO\_STREAM\_ALARM
6. AUDIO\_STREAM\_NOTIFICATION
7. AUDIO\_STREAM\_DTMF

**AudioTrack Native API output identification:**

AUDIO\_OUTPUT\_FLAG\_DIRECT:   
Indicates that the audio stream is directly output to the audio device, without software mixing, and is generally used for HDMI device sound output

AUDIO\_OUTPUT\_FLAG\_PRIMARY: Indicates that the audio stream needs to be output to the main output device, generally used for ringtones

AUDIO\_OUTPUT\_FLAG\_FAST: Indicates that the audio stream needs to be quickly output to the audio device, which is generally used in scenes with high delay requirements such as key-press sound and game background sound

AUDIO\_OUTPUT\_FLAG\_DEEP\_BUFFER: Indicates that the audio stream output can accept a large delay, which is generally used in scenes that do not require high delays such as music and video playback.

AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD: Indicates that the audio stream has not been decoded by software and needs to be output to a hardware decoder for decoding.

For example, button sounds and game background sounds require high output delay. Then you need to set AUDIO\_OUTPUT\_FLAG\_FAST.

Frame : a frame represents a complete sound unit, and the so-called sound unit refers to a sample sample;

 frameSize = channelCount \* bytesPerSample.

transmission delay: transmission delay represents the transmission time of one cycle of audio data.

latency = periodSize / sampleRate.

audio resampling: Audio resampling refers to the process of converting data of one sampling rate into data of another sampling rate. On the Android native system, audio hardware devices generally work at a fixed sampling rate (such as 48 KHz), so all audio track data needs to be resampled to this fixed sampling rate, and then output.

MimFrameCount :

minFrameCount = (afFrameCount \* sampleRate / afSampleRate) \* minBufCount.

AudioFlinger:

Cpp files and its explanation

**AudioResampler.cpp:**  Resampling processing class, which can perform sample rate conversion and channel conversion; directly used by the recording thread AudioFlinger::RecordThread.

**AudioMixer.cpp** : **Audio** mixing processing class, including resampling, volume adjustment, channel conversion, etc. The resampling is multiplexed with AudioResampler; it is used directly by the playback thread AudioFlinger::MixerThread

**Effects.cpp** : Sound effect processing class

**Tracks.cpp** : Audio stream management class, which can control the state of the audio stream, such as start, stop, pause

**Threads.cpp** : the playback thread and recording thread class; the playback thread reads the playback data from the FIFO and mixes it, and then writes the data to the output stream device; the recording thread reads the recording data from the input stream device and resamples it, and then writes the data to FIFO

**AudioFlinger.cpp** : Service interface provided by AudioFlinger

## AudioFlinger service interface

It can be concluded that the main service requests that AudioFlinger responds to are:

* Get the configuration information of the hardware device
* Volume adjustment
* Silent operation
* Audio mode switch
* Audio parameter setting
* Input and output stream device management
* Audio stream management

## AudioFlinger playback recording thread:

## https://img-blog.csdn.net/20170301225332422?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvenl1YW55dW4=/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/SouthEast

AndioFlinger is responsible for the management of input and output stream devices and the processing and transmission of audio stream data.

* **ThreadBase** : Base class of PlaybackThread and RecordThread
* **RecordThread** : Recording thread class, derived from ThreadBase
* **PlaybackThread** : Playback thread base class, also derived from ThreadBase
* **MixerThread** : The mixing playback thread class, derived from PlaybackThread, is responsible for processing the audio streams identified as AUDIO\_OUTPUT\_FLAG\_PRIMARY, AUDIO\_OUTPUT\_FLAG\_FAST, AUDIO\_OUTPUT\_FLAG\_DEEP\_BUFFER, MixerThread can mix the data of multiple audio tracks and then output
* **DirectOutputThread** : Direct input playback thread class, derived from PlaybackThread, responsible for processing the audio stream identified as AUDIO\_OUTPUT\_FLAG\_DIRECT. This kind of audio stream data does not require software mixing and can be directly output to the audio device
* **DuplicatingThread** : Duplicating playback thread class, derived from MixerThread, responsible for duplicating audio stream data to other output devices, use scenarios such as main sound card device, Bluetooth headset device, USB sound card device,**virtio sound card devices** and output at the same time
* **OffloadThread** : The hard-decoded playback thread class, derived from DirectOutputThread, is responsible for processing the audio stream identified as AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD. This audio stream has not been decoded by software (usually data in MP3, AAC, etc.) formats and needs to be output to a hardware decoder. Hardware decoder decodes into PCM data.

There is an extremely important function threadLoop() in PlaybackThread. When PlaybackThread is strongly referenced, threadLoop() will actually run into the loop body to process audio stream data related transactions.

1. The condition of the threadLoop() loop is that exitPending() returns false. If you want PlaybackThread to end the loop, you can call requestExit() to request exit;
2. processConfigEvents\_l(): Process configuration events; when a configuration change event occurs, you need to call sendConfigEvent\_l() to notify PlaybackThread, so that PlaybackThread can process configuration events in time; a common configuration event is to switch audio channels;
3. Check whether the standby conditions are met at this moment, for example, there is no Track in the ACTIVE state (mActiveTracks.size() = 0), then call threadLoop\_standby() to close the audio hardware device to save energy;
4. prepareTracks\_l(): Prepare audio stream and mixer. This function is very complicated. I will not analyze it in detail here, but just list the main points of the process:

* Traverse mActiveTracks, process the tracks on mActiveTracks one by one, and check whether the track is in the ACTIVE state;
* If the track setting is ACTIVE, then check whether the track data is ready;
* Configure the mixer parameters according to the volume value, format, number of channels, audio track sampling rate, and hardware device sampling rate of the audio stream;
* If the status of the Track is PAUSED or STOPPED, add the Track to the tracksToRemove vector;

1. threadLoop\_mix(): Read all the audio stream data in the ACTIVE state, and the mixer starts to process these data;
2. threadLoop\_write(): Write the data processed by the mixer to the output stream device;
3. threadLoop\_removeTracks(): Remove all tracks on tracksToRemove from mActiveTracks; this way these tracks will not be processed in the next loop.

From Audio HAL, we usually see the following 4 output stream devices, corresponding to different playback scenarios:

* **primary\_out** : primary output stream device, used for ringtone sound output, corresponding to the audio stream identified as AUDIO\_OUTPUT\_FLAG\_PRIMARY and a MixerThread playback thread instance
* **low\_latency** : low-latency output stream device, used for sound output with high latency requirements such as key-press sound and game background sound, corresponding to the audio stream identified as AUDIO\_OUTPUT\_FLAG\_FAST and a MixerThread playback thread instance
* **deep\_buffer** : Music audio track output stream device, used for audio output with low delay requirements such as music, corresponding to the audio stream identified as AUDIO\_OUTPUT\_FLAG\_DEEP\_BUFFER and a MixerThread playback thread instance
* **compress\_offload** : hard-decoded output stream device, used for data output that requires hardware decoding, corresponding to the audio stream identified as AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD and an OffloadThread playback thread instance
* ![PlaybackThread&StreamDevice](data:image/png;base64,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)

When the system starts, the three output stream devices, primary\_out, low\_latency, and deep\_buffer, are already opened, and the corresponding MixerThread is created. At this time, DirectOutputThread and OffloadThread will not be created until the audio stream identified as AUDIO\_OUTPUT\_FLAG\_DIRECT/AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD needs to be output.

[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audiopolicy](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/)/[managerdefault](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/managerdefault/)/[AudioPolicyManager.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/managerdefault/AudioPolicyManager.cpp)

AudioPolicyManager::AudioPolicyManager(AudioPolicyClientInterface \*clientInterface)

/[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audiopolicy](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/)/[service](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/)/[AudioPolicyClientImpl.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audiopolicy/service/AudioPolicyClientImpl.cpp)

/[frameworks](http://androidxref.com/9.0.0_r3/xref/frameworks/)/[av](http://androidxref.com/9.0.0_r3/xref/frameworks/av/)/[services](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/)/[audioflinger](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audioflinger/)/[AudioFlinger.cpp](http://androidxref.com/9.0.0_r3/xref/frameworks/av/services/audioflinger/AudioFlinger.cpp)

Which mpClientInterface->openOutput()will eventually call to AudioFlinger::openOutput(): Open the output stream devices and create PlaybackThread objects:

**Bind the available output stream mpClientInterface->openOutput:**  
step 1. Specify the first opened device as the main output device

Call flow:

@\frameworks\av\services\audiopolicy\managerdefault\AudioPolicyManager.cpp

status\_t status = mpClientInterface->openOutput(outProfile->getModuleHandle(),

&output, &config, &outputDesc->mDevice, address, &outputDesc->mLatency, outputDesc->mFlags);

------------------------------------------------------------------------------------

@\frameworks\av\services\audiopolicy\service\AudioPolicyClientImpl.cpp

status\_t AudioPolicyService::AudioPolicyClient::openOutput(audio\_module\_handle\_t module,audio\_io\_handle\_t \*output,

audio\_config\_t \*config,audio\_devices\_t \*devices, const String8& address, uint32\_t \*latencyMs,audio\_output\_flags\_t flags)

{

sp<IAudioFlinger> af = AudioSystem::get\_audio\_flinger();

return af->openOutput(module, output, config, devices, address, latencyMs, flags);

}

@ \frameworks\av\media\libaudioclient\IAudioFlinger.cpp

virtual status\_t openOutput(audio\_module\_handle\_t module, audio\_io\_handle\_t \*output, audio\_config\_t \*config,

audio\_devices\_t \*devices, const String8& address, uint32\_t \*latencyMs, audio\_output\_flags\_t flags)

||

status\_t BnAudioFlinger::onTransact(

uint32\_t code, const Parcel& data, Parcel\* reply, uint32\_t flags)

||

status\_t status = openOutput(module, &output, &config,

&devices, address, &latencyMs, flags);

------------------------------------------------------------------------------------

\frameworks\av\services\audioflinger\AudioFlinger.cpp

status\_t AudioFlinger::openOutput(audio\_module\_handle\_t module, audio\_io\_handle\_t \*output, audio\_config\_t \*config,

audio\_devices\_t \*devices, const String8& address, uint32\_t \*latencyMs, audio\_output\_flags\_t flags)

sp<AudioFlinger::ThreadBase> AudioFlinger::openOutput\_l(audio\_module\_handle\_t module,audio\_io\_handle\_t \*output,

audio\_config\_t \*config, audio\_devices\_t devices, const String8& address, audio\_output\_flags\_t flags

step 2. Find the most suitable output device **findSuitableHwDev\_l()**

@ \frameworks\av\services\audioflinger\AudioFlinger.cpp

AudioHwDevice\* AudioFlinger::findSuitableHwDev\_l( audio\_module\_handle\_t module, audio\_devices\_t devices)

step 3. Open the output stream , Create an AudioStreamOut object and call its open method

\frameworks\av\services\audioflinger\AudioHwDevice.cpp

status\_t AudioHwDevice::openOutputStream( AudioStreamOut \*\*ppStreamOut, audio\_io\_handle\_t handle, audio\_devices\_t devices,

audio\_output\_flags\_t flags, struct audio\_config \*config, const char \*address)

Try to open the HAL first using the current format.

ALOGV("openOutputStream(), try sampleRate %d, Format %#x,channelMask %#x", config->sample\_rate, config->format, config->channel\_mask);

status\_t status = outputStream->open(handle, devices, config, address);

The prototype of the open method is as follows:

status\_t AudioStreamOut::open(audio\_io\_handle\_t handle, audio\_devices\_t devices, struct audio\_config \*config, const char \*address)

int status = hwDev()->openOutputStream( handle, devices, customFlags, config, address, &outStream);

In hwDev()->openOutputStream()🡪What is returned is an object of DeviceHalInterface type

@ /frameworks/av/media/libaudiohal/DeviceHalLocal.cpp

status\_t DeviceHalLocal::openOutputStream( audio\_io\_handle\_t handle,audio\_devices\_t devices,audio\_output\_flags\_t flags,

struct audio\_config \*config,const char \*address,sp<StreamOutHalInterface> \*outStream)

Finally calls hal

audio\_hw\_device\_t \*mDev;

@ /hardware/qcom/audio/hal/audio\_hw.c

adev->device.open\_output\_stream = adev\_open\_output\_stream;

adev->device.open\_input\_stream = adev\_open\_input\_stream;

step 4. Create the thread corresponding to the output stream and add it to mMmapThreads, the purpose of calling MmapPlaybackThread is to assign a different thread to different output streams , and finally call mPlaybackThreads.add(\*output, thread) to The current output stream threads are stored in mMmapThreads.

MmapThread(audioFlinger, id, hwDev, output->stream, outDevice, inDevice, systemReady)

---->

ThreadBase(audioFlinger, id, outDevice, inDevice, MMAP, systemReady),

step 5. If it is For other output stream types, create corresponding ones for offload, directoutput, MixerThread

**if** (flags & AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD) {

// AUDIO\_OUTPUT\_FLAG\_COMPRESS\_OFFLOAD 音频流，创建 OffloadThread 实例

**thread** = **new** OffloadThread(this, outputStream, \*output, devices, mSystemReady);

ALOGV("openOutput\_l() created offload output: ID %d thread %p", \*output, **thread**);

} **else** **if** ((flags & AUDIO\_OUTPUT\_FLAG\_DIRECT)

|| !isValidPcmSinkFormat(config->format)

|| !isValidPcmSinkChannelMask(config->channel\_mask)) {

// AUDIO\_OUTPUT\_FLAG\_DIRECT audio stream, create DirectOutputThread instance

**thread** = **new** DirectOutputThread(this, outputStream, \*output, devices, mSystemReady);

ALOGV("openOutput\_l() created direct output: ID %d thread %p", \*output, **thread**);

} **else** {

// Other identified audio streams, create an instance of MixerThread

**thread** = **new** MixerThread(this, outputStream, \*output, devices, mSystemReady);

ALOGV("openOutput\_l() created mixer output: ID %d thread %p", \*output, **thread**);

}