Регулярные выражения в Javascript
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# Методы RegExp и String

Регулярные выражения в JavaScript являются объектами класса RegExp.

Кроме того, методы для поиска по регулярным выражениям встроены прямо в обычные строки String.

К сожалению, общая структура встроенных методов слегка запутана, поэтому мы сначала рассмотрим их по отдельности, а затем – рецепты по решению стандартных задач с ними.

**str.search(reg)**

Метод возвращает позицию первого совпадения или -1, если ничего не найдено.

var str = "Люблю регэкспы я, но странною любовью";

alert( str.search( /лю/i ) ); // 0

Ограничение метода search – он всегда ищет только первое совпадение.

Нельзя заставить search искать дальше первого совпадения, такой синтаксис попросту не предусмотрен. Но есть другие методы, которые это умеют.

**str.match(reg) без флага g**

Метод str.match работает по-разному, в зависимости от наличия или отсутствия флага g, поэтому сначала мы разберём вариант, когда его нет.

В этом случае str.match(reg) находит только одно, первое совпадение.

Результат вызова – это массив, состоящий из этого совпадения, с дополнительными свойствами index – позиция, на которой оно обнаружено и input – строка, в которой был поиск.

Например:

var str = "ОЙ-Ой-ой";

var result = str.match( /ой/i );

alert( result[0] ); // ОЙ (совпадение)

alert( result.index ); // 0 (позиция)

alert( result.input ); // ОЙ-Ой-ой (вся поисковая строка)

У этого массива не всегда только один элемент.

Если часть шаблона обозначена скобками, то она станет отдельным элементом массива.

Например:

var str = "javascript - это такой язык";

var result = str.match( /JAVA(SCRIPT)/i );

alert( result[0] ); // javascript (всё совпадение полностью)

alert( result[1] ); // script (часть совпадения, соответствующая скобкам)

alert( result.index ); // 0

alert( result.input ); // javascript - это такой язык

Благодаря флагу i поиск не обращает внимание на регистр буквы, поэтому находит javascript. При этом часть строки, соответствующая SCRIPT, выделена в отдельный элемент массива.

Позже мы ещё вернёмся к скобочным выражениям, они особенно удобны для поиска с заменой.

str.match(reg) с флагом g

При наличии флага g, вызов match возвращает обычный массив из всех совпадений.

Никаких дополнительных свойств у массива в этом случае нет, скобки дополнительных элементов не порождают.

Например:

var str = "ОЙ-Ой-ой";

var result = str.match( /ой/ig );

alert( result ); // ОЙ, Ой, ой

Пример со скобками:

var str = "javascript - это такой язык";

var result = str.match( /JAVA(SCRIPT)/gi );

alert( result[0] ); // javascript

alert( result.length ); // 1

alert( result.index ); // undefined

Из последнего примера видно, что элемент в массиве ровно один, и свойства index также нет. Такова особенность глобального поиска при помощи match – он просто возвращает все совпадения.

Для расширенного глобального поиска, который позволит получить все позиции и, при желании, скобки, нужно использовать метод RegExp#exec, которые будет рассмотрен далее.

**str.split(reg|substr, limit)**

Разбивает строку в массив по разделителю – регулярному выражению regexp или подстроке substr.

Обычно мы используем метод split со строками, вот так:

alert('12-34-56'.split('-')) // [12, 34, 56]

Можно передать в него и регулярное выражение, тогда он разобьёт строку по всем совпадениям.

Тот же пример с регэкспом:

alert('12-34-56'.split(/-/)) // [12, 34, 56]

**str.replace(reg, str|func)**

Швейцарский нож для работы со строками, поиска и замены любого уровня сложности.

Его простейшее применение – поиск и замена подстроки в строке, вот так:

// заменить дефис на двоеточие

alert('12-34-56'.replace("-", ":")) // 12:34-56

При вызове со строкой замены replace всегда заменяет только первое совпадение.

Чтобы заменить все совпадения, нужно использовать для поиска не строку "-", а регулярное выражение /-/g, причём обязательно с флагом g:

// заменить дефис на двоеточие

alert( '12-34-56'.replace( /-/g, ":" ) ) // 12:34:56

В строке для замены можно использовать специальные символы:

Спецсимволы Действие в строке замены

* $$ Вставляет "$".
* $& Вставляет всё найденное совпадение.
* $` Вставляет часть строки до совпадения.
* $' Вставляет часть строки после совпадения.
* $\*n\* где n -- цифра или двузначное число, обозначает n-ю по счёту скобку, если считать слева-направо.

Пример использования скобок и $1, $2:

var str = "Василий Пупкин";

alert(str.replace(/(Василий) (Пупкин)/, '$2, $1')) // Пупкин, Василий

Ещё пример, с использованием $&:

var str = "Василий Пупкин";

alert(str.replace(/Василий Пупкин/, 'Великий $&!')) // Великий Василий Пупкин!

Для ситуаций, которые требуют максимально «умной» замены, в качестве второго аргумента предусмотрена функция.

Она будет вызвана для каждого совпадения, и её результат будет вставлен как замена.

Например:

var i = 0;

// заменить каждое вхождение "ой" на результат вызова функции

alert("ОЙ-Ой-ой".replace(/ой/gi, function() {

return ++i;

})); // 1-2-3

В примере выше функция просто возвращала числа по очереди, но обычно она основывается на поисковых данных.

Эта функция получает следующие аргументы:

* str – найденное совпадение,
* p1, p2, ..., pn – содержимое скобок (если есть),
* offset – позиция, на которой найдено совпадение,
* s – исходная строка.

Если скобок в регулярном выражении нет, то у функции всегда будет ровно 3 аргумента:replacer(str, offset, s).

Используем это, чтобы вывести полную информацию о совпадениях:

// вывести и заменить все совпадения

function replacer(str, offset, s) {

alert( "Найдено: " + str + " на позиции: " + offset + " в строке: " + s );

return str.toLowerCase();

}

var result = "ОЙ-Ой-ой".replace(/ой/gi, replacer);

alert( 'Результат: ' + result ); // Результат: ой-ой-ой

С двумя скобочными выражениями – аргументов уже 5:

function replacer(str, name, surname, offset, s) {

return surname + ", " + name;

}

var str = "Василий Пупкин";

alert(str.replace(/(Василий) (Пупкин)/, replacer)) // Пупкин, Василий

Функция – это самый мощный инструмент для замены, какой только может быть. Она владеет всей информацией о совпадении и имеет доступ к замыканию, поэтому может всё.

[regexp.test(str)](http://learn.javascript.ru/regexp-methods" \l "regexp-test-str)

Теперь переходим к методам класса RegExp.

Метод test проверяет, есть ли хоть одно совпадение в строке str. Возвращает true/false.

Работает, по сути, так же, как и проверка str.search(reg) != -1, например:

var str = "Люблю регэкспы я, но странною любовью";

// эти две проверки идентичны

alert( /лю/i.test(str) ) // true

alert( str.search(/лю/i) != -1 ) // true

Пример с отрицательным результатом:

var str = "Ой, цветёт калина...";

alert( /javascript/i.test(str) ) // false

alert( str.search(/javascript/i) != -1 ) // false

**[regexp.exec(str)](http://learn.javascript.ru/regexp-methods" \l "regexp-exec-str)**

Для поиска мы уже видели методы:

* search – ищет индекс
* match – если регэксп без флага g – ищет совпадение с подрезультатами в скобках
* match – если регэксп с флагом g – ищет все совпадения, но без скобочных групп.

Метод regexp.exec дополняет их. Он позволяет искать и все совпадения и скобочные группы в них.

Он ведёт себя по-разному, в зависимости от того, есть ли у регэкспа флаг g.

* Если флага g нет, то regexp.exec(str) ищет и возвращает первое совпадение, является полным аналогом вызова str.match(reg).
* Если флаг g есть, то вызов regexp.exec возвращает первое совпадение и запоминает его позицию в свойстве regexp.lastIndex. Последующий поиск он начнёт уже с этой позиции. Если совпадений не найдено, то сбрасывает regexp.lastIndex в ноль.

Это используют для поиска всех совпадений в цикле:

var str = 'Многое по JavaScript можно найти на сайте http://javascript.ru';

var regexp = /javascript/ig;

var result;

alert( "Начальное значение lastIndex: " + regexp.lastIndex );

while (result = regexp.exec(str)) {

alert( 'Найдено: ' + result[0] + ' на позиции:' + result.index );

alert( 'Свойство lastIndex: ' + regexp.lastIndex );

}

alert( 'Конечное значение lastIndex: ' + regexp.lastIndex );

Здесь цикл продолжается до тех пор, пока regexp.exec не вернёт null, что означает «совпадений больше нет».

Найденные результаты последовательно помещаются в result, причём находятся там в том же формате, что и match – с учётом скобок, со свойствами result.index и result.input.

# Классы и спецсимволы

Рассмотрим практическую задачу – есть телефонный номер "+7(903)-123-45-67", и нам нужно найти в этой строке цифры. А остальные символы нас не интересуют.

Для поиска символов определённого вида в регулярных выражениях предусмотрены «классы символов».

Класс символов – это специальное обозначение, под которое подходит любой символ из определённого набора.

Например, есть класс «любая цифра». Он обозначается \d. Это обозначение вставляется в шаблон, и при поиске под него подходит любая цифра.

То есть, регулярное выражение /\d/ ищет ровно одну цифру:

var str = "+7(903)-123-45-67";

var reg = /\d/;

// не глобальный регэксп, поэтому ищет только первую цифру

alert( str.match(reg) ); // 7

…Ну а для поиска всех цифр достаточно добавить к регэкспу флаг g:

var str = "+7(903)-123-45-67";

var reg = /\d/g;

alert( str.match(reg) ); // массив всех совпадений: 7,9,0,3,1,2,3,4,5,6,7

**Важнейшие классы: \d \s \w**

Это был класс для цифр.

Конечно же, есть и другие.

Наиболее часто используются:

* \d (от английского «digit» – «цифра»)
  + Цифра, символ от 0 до 9.
* \s (от английского «space» – «пробел»)
  + Пробельный символ, включая табы, переводы строки и т.п.
* \w (от английского «word» – «слово»)

Символ «слова», а точнее – буква латинского алфавита или цифра или подчёркивание '\_'. Не-английские буквы не являются \w, то есть русская буква не подходит.

Например, \d\s\w обозначает цифру, за которой идёт пробельный символ, а затем символ слова.

Регулярное выражение может содержать одновременно и обычные символы и классы.

Например, CSS\d найдёт строку CSS, с любой цифрой после неё:

var str = "Стандарт CSS4 - это здорово";

var reg = /CSS\d/

alert( str.match(reg) ); // CSS4

И много классов подряд:

alert( "Я люблю HTML5!".match(/\s\w\w\w\w\d/) ); // 'HTML5'

Совпадение (каждому классу в регэкспе соответствует один символ результата):

![http://learn.javascript.ru/article/regexp-character-classes/love-html5-classes.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAAhCAYAAAC8/7spAAAKxElEQVR42u1cX0wcxxkHC8kS0j3wwNO98ESf7qm85Vzb5Izh4LBlm7OdxNbVbp34jFuu5sxhoN4Dzpi/LucK5yCIQsmlIAXhbqij2IiQxlS4MlxIXEORTSNHEIlWh0IFdnA8ndk/t7Nzs/ePvWDT/aQRx+7O7Dczv/m+3/fN3KWkaPJKCAAgVdNbE0X5h/s4AF1mZyJ1v+qpta+6LSCRulNLS5mr7mMArBRmbG+9QeoyfH59Oj9LQ1uc8qCPsa26DyU0UTeXgQ5N1NNJc3Yi9e/XHg+C6xbf9tYbpC5p4ExQxkAaWtkbrMWoOLzLn+ueTl7JXp9uyAKLTDp+78vm0+MvGs3jYXUW2XQwf34n9frYnjT0eY71GVfdJQCMpaQRbnMH+R7hehpYvqiLpjdY+SiD5nrBSkdGMvUmdN25NlevX5++lbWqgTNxmWsv823U7g/S7j25Uc6gwZVKkcxaPZocyebc3OJPZWC6D6/9cMPM0NzxDzfyQ9efIPfcl2+TW0UP1Sr+veu3zlW3GUTUmwE7ghQwTE//LQvXMxl6i7LS5XLKx0wDZ8IytTTP86ilXZnkRCPrBPosoUkA896d9ImTT+ijGy7mhadgAX1+PlBlAUslmTT+9bir2knyv7m5gJ6zTCkpqV+vzGQ8Hzhh4QDW8g77oqWAjaw3SEXAeTZuMnD/9Zy2o7+s2CaTsiNZevOgv8OD3m+1ChZUF9TAuUnuWf/mAmg1+8MsJ5zAVfcR8HzgbQvN3XEu0n/ViiwdAhMedLzw7F8Q20AuFLnaZRJMiyCd5H+scA0snkmfbC31o/ejuneRjkQQRNN7Gl3rKbQHBWv5bLzE8KW/2UpaWbX15gDPgdYMNM6poix+8kEOlf9By/WfhhMB0T2B64fCAwHBwm58dMAkd6MHISdsN/J1xc9y68W5Usj/QENhgIxwn01cNfyTWxyo7bOmGRiIIKBF0xtZWNBV4vzGe6GF07m12A/+2GwVQZc8vUWLKqc+GjhVkMccj7LYlHJ7TwUutTZXpCfvBzj+ZwmSLnfNA63Y9bd8/0IRLgT5Rm1xGLcN8cHl13S4RdyofSP4wnNoAbSf9UncbU9WNL35VBF6/igAPRfsQXFhUVJPauuNLCduob+d6DdonFONnCe36g8A3LIA/zkrijrB8k3d9z1Vdio3hdKxAjLkwOXdGT95xToRMCKfI+ULBDBvQQseTXN1oXtGvI0H25Ew60XT+9uJQQMevH0Rsr6HTcnWm4/kEU8/ZdsYbjZpAZFaMg92ihyND0wm9GTUKRJ9miCuhwcsc9DqiBbHKwYvXcXUxPnjgTYLBz6B/31FLATUFnKxOD+Mprf4rsddlxQtvtp6I/mm5W02NF5d55xaQKSS3OcsVj4gXTrKPUarO/tJXw4tPRNrspoLOvwHrWrpHaskQ+9YxkuTeIcagPQN1m5MtP7GcLVJKaqPJk8nO7PX5t7R/z/prYkmmsSwutPAbLcuMFSZDWaLddqIaLKl8pepwcyWqmP+hjILaMLKaF0uo42OJlsm1VVv+psIUIrlM89u53bq6/mpzzLRArzm2BekRtRoPCqPsqjvD9r3y4IH18xfMzxlRaCt7MBCtNIAn1sbzZXxu4ZbH2Sh642OA8Gb7tdbyPfWtJdbrzmKg+j+vdZcG023uk7G1ATbiKR/pL5H0r+hzAxWpwoyXx5guk+1SGAsAiOeo871Wy54qseXvh0juapRVs/3tYCai0RSWV4SQM98SizMMggupUVMK0+HjLItQ5fnnFO6nx+WbrpUdiAo3mcp4OXaaPy1PZr+0fseu85bakVEpd4tzwvEuxK3KzgrFMCJ0jFst904JpSH/RWGK643WBFsj/pKc25j98WjaxKwSu04EL7vey1HvHdyYlAGnPayvQt0cJaqAs777cetk1DfMUzfse4zRmqbyEo9Ga3SKxWyo0jmhHvk9TtDTPaf205Zb8Py3dAvFVfCxZDVTCzvlqjen8Ng6yGyzvMFspQIC88iDneeN33YarONek9Y0IGKlwucFLC0ltn4xb03EPVZApzvVewNndO8WPNznxyce5IIzjjnO5rLGK37GUN/vkim5OWygwtkXfoqBKmXhfsjdXlMYLRX31pxeLxBaPN6eWHgv4Pywwtq6I3kguC+8GCrvrveSKv/rN9seKnBKYBFCUyRwNkEOR5/EASkMmFzlkxwxlmXNOtkIQeK9iKc0/RWHfQ3V1jHxf//3bnHRIKzLgbedLcxz66m3tTJh3vjki4FYNBjc0pZAxNIDjjzgRKNSRo4hfn50H2kxe3gF+hG9x5jaX+PgW8jb8HnOePkLXFuIKngjIfCVXNRGPFSbNJiAWel8Gy/63WWtKS4C+EEfn2ABGevy8J+N/Sb7M72X1nx62D2Jzq19KZNfn331ZDVXJnhv5CFW9LVqV2Z6oOzCCz2nTI+hLncmX6HgS+lhodDV7IvC8BRG5xioDXdmm+rE4D6XoV5vFHgrdOt+2z13irLj8E5O8otgQ7XYfYPNYd8gzAIXhs9qY/QSVoUJpl7ZXBKFqAu5ApNBpITkYOH0wL09x4cGPw+09eWI3bkdp2JUUtvHJz3Gnfb8TauOfbKjnuJbazfCj9+tnlwRi9qg1Pqt9HeOAt08vdBeraYkl4SClLp4NsMOKNRMBQU0zvpPsPwE5QbxF1vdHAWgWeDNsNI/1WDhzKZYmfk7conaUQBfGJqQ2kVJ6I3Pkm9rjx2ZaYjw1NzwhfmyqD1ZUJR7b6cZIGzGeYV5UVK5yQLnJ96djnJ1JE4xicnIvPCzYCTgd5y2HvacgcGnagMe+2WFlcJi48H7nXDTL68k7GAM7zg4KwRLCfZGXwVkcniUATp4CmBEv9JRG98kpoiBgFSG7dV3KXaTJ5TLXCKGxt4gPS1N9cSi36bAaeSNM7O6nDOH9ZutYO/+bEs+RobON+HvOH3Ncd8NHC6QuDMk5NguIo8UdxmhQDOSAMfr974JF1zFATfrzvGXIG7E5HA+aB9r/XHBGeyAiIR9CHaBb/f4xF1Eb6+sRXglLdLBIqFMzMZ5AqKh3OSHA23hOJLw62fFK0rWaZqh+jW6QOfiN5UzhnKFeYGaG0oWfZXC5xSfyJx6K0Dp8LO0yWBc+HRauzgFBuTwIanjS7S+ByxksOsqiwKR1EkfZ83Eb1pky+lwLC0EbQqDUkNiF52cNKfU7RwmxF4Ql9y63n8HExNeTN/5/lFKDdJRqvxgVMi2Cg4QYojLiG67nuUfGWVkLYIbV/OXtShHZ93veWWpggcZDN60yYfzwysd/O/jMGEdq/UtRDbB5x8IDxH7MihnbeVmbPU30fywR24NbRrB7/Tzx2LhOcnBjqrTR6M94c84AUsWqNGpXHmOcN3IPA0Bf1o/yXKjlK0HZrN6E0NOLDInCwfKxyAePUCIsmzRQKnC6NKkcGpXK45dgcjbQIoFbRTKA0UtoMTaLNYI20xkkGBdGgjXzbItZirFSdhbbRIH2nQmmre8pGKdsDty9WpEmryezN6c5Shkk863xU4J5K2iV49uSnwp5p8X4rKUhXa0cpXBKfYP1w/JamJeW9dGpPINEWysLTjazXtFdZo4AzbcAnjlfLS5Spm10ZLwjGSjN9Q5H5gCpluaLbjqJXK1UElBjearN9+FPUGY0xaiiYpScMGV5S/i/Q/yhJW+zyBLesAAAAASUVORK5CYII=)

**Граница слова \b**

Граница слова \b – это особый класс.

Он интересен тем, что обозначает не символ, а границу между символами.

Например, \bJava\b найдёт слово Java в строке Hello, Java!, но не в строке Hello, Javascript!.

alert( "Hello, Java!".match(/\bJava\b/) ); // Java

alert( "Hello, Javascript!".match(/\bJava\b/) ); // null

Граница имеет «нулевую ширину» в том смысле, что обычно символам регулярного выражения соответствуют символы строки, но не в этом случае.

Граница – это проверка.

При поиске движок регулярных выражений идёт по шаблону и одновременно по строке, пытаясь построить соответствие. Когда он видит \b, то проверяет, что текущая позиция в строке подходит под одно из условий:

* Начало текста, если первый символ \w.
* Конец текста, если последний символ \w.
* Внутри текста, если с одной стороны \w, а с другой – не \w.

Например, в строке Hello, Java! под \b подходят следующие позиции:

![http://learn.javascript.ru/article/regexp-character-classes/hello-java-boundaries.png](data:image/png;base64,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)

Как правило, \b используется, чтобы искать отдельно стоящее слово. Не на русском конечно, хотя подобную проверку, как мы увидим далее, можно легко сделать для любого языка. А вот на английском, как в примере выше или для чисел, которые являются частным случаем \w – легко.

Например, регэксп \b\d\d\b ищет отдельно двузначные числа. Иными словами, он требует, чтобы до и после \d\d был символ, отличный от \w (или начало/конец текста).

Обратные классы

Для каждого класса существует «обратный ему», представленный такой же, но заглавной буквой.

«Обратный» – означает, что ему соответствуют все остальные символы, например:

* \D Не-цифра, то есть любой символ кроме \d, например буква.
* \S Не-пробел, то есть любой символ кроме \s, например буква.
* \W Любой символ, кроме \w, то есть не латинница, не подчёркивание, не цифра. В частности, русские буквы принадлежат этому классу.
* \B Проверка, обратная \b.

В начале этой главы мы видели, как получить из телефона +7(903)-123-45-67 все цифры.

Первый способ – найти все цифры через match(/\d/g).

Обратные классы помогут реализовать альтернативный – найти все НЕцифры и удалить их из строки:

var str = "+7(903)-123-45-67";

alert( str.replace(/\D/g, "") ); // 79031234567

Пробелы – обычные символы

Заметим, что в регулярных выражениях пробел – такой же символ, как и другие.

Обычно мы не обращаем внимание на пробелы. Для нашего взгляда строки 1-5 и 1 - 5 почти идентичны.

Однако, если регэксп не учитывает пробелов, то он не сработает.

Попытаемся найти цифры, разделённые дефисом:

alert( "1 - 5".match(/\d-\d/) ); // null, нет совпадений!

Поправим это, добавив в регэксп пробелы:

alert( "1 - 5".match(/\d - \d/) ); // работает, пробелы вокруг дефиса

Конечно же, пробелы в регэкспе нужны лишь тогда, когда мы их ищем. Лишние пробелы (как и любые лишние символы) могут навредить:

alert( "1-5".match(/\d - \d/) ); // null, так как в строке 1-5 нет пробелов

Короче говоря, в регулярном выражении все символы имеют значение. Даже (и тем более) – пробелы.

Точка – любой символ

Особым классом символов является точка ".".

В регулярном выражении, точка "." обозначает любой символ, кроме перевода строки:

alert( "Z".match(/./) ); // найдено Z

Посередине регулярного выражения:

var re = /CS.4/;

alert( "CSS4".match(re) ); // найдено "CSS4"

alert( "CS-4".match(re) ); // найдено "CS-4"

alert( "CS 4".match(re) ); // найдено "CS 4" (пробел тоже символ)

Обратим внимание – точка означает именно «произвольный символ».

То есть какой-то символ на этом месте в строке должен быть:

alert( "CS4".match(/CS.4/) ); // нет совпадений, так как для точки нет символа

**Экранирование специальных символов**

В регулярных выражениях есть и другие символы, имеющие особый смысл.

Они используются, чтобы расширить возможности поиска.

Вот их полный список: [ \ ^ $ . | ? \* + ( ).

Не пытайтесь запомнить его – когда мы разберёмся с каждым из них по отдельности, он запомнится сам собой.

Чтобы использовать специальный символ в качестве обычного, он должен бытьэкранирован.

Или, другими словами, перед символом должен быть обратный слэш '\'.

Например, нам нужно найти точку '.'. В регулярном выражении она означает «любой символ, кроме новой строки», поэтому чтобы найти именно сам символ «точка» – её нужно экранировать: \..

alert( "Глава 5.1".match(/\d\.\d/) ); // 5.1

Круглые скобки также являются специальными символами, так что для поиска именно скобки нужно использовать \(. Пример ниже ищет строку "g()":

alert( "function g()".match(/g\(\)/) ); // "g()"

Сам символ слэш '/', хотя и не является специальными символом в регулярных выражениях, но открывает-закрывает регэксп в синтаксисе /...pattern.../, поэтому его тоже нужно экранировать.

Так выглядит поиск слэша '/':

alert( "/".match(/\//) ); // '/'

Ну и, наконец, если нам нужно найти сам обратный слэш \, то его нужно просто задублировать.

Так выглядит поиск обратного слэша "\":

alert( "1\2".match(/\\/) ); // '\'

# Наборы и диапазоны

Например, [еао] означает любой символ из этих трёх: 'а', 'е', или 'о'.

Такое обозначение называют набором. Наборы используются в регулярном выражении наравне с обычными символами:

// найти [г или т], а затем "оп"

alert( "Гоп-стоп".match(/[гт]оп/gi) ); // "Гоп", "топ"

Обратим внимание: несмотря на то, что в наборе указано несколько символов, в совпадении должен присутствовать ровно один из них.

Поэтому в примере ниже нет результатов:

// найти "В", затем [у или а], затем "ля"

alert( "Вуаля".match(/В[уа]ля/) ); // совпадений нет

Поиск подразумевает:

* В,
* затем одну из букв набора [уа],
* а затем ля

Таким образом, совпадение было бы для строки Вуля или Валя.

**Диапазоны**

Квадратные скобки могут также содержать диапазоны символов.

Например, [a-z] – произвольный символ от a до z, [0-5] – цифра от 0 до 5.

В примере ниже мы будем искать "x", после которого идёт два раза любая цифра или буква от A до F:

// найдёт "xAF"

alert( "Exception 0xAF".match(/x[0-9A-F][0-9A-F]/g) );

Обратим внимание, в слове Exception есть сочетание xce, но оно не подошло, потому что буквы в нём маленькие, а в диапазоне [0-9A-F] – большие.

Если хочется искать и его тоже, можно добавить в скобки диапазон a-f: [0-9A-Fa-f]. Или же просто указать у всего регулярного выражения флаг i.

Символьные классы – всего лишь более короткие записи для диапазонов, в частности:

* \d – то же самое, что [0-9],
* \w – то же самое, что [a-zA-Z0-9\_],
* \s – то же самое, что [\t\n\v\f\r ] плюс несколько юникодных пробельных символов.

В квадратных скобках можно использовать и диапазоны и символьные классы – вместе.

Например, нам нужно найти все слова в тексте. Если они на английском – это достаточно просто:

var str = "The sun is rising!";

alert( str.match(/\w+/g) ); // The, sun, is, rising

В этом примере мы забежали немного вперёд и использовали pattern\w+, что означает один или более символов, подходящих под классpattern\w. Позже мы рассмотрим + детальнее, а пока – давайте посмотрим, найдутся ли слова на русском?

var str = "Солнце встаёт!";

alert( str.match(/\w+/g) ); // null

Ничего не найдено! Это можно понять, ведь \w – это именно английская букво-цифра, как можно видеть из аналога [a-zA-Z0-9\_].

Чтобы находило слово на русском – нужно использовать диапазон, например /[а-я]/.

А чтобы на обоих языках – и то и другое вместе:

var str = "Солнце (the sun) встаёт!";

alert( str.match(/[\wа-я]+/gi) ); // Солнце, the, sun, вста, т

…Присмотритесь внимательно к предыдущему примеру! Вы видите странность? Оно не находит букву ё, более того – считает её разрывом в слове. Причина – в кодировке юникод, она подробно раскрыта в главе [Строки](http://learn.javascript.ru/string).

Буква ё лежит в стороне от основной кириллицы и её следует добавить в диапазон дополнительно, вот так:

var str = "Солнце (the sun) встаёт!";

alert( str.match(/[\wа-яё]+/gi) ); // Солнце, the, sun, встаёт

Теперь всё в порядке.

**Диапазоны «кроме»**

Кроме обычных, существуют также исключающие диапазоны: [^…].

Квадратные скобки, начинающиеся со знака каретки: [^…] находят любой символ, кроме указанных.

Например:

* [^аеуо] – любой символ, кроме 'a', 'e', 'y', 'o'.
* [^0-9] – любой символ, кроме цифры, то же что \D.
* [^\s] – любой не-пробельный символ, то же что \S.

Пример ниже ищет любые символы, кроме букв, цифр и пробелов:

alert( "alice15@gmail.com".match(/[^\d\sA-Z]/gi) ); // "@", "."

**Не нужно экранирование**

Обычно, если мы хотим искать именно точку, а не любой символ, или именно символ \, то мы используем экранирование: указываем \. или \\.

В квадратных скобках большинство специальных символов можно использовать без экранирования, если конечно они не имеют какой-то особый смысл именно внутри квадратных скобок.

То есть, «как есть», без экранирования можно использовать символы:

* Точка '.'.
* Плюс '+'.
* Круглые скобки '( )'.
* Дефис '-', если он находится в начале или конце квадратных скобок, то есть не выделяет диапазон.
* Символ каретки '^', если не находится в начале квадратных скобок.
* А также открывающая квадратная скобка '['.

То есть, точка "." в квадратных скобках означает не «любой символ», а обычную точку.

Регэксп [.,] ищет один из символов «точка» или «запятая».

В примере ниже регэксп [-().^+] ищет один из символов -().^. Они не экранированы:

// Без экранирования

var re = /[-().^+]/g;

alert( "1 + 2 - 3".match(re) ); // найдёт +, -

…Впрочем, даже если вы решите «на всякий случай» заэкранировать эти символы, поставив перед ними обратный слэш \ – вреда не будет:

// Всё заэкранировали

var re = /[\-\(\)\.\^\+]/g;

alert( "1 + 2 - 3".match(re) ); // тоже работает: +, -

# Квантификаторы +, \*, ? и {n}

Рассмотрим ту же задачу, что и ранее – взять телефон вида +7(903)-123-45-67 и найти все числа в нём. Но теперь нас интересуют не цифры по отдельности, а именно числа, то есть результат вида 7, 903, 123, 45, 67.

Для поиска цифр по отдельности нам было достаточно класса \d. Но здесь нужно искать числа – последовательности из 1 или более цифр.

Количество {n}

Количество повторений символа можно указать с помощью числа в фигурных скобках: {n}.

Такое указание называют квантификатором (от англ. quantifier).

У него есть несколько подформ записи:

Точное количество: {5}

Регэксп \d{5} обозначает ровно 5 цифр, в точности как \d\d\d\d\d.

Следующий пример находит пятизначное число.

alert( "Мне 12345 лет".match(/\d{5}/) ); // "12345"

Количество от-до: {3,5}

Для того, чтобы найти, например, числа размером от трёх до пяти знаков, нужно указать границы в фигурных скобках: \d{3,5}

alert( "Мне не 12, а 1234 года".match(/\d{3,5}/) ); // "1234"

Последнее значение можно и не указывать. Тогда выражение \d{3,} найдет числа, длиной от трех цифр:

alert( "Мне не 12, а 345678 лет".match(/\d{3,}/) ); // "345678"

В случае с телефоном нам нужны числа – одна или более цифр подряд. Этой задаче соответствует регулярное выражение \d{1,}:

var str = "+7(903)-123-45-67";

alert( str.match(/\d{1,}/g) ); // 7,903,123,45,67

Короткие обозначения

Для самых часто востребованных квантификаторов есть специальные короткие обозначения.

+

Означает «один или более», то же что {1,}.

Например, \d+ находит числа – последовательности из 1 или более цифр:

var str = "+7(903)-123-45-67";

alert( str.match(/\d+/g) ); // 7,903,123,45,67

?

Означает «ноль или один», то же что и {0,1}. По сути, делает символ необязательным.

Например, регэксп ou?r найдёт o, после которого, возможно, следует u, а затем r.

Этот регэксп найдёт or в слове color и our в colour:

var str = "Можно писать color или colour (британский вариант)";

alert( str.match(/colou?r/g) ); // color, colour

\*

Означает «ноль или более», то же что {0,}. То есть, символ может повторяться много раз или вообще отсутствовать.

Пример ниже находит цифру, после которой идёт один или более нулей:

alert( "100 10 1".match(/\d0\*/g) ); // 100, 10, 1

Сравните это с '+' (один или более):

alert( "100 10 1".match(/\d0+/g) ); // 100, 10

Ещё примеры

Эти квантификаторы принадлежат к числу самых важных «строительных блоков» для сложных регулярных выражений, поэтому мы рассмотрим ещё примеры.

Регэксп «десятичная дробь» (число с точкой внутри): \d+\.\d+

В действии:

alert( "0 1 12.345 7890".match(/\d+\.\d+/g) ); // 12.345

Регэксп «открывающий HTML-тег без атрибутов», такой как <span> или <p>: /<[a-z]+>/i

Пример:

alert( "<BODY> ... </BODY>".match(/<[a-z]+>/gi) ); // <BODY>

Это регулярное выражение ищет символ '<', за которым идут одна или более букв английского алфавита, и затем '>'.

Регэксп «открывающий HTML-тег без атрибутов» (лучше): /<[a-z][a-z0-9]\*>/i

Здесь регулярное выражение расширено: в соответствие со стандартом, HTML-тег может иметь символ цифры на любой позиции, кроме первой, например <h1>.

alert( "<h1>Привет!</h1>".match(/<[a-z][a-z0-9]\*>/gi) ); // <h1>

Регэксп «открывающий или закрывающий HTML-тег без атрибутов»: /<\/?[a-z][a-z0-9]\*>/i

В предыдущий паттерн добавили необязательный слэш /? перед тегом. Его понадобилось заэкранировать, чтобы JavaScript не принял его за конец шаблона.

alert( "<h1>Привет!</h1>".match(/<\/?[a-z][a-z0-9]\*>/gi) ); // <h1>, </h1>

# Домашнее задание

* Напишите регулярное выражение для поиска HTML-цвета, заданного как #ABCDEF, то есть # и содержит затем 6 шестнадцатеричных символов.
* Создайте регэксп, который ищет все положительные числа, в том числе и с десятичной точкой. Например, var str = "1.5 0 12. 123.4."
* Время может быть в формате часы:минуты или часы-минуты. И часы и минуты состоят из двух цифр, например 09:00, 21-30. Напишите регулярное выражение для поиска времени
* Написать проверку правильности координаты в файле инициализации шахматной доски c помощью регулярного выражения. Он должен иметь формат вида A6.
* Написать регулярные выражения для следующих сущностей: номер телефона в формате +7(965)-123-45-67, email, серии и номера паспорта. Применить написанные регулярные выражения необходимо для валидации произвольной формы, в которой обязательно должны присутствовать описанные выше поля. Поля, которые проходят валидацию подсветить зеленым, остальные – красным.

# Используемая литература

* [Mozilla Developer Network](https://developer.mozilla.org/)
* [MSDN](http://msdn.microsoft.com/)
* [Safari Developer Library](https://developer.apple.com/library/safari/navigation/index.html)
* [Современный учебник JavaScript](http://learn.javascript.ru)