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*Lesson 1*

## Iterations

[BinaryGap](https://codility.com/programmers/lessons/1-iterations/binary_gap/)

Find longest sequence of zeros in binary representation of an integer.

A *binary gap* within a positive integer N is any maximal sequence of consecutive zeros that is surrounded by ones at both ends in the binary representation of N.

For example, number 9 has binary representation 1001 and contains a binary gap of length 2.

The number 529 has binary representation 1000010001 and contains two binary gaps: one of length 4 and one of length 3.

The number 20 has binary representation 10100 and contains one binary gap of length 1.

The number 15 has binary representation 1111 and has no binary gaps.

Write a function:

class Solution { public int solution(int N); }

that, given a positive integer N, returns the length of **its longest** binary gap.

The function should return 0 if N doesn't contain a binary gap.

For example, given N = 1041 the function should return 5, because N has binary representation 10000010001 and so its longest binary gap is of length 5.

Given N = 32 the function should return 0, because N has binary representation '100000' and thus no binary gaps.

Write an efficient algorithm for the following assumptions:

Assume that:

* N is an integer within the range [1..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(log(N));
* expected worst-case space complexity is O(1).

*Lesson 2*

## Arrays

#### [OddOccurrencesInArray](https://codility.com/programmers/lessons/2-arrays/odd_occurrences_in_array/)

Find value that occurs in odd number of elements.

A non-empty zero-indexed array A consisting of N integers is given. The array contains an odd number of elements, and each element of the array can be paired with another element that has the same value, except for one element that is left unpaired.

For example, in array A such that:

A[0] = 9 A[1] = 3 A[2] = 9 A[3] = 3 A[4] = 9 A[5] = 7 A[6] = 9

* the elements at indexes 0 and 2 have value 9,
* the elements at indexes 1 and 3 have value 3,
* the elements at indexes 4 and 6 have value 9,
* the element at index 5 has value 7 and is unpaired.

Write a function:

class Solution { public int solution(int[] A); }

that, given an array A consisting of N integers fulfilling the above conditions, returns the value of the unpaired element.

For example, given array A such that:

A[0] = 9 A[1] = 3 A[2] = 9 A[3] = 3 A[4] = 9 A[5] = 7 A[6] = 9

the function should return 7, as explained in the example above.

Assume that:

* N is an odd integer within the range [1..1,000,000];
* each element of array A is an integer within the range [1..1,000,000,000];
* all but one of the values in A occur an even number of times.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#### [CyclicRotation](https://codility.com/programmers/lessons/2-arrays/cyclic_rotation/)

[**START**](https://codility.com/programmers/lessons/2-arrays/cyclic_rotation/start/)

Rotate an array to the right by a given number of steps.

A zero-indexed array A consisting of N integers is given. Rotation of the array means that each element is shifted right by one index, and the last element of the array is also moved to the first place.

For example, the rotation of array A = [3, 8, 9, 7, 6] is [6, 3, 8, 9, 7]. The goal is to rotate array A K times; that is, each element of A will be shifted to the right by K indexes.

Write a function:

class Solution { public int[] solution(int[] A, int K); }

that, given a zero-indexed array A consisting of N integers and an integer K, returns the array A rotated K times.

For example, given array A = [3, 8, 9, 7, 6] and K = 3, the function should return [9, 7, 6, 3, 8].

Assume that:

* N and K are integers within the range [0..100];
* each element of array A is an integer within the range [−1,000..1,000].

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

*Lesson 3*

## Time Complexity

#### [PermMissingElem](https://codility.com/programmers/lessons/3-time_complexity/perm_missing_elem/)

**[START](https://codility.com/programmers/lessons/3-time_complexity/perm_missing_elem/start/)**

Find the missing element in a given permutation.

A zero-indexed array A consisting of N different integers is given. The array contains integers in the range [1..(N + 1)], which means that exactly one element is missing.

Your goal is to find that missing element.

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A, returns the value of the missing element.

For example, given array A such that:

A[0] = 2 A[1] = 3 A[2] = 1 A[3] = 5

the function should return 4, as it is the missing element.

Assume that:

* N is an integer within the range [0..100,000];
* the elements of A are all distinct;
* each element of array A is an integer within the range [1..(N + 1)].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#### [FrogJmp](https://codility.com/programmers/lessons/3-time_complexity/frog_jmp/)

[**START**](https://codility.com/programmers/lessons/3-time_complexity/frog_jmp/start/)

Count minimal number of jumps from position X to Y.

A small frog wants to get to the other side of the road. The frog is currently located at position X and wants to get to a position greater than or equal to Y. The small frog always jumps a fixed distance, D.

Count the minimal number of jumps that the small frog must perform to reach its target.

Write a function:

class Solution { public int solution(int X, int Y, int D); }

that, given three integers X, Y and D, returns the minimal number of jumps from position X to a position equal to or greater than Y.

For example, given:

X = 10 Y = 85 D = 30

the function should return 3, because the frog will be positioned as follows:

* after the first jump, at position 10 + 30 = 40
* after the second jump, at position 10 + 30 + 30 = 70
* after the third jump, at position 10 + 30 + 30 + 30 = 100

Assume that:

* X, Y and D are integers within the range [1..1,000,000,000];
* X ≤ Y.

Complexity:

* expected worst-case time complexity is O(1);
* expected worst-case space complexity is O(1).

#### [TapeEquilibrium](https://codility.com/programmers/lessons/3-time_complexity/tape_equilibrium/)

[**START**](https://codility.com/programmers/lessons/3-time_complexity/tape_equilibrium/start/)

Minimize the value |(A[0] + ... + A[P-1]) - (A[P] + ... + A[N-1])|.

A non-empty zero-indexed array A consisting of N integers is given. Array A represents numbers on a tape.

Any integer P, such that 0 < P < N, splits this tape into two non-empty parts: A[0], A[1], ..., A[P − 1] and A[P], A[P + 1], ..., A[N − 1].

The *difference* between the two parts is the value of: |(A[0] + A[1] + ... + A[P − 1]) − (A[P] + A[P + 1] + ... + A[N − 1])|

In other words, it is the absolute difference between the sum of the first part and the sum of the second part.

For example, consider array A such that:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 4 A[4] = 3

We can split this tape in four places:

* P = 1, difference = |3 − 10| = 7
* P = 2, difference = |4 − 9| = 5
* P = 3, difference = |6 − 7| = 1
* P = 4, difference = |10 − 3| = 7

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A of N integers, returns the minimal difference that can be achieved.

For example, given:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 4 A[4] = 3

the function should return 1, as explained above.

Assume that:

* N is an integer within the range [2..100,000];
* each element of array A is an integer within the range [−1,000..1,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 4*

## Counting Elements

#### [PermCheck](https://codility.com/programmers/lessons/4-counting_elements/perm_check/)

[**START**](https://codility.com/programmers/lessons/4-counting_elements/perm_check/start/)

Check whether array A is a permutation.

A non-empty zero-indexed array A consisting of N integers is given.

A *permutation* is a sequence containing each element from 1 to N once, and only once.

For example, array A such that:

A[0] = 4 A[1] = 1 A[2] = 3 A[3] = 2

is a permutation, but array A such that:

A[0] = 4 A[1] = 1 A[2] = 3

is not a permutation, because value 2 is missing.

The goal is to check whether array A is a permutation.

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A, returns 1 if array A is a permutation and 0 if it is not.

For example, given array A such that:

A[0] = 4 A[1] = 1 A[2] = 3 A[3] = 2

the function should return 1.

Given array A such that:

A[0] = 4 A[1] = 1 A[2] = 3

the function should return 0.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#### [FrogRiverOne](https://codility.com/programmers/lessons/4-counting_elements/frog_river_one/)

[**START**](https://codility.com/programmers/lessons/4-counting_elements/frog_river_one/start/)

Find the earliest time when a frog can jump to the other side of a river.

 small frog wants to get to the other side of a river. The frog is initially located on one bank of the river (position 0) and wants to get to the opposite bank (position X+1). Leaves fall from a tree onto the surface of the river.

You are given a zero-indexed array A consisting of N integers representing the falling leaves. A[K] represents the position where one leaf falls at time K, measured in seconds.

The goal is to find the earliest time when the frog can jump to the other side of the river. The frog can cross only when leaves appear at every position across the river from 1 to X (that is, we want to find the earliest moment when all the positions from 1 to X are covered by leaves). You may assume that the speed of the current in the river is negligibly small, i.e. the leaves do not change their positions once they fall in the river.

For example, you are given integer X = 5 and array A such that:

A[0] = 1 A[1] = 3 A[2] = 1 A[3] = 4 A[4] = 2 A[5] = 3 A[6] = 5 A[7] = 4

In second 6, a leaf falls into position 5. This is the earliest time when leaves appear in every position across the river.

Write a function:

class Solution { public int solution(int X, int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers and integer X, returns the earliest time when the frog can jump to the other side of the river.

If the frog is never able to jump to the other side of the river, the function should return −1.

For example, given X = 5 and array A such that:

A[0] = 1 A[1] = 3 A[2] = 1 A[3] = 4 A[4] = 2 A[5] = 3 A[6] = 5 A[7] = 4

the function should return 6, as explained above.

Assume that:

* N and X are integers within the range [1..100,000];
* each element of array A is an integer within the range [1..X].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(X), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#### [MissingInteger](https://codility.com/programmers/lessons/4-counting_elements/missing_integer/)

[**START**](https://codility.com/programmers/lessons/4-counting_elements/missing_integer/start/)

Find the smallest positive integer that does not occur in a given sequence.

This is a demo task.

Write a function:

class Solution { public int solution(int[] A); }

that, given an array A of N integers, returns the smallest positive integer (greater than 0) that does not occur in A.

For example, given A = [1, 3, 6, 4, 1, 2], the function should return 5.

For another example, given A = [1, 2, 3], the function should return 4.

Given A = [−1, −3], the function should return 1.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [−1,000,000..1,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

#### [MaxCounters](https://codility.com/programmers/lessons/4-counting_elements/max_counters/)

[**START**](https://codility.com/programmers/lessons/4-counting_elements/max_counters/start/)

Calculate the values of counters after applying all alternating operations: increase counter by 1; set value of all counters to current maximum.

You are given N counters, initially set to 0, and you have two possible operations on them:

* *increase(X)* − counter X is increased by 1,
* *max counter* − all counters are set to the maximum value of any counter.

A non-empty zero-indexed array A of M integers is given. This array represents consecutive operations:

* if A[K] = X, such that 1 ≤ X ≤ N, then operation K is increase(X),
* if A[K] = N + 1 then operation K is max counter.

For example, given integer N = 5 and array A such that:

A[0] = 3 A[1] = 4 A[2] = 4 A[3] = 6 A[4] = 1 A[5] = 4 A[6] = 4

the values of the counters after each consecutive operation will be:

(0, 0, 1, 0, 0) (0, 0, 1, 1, 0) (0, 0, 1, 2, 0) (2, 2, 2, 2, 2) (3, 2, 2, 2, 2) (3, 2, 2, 3, 2) (3, 2, 2, 4, 2)

The goal is to calculate the value of every counter after all operations.

Write a function:

class Solution { public int[] solution(int N, int[] A); }

that, given an integer N and a non-empty zero-indexed array A consisting of M integers, returns a sequence of integers representing the values of the counters.

The sequence should be returned as:

* a structure Results (in C), or
* a vector of integers (in C++), or
* a record Results (in Pascal), or
* an array of integers (in any other programming language).

For example, given:

A[0] = 3 A[1] = 4 A[2] = 4 A[3] = 6 A[4] = 1 A[5] = 4 A[6] = 4

the function should return [3, 2, 2, 4, 2], as explained above.

Assume that:

* N and M are integers within the range [1..100,000];
* each element of array A is an integer within the range [1..N + 1].

Complexity:

* expected worst-case time complexity is O(N+M);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 5*

## Prefix Sums

[CountDiv](https://codility.com/programmers/lessons/5-prefix_sums/count_div/)

[**START**](https://codility.com/programmers/lessons/5-prefix_sums/count_div/start/)

Compute number of integers divisible by k in range [a..b].

Write a function:

class Solution { public int solution(int A, int B, int K); }

that, given three integers A, B and K, returns the number of integers within the range [A..B] that are divisible by K, i.e.:

{ i : A ≤ i ≤ B, i mod K = 0 }

For example, for A = 6, B = 11 and K = 2, your function should return 3, because there are three numbers divisible by 2 within the range [6..11], namely 6, 8 and 10.

Assume that:

* A and B are integers within the range [0..2,000,000,000];
* K is an integer within the range [1..2,000,000,000];
* A ≤ B.

Complexity:

* expected worst-case time complexity is O(1);
* expected worst-case space complexity is O(1).

[PassingCars](https://codility.com/programmers/lessons/5-prefix_sums/passing_cars/)

[**START**](https://codility.com/programmers/lessons/5-prefix_sums/passing_cars/start/)

Count the number of passing cars on the road.

A non-empty zero-indexed array A consisting of N integers is given. The consecutive elements of array A represent consecutive cars on a road.

Array A contains only 0s and/or 1s:

* 0 represents a car traveling east,
* 1 represents a car traveling west.

The goal is to count passing cars. We say that a pair of cars (P, Q), where 0 ≤ P < Q < N, is passing when P is traveling to the east and Q is traveling to the west.

For example, consider array A such that:

A[0] = 0 A[1] = 1 A[2] = 0 A[3] = 1 A[4] = 1

We have five pairs of passing cars: (0, 1), (0, 3), (0, 4), (2, 3), (2, 4).

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A of N integers, returns the number of pairs of passing cars.

The function should return −1 if the number of pairs of passing cars exceeds 1,000,000,000.

For example, given:

A[0] = 0 A[1] = 1 A[2] = 0 A[3] = 1 A[4] = 1

the function should return 5, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer that can have one of the following values: 0, 1.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[GenomicRangeQuery](https://codility.com/programmers/lessons/5-prefix_sums/genomic_range_query/)

[**START**](https://codility.com/programmers/lessons/5-prefix_sums/genomic_range_query/start/)

Find the minimal nucleotide from a range of sequence DNA.

A DNA sequence can be represented as a string consisting of the letters A, C, G and T, which correspond to the types of successive nucleotides in the sequence. Each nucleotide has an *impact factor*, which is an integer. Nucleotides of types A, C, G and T have impact factors of 1, 2, 3 and 4, respectively. You are going to answer several queries of the form: What is the minimal impact factor of nucleotides contained in a particular part of the given DNA sequence?

The DNA sequence is given as a non-empty string S = S[0]S[1]...S[N-1] consisting of N characters. There are M queries, which are given in non-empty arrays P and Q, each consisting of M integers. The K-th query (0 ≤ K < M) requires you to find the minimal impact factor of nucleotides contained in the DNA sequence between positions P[K] and Q[K] (inclusive).

For example, consider string S = CAGCCTA and arrays P, Q such that:

P[0] = 2 Q[0] = 4 P[1] = 5 Q[1] = 5 P[2] = 0 Q[2] = 6

The answers to these M = 3 queries are as follows:

* The part of the DNA between positions 2 and 4 contains nucleotides G and C (twice), whose impact factors are 3 and 2 respectively, so the answer is 2.
* The part between positions 5 and 5 contains a single nucleotide T, whose impact factor is 4, so the answer is 4.
* The part between positions 0 and 6 (the whole string) contains all nucleotides, in particular nucleotide A whose impact factor is 1, so the answer is 1.

Write a function:

class Solution { public int[] solution(string S, int[] P, int[] Q); }

that, given a non-empty zero-indexed string S consisting of N characters and two non-empty zero-indexed arrays P and Q consisting of M integers, returns an array consisting of M integers specifying the consecutive answers to all queries.

The sequence should be returned as:

* a Results structure (in C), or
* a vector of integers (in C++), or
* a Results record (in Pascal), or
* an array of integers (in any other programming language).

For example, given the string S = CAGCCTA and arrays P, Q such that:

P[0] = 2 Q[0] = 4 P[1] = 5 Q[1] = 5 P[2] = 0 Q[2] = 6

the function should return the values [2, 4, 1], as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* M is an integer within the range [1..50,000];
* each element of arrays P, Q is an integer within the range [0..N − 1];
* P[K] ≤ Q[K], where 0 ≤ K < M;
* string S consists only of upper-case English letters A, C, G, T.

Complexity:

* expected worst-case time complexity is O(N+M);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[MinAvgTwoSlice](https://codility.com/programmers/lessons/5-prefix_sums/min_avg_two_slice/)

[**START**](https://codility.com/programmers/lessons/5-prefix_sums/min_avg_two_slice/start/)

Find the minimal average of any slice containing at least two elements.

A non-empty zero-indexed array A consisting of N integers is given. A pair of integers (P, Q), such that 0 ≤ P < Q < N, is called a *slice* of array A (notice that the slice contains at least two elements). The *average* of a slice (P, Q) is the sum of A[P] + A[P + 1] + ... + A[Q] divided by the length of the slice. To be precise, the average equals (A[P] + A[P + 1] + ... + A[Q]) / (Q − P + 1).

For example, array A such that:

A[0] = 4 A[1] = 2 A[2] = 2 A[3] = 5 A[4] = 1 A[5] = 5 A[6] = 8

contains the following example slices:

* slice (1, 2), whose average is (2 + 2) / 2 = 2;
* slice (3, 4), whose average is (5 + 1) / 2 = 3;
* slice (1, 4), whose average is (2 + 2 + 5 + 1) / 4 = 2.5.

The goal is to find the starting position of a slice whose average is minimal.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the starting position of the slice with the minimal average. If there is more than one slice with a minimal average, you should return the smallest starting position of such a slice.

For example, given array A such that:

A[0] = 4 A[1] = 2 A[2] = 2 A[3] = 5 A[4] = 1 A[5] = 5 A[6] = 8

the function should return 1, as explained above.

Assume that:

* N is an integer within the range [2..100,000];
* each element of array A is an integer within the range [−10,000..10,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 6*

## Sorting

[Distinct](https://codility.com/programmers/lessons/6-sorting/distinct/)

[**START**](https://codility.com/programmers/lessons/6-sorting/distinct/start/)

Compute number of distinct values in an array.

Write a function

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers, returns the number of distinct values in array A.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−1,000,000..1,000,000].

For example, given array A consisting of six elements such that:

A[0] = 2 A[1] = 1 A[2] = 1 A[3] = 2 A[4] = 3 A[5] = 1

the function should return 3, because there are 3 distinct values appearing in array A, namely 1, 2 and 3.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[Triangle](https://codility.com/programmers/lessons/6-sorting/triangle/)

[**START**](https://codility.com/programmers/lessons/6-sorting/triangle/start/)

Determine whether a triangle can be built from a given set of edges.

A zero-indexed array A consisting of N integers is given. A triplet (P, Q, R) is *triangular* if 0 ≤ P < Q < R < N and:

* A[P] + A[Q] > A[R],
* A[Q] + A[R] > A[P],
* A[R] + A[P] > A[Q].

For example, consider array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 20

Triplet (0, 2, 4) is triangular.

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers, returns 1 if there exists a triangular triplet for this array and returns 0 otherwise.

For example, given array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 20

the function should return 1, as explained above. Given array A such that:

A[0] = 10 A[1] = 50 A[2] = 5 A[3] = 1

the function should return 0.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[MaxProductOfThree](https://codility.com/programmers/lessons/6-sorting/max_product_of_three/)

[**START**](https://codility.com/programmers/lessons/6-sorting/max_product_of_three/start/)

Maximize A[P] \* A[Q] \* A[R] for any triplet (P, Q, R).

A non-empty zero-indexed array A consisting of N integers is given. The *product* of triplet (P, Q, R) equates to A[P] \* A[Q] \* A[R] (0 ≤ P < Q < R < N).

For example, array A such that:

A[0] = -3 A[1] = 1 A[2] = 2 A[3] = -2 A[4] = 5 A[5] = 6

contains the following example triplets:

* (0, 1, 2), product is −3 \* 1 \* 2 = −6
* (1, 2, 4), product is 1 \* 2 \* 5 = 10
* (2, 4, 5), product is 2 \* 5 \* 6 = 60

Your goal is to find the maximal product of any triplet.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A, returns the value of the maximal product of any triplet.

For example, given array A such that:

A[0] = -3 A[1] = 1 A[2] = 2 A[3] = -2 A[4] = 5 A[5] = 6

the function should return 60, as the product of triplet (2, 4, 5) is maximal.

Assume that:

* N is an integer within the range [3..100,000];
* each element of array A is an integer within the range [−1,000..1,000].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[NumberOfDiscIntersections](https://codility.com/programmers/lessons/6-sorting/number_of_disc_intersections/)

[**START**](https://codility.com/programmers/lessons/6-sorting/number_of_disc_intersections/start/)

Compute the number of intersections in a sequence of discs.

We draw N discs on a plane. The discs are numbered from 0 to N − 1. A zero-indexed array A of N non-negative integers, specifying the radiuses of the discs, is given. The J-th disc is drawn with its center at (J, 0) and radius A[J].

We say that the J-th disc and K-th disc intersect if J ≠ K and the J-th and K-th discs have at least one common point (assuming that the discs contain their borders).

The figure below shows discs drawn for N = 6 and A as follows:

A[0] = 1 A[1] = 5 A[2] = 2 A[3] = 1 A[4] = 4 A[5] = 0

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/number_of_disc_intersections/static/images/auto/0eed8918b13a735f4e396c9a87182a38.png](data:image/png;base64,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)

There are eleven (unordered) pairs of discs that intersect, namely:

* discs 1 and 4 intersect, and both intersect with all the other discs;
* disc 2 also intersects with discs 0 and 3.

Write a function:

class Solution { public int solution(int[] A); }

that, given an array A describing N discs as explained above, returns the number of (unordered) pairs of intersecting discs. The function should return −1 if the number of intersecting pairs exceeds 10,000,000.

Given array A shown above, the function should return 11, as explained above.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [0..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 7*

## Stacks and Queues

[StoneWall](https://codility.com/programmers/lessons/7-stacks_and_queues/stone_wall/)

[**START**](https://codility.com/programmers/lessons/7-stacks_and_queues/stone_wall/start/)

Cover "Manhattan skyline" using the minimum number of rectangles.

You are going to build a stone wall. The wall should be straight and N meters long, and its thickness should be constant; however, it should have different heights in different places. The height of the wall is specified by a zero-indexed array H of N positive integers. H[I] is the height of the wall from I to I+1 meters to the right of its left end. In particular, H[0] is the height of the wall's left end and H[N−1] is the height of the wall's right end.

The wall should be built of cuboid stone blocks (that is, all sides of such blocks are rectangular). Your task is to compute the minimum number of blocks needed to build the wall.

Write a function:

class Solution { public int solution(int[] H); }

that, given a zero-indexed array H of N positive integers specifying the height of the wall, returns the minimum number of blocks needed to build it.

For example, given array H containing N = 9 integers:

H[0] = 8 H[1] = 8 H[2] = 5 H[3] = 7 H[4] = 9 H[5] = 8 H[6] = 7 H[7] = 4 H[8] = 8

the function should return 7. The figure shows one possible arrangement of seven blocks.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/stone_wall/static/images/auto/4f1cef49cc46d451e88109d449ab7975.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAABoCAQAAAC3FX0qAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAABSklEQVR42u3asU3EQBBA0VnkiMyNIFnkRLRAC3RAVbRwLVAAybXg5ES6NDCWboT37mP9F1on733JwWjs1mOc9hxzcnntX+POnAb2RMz9lGS+jjzyYWjQHRhEZxCdQXQG0R0uaIpo73G++vdz//zzmUvLrxdmvM3xaZ0i4pxNXMUbleTn1e69dY/DPXIG0RlEZxCdQXQ7bX3aW6zJ5Ze2JFef2kd6k0s6EhWXXnutsdZ0FLl6pNpWHbYO98gZRGcQnUF0BtEZRGcQnUF0BtEZRGcQXXXrs/X2LV9Y7eFS2x2V11gbb/t2WFjlXGPd+w8YZNA/ZxCdQXRjv9veQz5sLRuj1jc/KCrvBv14ic8gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gOoPoDKIziM4gutZrX0Y/xs+N/2HpxH76Bba2LNsEzmkSAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE2LTExLTE1VDE3OjUxOjEwKzAwOjAw9bGIyAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNi0xMS0xNVQxNzo1MToxMCswMDowMITsMHQAAAAfdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gAMTA0eDEwNC0xLTHBPC0mAAAAHHRFWHRwczpMZXZlbABBZG9iZS0zLjAgRVBTRi0zLjAKm3C74wAAAABJRU5ErkJggg==)

Assume that:

* N is an integer within the range [1..100,000];
* each element of array H is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[Brackets](https://codility.com/programmers/lessons/7-stacks_and_queues/brackets/)

[**START**](https://codility.com/programmers/lessons/7-stacks_and_queues/brackets/start/)

Determine whether a given string of parentheses is properly nested.

A string S consisting of N characters is considered to be *properly nested* if any of the following conditions is true:

* S is empty;
* S has the form "(U)" or "[U]" or "{U}" where U is a properly nested string;
* S has the form "VW" where V and W are properly nested strings.

For example, the string "{[()()]}" is properly nested but "([)()]" is not.

Write a function:

class Solution { public int solution(string S); }

that, given a string S consisting of N characters, returns 1 if S is properly nested and 0 otherwise.

For example, given S = "{[()()]}", the function should return 1 and given S = "([)()]", the function should return 0, as explained above.

Assume that:

* N is an integer within the range [0..200,000];
* string S consists only of the following characters: "(", "{", "[", "]", "}" and/or ")".

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N) (not counting the storage required for input arguments).

[Nesting](https://codility.com/programmers/lessons/7-stacks_and_queues/nesting/)

[**START**](https://codility.com/programmers/lessons/7-stacks_and_queues/nesting/start/)

Determine whether given string of parentheses is properly nested.

A string S consisting of N characters is called *properly nested* if:

* S is empty;
* S has the form "(U)" where U is a properly nested string;
* S has the form "VW" where V and W are properly nested strings.

For example, string "(()(())())" is properly nested but string "())" isn't.

Write a function:

class Solution { public int solution(string S); }

that, given a string S consisting of N characters, returns 1 if string S is properly nested and 0 otherwise.

For example, given S = "(()(())())", the function should return 1 and given S = "())", the function should return 0, as explained above.

Assume that:

* N is an integer within the range [0..1,000,000];
* string S consists only of the characters "(" and/or ")".

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1) (not counting the storage required for input arguments).

[Fish](https://codility.com/programmers/lessons/7-stacks_and_queues/fish/)

[**START**](https://codility.com/programmers/lessons/7-stacks_and_queues/fish/start/)

N voracious fish are moving along a river. Calculate how many fish are alive.

You are given two non-empty zero-indexed arrays A and B consisting of N integers. Arrays A and B represent N voracious fish in a river, ordered downstream along the flow of the river.

The fish are numbered from 0 to N − 1. If P and Q are two fish and P < Q, then fish P is initially upstream of fish Q. Initially, each fish has a unique position.

Fish number P is represented by A[P] and B[P]. Array A contains the sizes of the fish. All its elements are unique. Array B contains the directions of the fish. It contains only 0s and/or 1s, where:

* 0 represents a fish flowing upstream,
* 1 represents a fish flowing downstream.

If two fish move in opposite directions and there are no other (living) fish between them, they will eventually meet each other. Then only one fish can stay alive − the larger fish eats the smaller one. More precisely, we say that two fish P and Q meet each other when P < Q, B[P] = 1 and B[Q] = 0, and there are no living fish between them. After they meet:

* If A[P] > A[Q] then P eats Q, and P will still be flowing downstream,
* If A[Q] > A[P] then Q eats P, and Q will still be flowing upstream.

We assume that all the fish are flowing at the same speed. That is, fish moving in the same direction never meet. The goal is to calculate the number of fish that will stay alive.

For example, consider arrays A and B such that:

A[0] = 4 B[0] = 0 A[1] = 3 B[1] = 1 A[2] = 2 B[2] = 0 A[3] = 1 B[3] = 0 A[4] = 5 B[4] = 0

Initially all the fish are alive and all except fish number 1 are moving upstream. Fish number 1 meets fish number 2 and eats it, then it meets fish number 3 and eats it too. Finally, it meets fish number 4 and is eaten by it. The remaining two fish, number 0 and 4, never meet and therefore stay alive.

Write a function:

class Solution { public int solution(int[] A, int[] B); }

that, given two non-empty zero-indexed arrays A and B consisting of N integers, returns the number of fish that will stay alive.

For example, given the arrays shown above, the function should return 2, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [0..1,000,000,000];
* each element of array B is an integer that can have one of the following values: 0, 1;
* the elements of A are all distinct.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 8*

## Leader

[EquiLeader](https://codility.com/programmers/lessons/8-leader/equi_leader/)

[**START**](https://codility.com/programmers/lessons/8-leader/equi_leader/start/)

Find the index S such that the leaders of the sequences A[0], A[1], ..., A[S] and A[S + 1], A[S + 2], ..., A[N - 1] are the same.

A non-empty zero-indexed array A consisting of N integers is given.

The *leader* of this array is the value that occurs in more than half of the elements of A.

An *equi leader* is an index S such that 0 ≤ S < N − 1 and two sequences A[0], A[1], ..., A[S] and A[S + 1], A[S + 2], ..., A[N − 1] have leaders of the same value.

For example, given array A such that:

A[0] = 4 A[1] = 3 A[2] = 4 A[3] = 4 A[4] = 4 A[5] = 2

we can find two equi leaders:

* 0, because sequences: (4) and (3, 4, 4, 4, 2) have the same leader, whose value is 4.
* 2, because sequences: (4, 3, 4) and (4, 4, 2) have the same leader, whose value is 4.

The goal is to count the number of equi leaders.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the number of equi leaders.

For example, given:

A[0] = 4 A[1] = 3 A[2] = 4 A[3] = 4 A[4] = 4 A[5] = 2

the function should return 2, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [−1,000,000,000..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[Dominator](https://codility.com/programmers/lessons/8-leader/dominator/)

[**START**](https://codility.com/programmers/lessons/8-leader/dominator/start/)

Find an index of an array such that its value occurs at more than half of indices in the array.

A zero-indexed array A consisting of N integers is given. The *dominator* of array A is the value that occurs in more than half of the elements of A.

For example, consider array A such that

A[0] = 3 A[1] = 4 A[2] = 3 A[3] = 2 A[4] = 3 A[5] = -1 A[6] = 3 A[7] = 3

The dominator of A is 3 because it occurs in 5 out of 8 elements of A (namely in those with indices 0, 2, 4, 6 and 7) and 5 is more than a half of 8.

Write a function

int solution(int A[], int N);

that, given a zero-indexed array A consisting of N integers, returns index of any element of array A in which the dominator of A occurs. The function should return −1 if array A does not have a dominator.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647].

For example, given array A such that

A[0] = 3 A[1] = 4 A[2] = 3 A[3] = 2 A[4] = 3 A[5] = -1 A[6] = 3 A[7] = 3

the function may return 0, 2, 4, 6 or 7, as explained above.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 9*

## Maximum slice problem

PAINLESS

[MaxDoubleSliceSum](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_double_slice_sum/)

[**START**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_double_slice_sum/start/)

Find the maximal sum of any double slice.

A non-empty zero-indexed array A consisting of N integers is given.

A triplet (X, Y, Z), such that 0 ≤ X < Y < Z < N, is called a *double slice*.

The *sum* of double slice (X, Y, Z) is the total of A[X + 1] + A[X + 2] + ... + A[Y − 1] + A[Y + 1] + A[Y + 2] + ... + A[Z − 1].

For example, array A such that:

A[0] = 3 A[1] = 2 A[2] = 6 A[3] = -1 A[4] = 4 A[5] = 5 A[6] = -1 A[7] = 2

contains the following example double slices:

* double slice (0, 3, 6), sum is 2 + 6 + 4 + 5 = 17,
* double slice (0, 3, 7), sum is 2 + 6 + 4 + 5 − 1 = 16,
* double slice (3, 4, 5), sum is 0.

The goal is to find the maximal sum of any double slice.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the maximal sum of any double slice.

For example, given:

A[0] = 3 A[1] = 2 A[2] = 6 A[3] = -1 A[4] = 4 A[5] = 5 A[6] = -1 A[7] = 2

the function should return 17, because no double slice of array A has a sum of greater than 17.

Assume that:

* N is an integer within the range [3..100,000];
* each element of array A is an integer within the range [−10,000..10,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[MaxProfit](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_profit/)

[**START**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_profit/start/)

Given a log of stock prices compute the maximum possible earning.

A zero-indexed array A consisting of N integers is given. It contains daily prices of a stock share for a period of N consecutive days. If a single share was bought on day P and sold on day Q, where 0 ≤ P ≤ Q < N, then the *profit* of such transaction is equal to A[Q] − A[P], provided that A[Q] ≥ A[P]. Otherwise, the transaction brings *loss* of A[P] − A[Q].

For example, consider the following array A consisting of six elements such that:

A[0] = 23171 A[1] = 21011 A[2] = 21123 A[3] = 21366 A[4] = 21013 A[5] = 21367

If a share was bought on day 0 and sold on day 2, a loss of 2048 would occur because A[2] − A[0] = 21123 − 23171 = −2048. If a share was bought on day 4 and sold on day 5, a profit of 354 would occur because A[5] − A[4] = 21367 − 21013 = 354. Maximum possible profit was 356. It would occur if a share was bought on day 1 and sold on day 5.

Write a function,

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers containing daily prices of a stock share for a period of N consecutive days, returns the maximum possible profit from one transaction during this period. The function should return 0 if it was impossible to gain any profit.

For example, given array A consisting of six elements such that:

A[0] = 23171 A[1] = 21011 A[2] = 21123 A[3] = 21366 A[4] = 21013 A[5] = 21367

the function should return 356, as explained above.

Assume that:

* N is an integer within the range [0..400,000];
* each element of array A is an integer within the range [0..200,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

[MaxSliceSum](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_slice_sum/)

[**START**](https://codility.com/programmers/lessons/9-maximum_slice_problem/max_slice_sum/start/)

Find a maximum sum of a compact subsequence of array elements.

A non-empty zero-indexed array A consisting of N integers is given. A pair of integers (P, Q), such that 0 ≤ P ≤ Q < N, is called a *slice* of array A. The *sum* of a slice (P, Q) is the total of A[P] + A[P+1] + ... + A[Q].

Write a function:

class Solution { public int solution(int[] A); }

that, given an array A consisting of N integers, returns the maximum sum of any slice of A.

For example, given array A such that:

A[0] = 3 A[1] = 2 A[2] = -6 A[3] = 4 A[4] = 0

the function should return 5 because:

* (3, 4) is a slice of A that has sum 4,
* (2, 2) is a slice of A that has sum −6,
* (0, 1) is a slice of A that has sum 5,
* no other slice of A has sum greater than (0, 1).

Assume that:

* N is an integer within the range [1..1,000,000];
* each element of array A is an integer within the range [−1,000,000..1,000,000];
* the result will be an integer within the range [−2,147,483,648..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 10*

## Prime and composite numbers

[MinPerimeterRectangle](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/min_perimeter_rectangle/)

[**START**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/min_perimeter_rectangle/start/)

Find the minimal perimeter of any rectangle whose area equals N.

An integer N is given, representing the area of some rectangle.

The *area* of a rectangle whose sides are of length A and B is A \* B, and the *perimeter* is 2 \* (A + B).

The goal is to find the minimal perimeter of any rectangle whose area equals N. The sides of this rectangle should be only integers.

For example, given integer N = 30, rectangles of area 30 are:

* (1, 30), with a perimeter of 62,
* (2, 15), with a perimeter of 34,
* (3, 10), with a perimeter of 26,
* (5, 6), with a perimeter of 22.

Write a function:

class Solution { public int solution(int N); }

that, given an integer N, returns the minimal perimeter of any rectangle whose area is exactly equal to N.

For example, given an integer N = 30, the function should return 22, as explained above.

Assume that:

* N is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(sqrt(N));
* expected worst-case space complexity is O(1).

PAINLESS

[CountFactors](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/count_factors/)

* [**START**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/count_factors/start/)
* Count factors of given number n.

A positive integer D is a *factor* of a positive integer N if there exists an integer M such that N = D \* M.

For example, 6 is a factor of 24, because M = 4 satisfies the above condition (24 = 6 \* 4).

Write a function:

class Solution { public int solution(int N); }

that, given a positive integer N, returns the number of its factors.

For example, given N = 24, the function should return 8, because 24 has 8 factors, namely 1, 2, 3, 4, 6, 8, 12, 24. There are no other factors of 24.

Assume that:

* N is an integer within the range [1..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(sqrt(N));
* expected worst-case space complexity is O(1).

[Peaks](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/peaks/)

[**START**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/peaks/start/)

Divide an array into the maximum number of same-sized blocks, each of which should contain an index P such that A[P - 1] < A[P] > A[P + 1].

A non-empty zero-indexed array A consisting of N integers is given.

A *peak* is an array element which is larger than its neighbors. More precisely, it is an index P such that 0 < P < N − 1,  A[P − 1] < A[P] and A[P] > A[P + 1].

For example, the following array A:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

has exactly three peaks: 3, 5, 10.

We want to divide this array into blocks containing the same number of elements. More precisely, we want to choose a number K that will yield the following blocks:

* A[0], A[1], ..., A[K − 1],
* A[K], A[K + 1], ..., A[2K − 1],  
  ...
* A[N − K], A[N − K + 1], ..., A[N − 1].

What's more, every block should contain at least one peak. Notice that extreme elements of the blocks (for example A[K − 1] or A[K]) can also be peaks, but only if they have both neighbors (including one in an adjacent blocks).

The goal is to find the maximum number of blocks into which the array A can be divided.

Array A can be divided into blocks as follows:

* one block (1, 2, 3, 4, 3, 4, 1, 2, 3, 4, 6, 2). This block contains three peaks.
* two blocks (1, 2, 3, 4, 3, 4) and (1, 2, 3, 4, 6, 2). Every block has a peak.
* three blocks (1, 2, 3, 4), (3, 4, 1, 2), (3, 4, 6, 2). Every block has a peak. Notice in particular that the first block (1, 2, 3, 4) has a peak at A[3], because A[2] < A[3] > A[4], even though A[4] is in the adjacent block.

However, array A cannot be divided into four blocks, (1, 2, 3), (4, 3, 4), (1, 2, 3) and (4, 6, 2), because the (1, 2, 3) blocks do not contain a peak. Notice in particular that the (4, 3, 4) block contains two peaks: A[3] and A[5].

The maximum number of blocks that array A can be divided into is three.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the maximum number of blocks into which A can be divided.

If A cannot be divided into some number of blocks, the function should return 0.

For example, given:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [0..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N\*log(log(N)));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[Flags](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/flags/)

[**START**](https://codility.com/programmers/lessons/10-prime_and_composite_numbers/flags/start/)

Find the maximum number of flags that can be set on mountain peaks.

A non-empty zero-indexed array A consisting of N integers is given.

A *peak* is an array element which is larger than its neighbours. More precisely, it is an index P such that 0 < P < N − 1 and A[P − 1] < A[P] > A[P + 1].

For example, the following array A:

A[0] = 1 A[1] = 5 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

has exactly four peaks: elements 1, 3, 5 and 10.

You are going on a trip to a range of mountains whose relative heights are represented by array A, as shown in a figure below. You have to choose how many flags you should take with you. The goal is to set the maximum number of flags on the peaks, according to certain rules.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/flags/static/images/auto/6f5e8faa3000c0a74157e6e0bc759b8a.png](data:image/png;base64,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)

Flags can only be set on peaks. What's more, if you take K flags, then the distance between any two flags should be greater than or equal to K. The distance between indices P and Q is the absolute value |P − Q|.

For example, given the mountain range represented by array A, above, with N = 12, if you take:

* two flags, you can set them on peaks 1 and 5;
* three flags, you can set them on peaks 1, 5 and 10;
* four flags, you can set only three flags, on peaks 1, 5 and 10.

You can therefore set a maximum of three flags in this case.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A of N integers, returns the maximum number of flags that can be set on the peaks of the array.

For example, the following array A:

A[0] = 1 A[1] = 5 A[2] = 3 A[3] = 4 A[4] = 3 A[5] = 4 A[6] = 1 A[7] = 2 A[8] = 3 A[9] = 4 A[10] = 6 A[11] = 2

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [1..400,000];
* each element of array A is an integer within the range [0..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 11*

## Sieve of Eratosthenes

PAINLESS

[CountSemiprimes](https://codility.com/programmers/lessons/11-sieve_of_eratosthenes/count_semiprimes/)

[**START**](https://codility.com/programmers/lessons/11-sieve_of_eratosthenes/count_semiprimes/start/)

Count the semiprime numbers in the given range [a..b]

A *prime* is a positive integer X that has exactly two distinct divisors: 1 and X. The first few prime integers are 2, 3, 5, 7, 11 and 13.

A *semiprime* is a natural number that is the product of two (not necessarily distinct) prime numbers. The first few semiprimes are 4, 6, 9, 10, 14, 15, 21, 22, 25, 26.

You are given two non-empty zero-indexed arrays P and Q, each consisting of M integers. These arrays represent queries about the number of semiprimes within specified ranges.

Query K requires you to find the number of semiprimes within the range (P[K], Q[K]), where 1 ≤ P[K] ≤ Q[K] ≤ N.

For example, consider an integer N = 26 and arrays P, Q such that:

P[0] = 1 Q[0] = 26 P[1] = 4 Q[1] = 10 P[2] = 16 Q[2] = 20

The number of semiprimes within each of these ranges is as follows:

* (1, 26) is 10,
* (4, 10) is 4,
* (16, 20) is 0.

Write a function:

class Solution { public int[] solution(int N, int[] P, int[] Q); }

that, given an integer N and two non-empty zero-indexed arrays P and Q consisting of M integers, returns an array consisting of M elements specifying the consecutive answers to all the queries.

For example, given an integer N = 26 and arrays P, Q such that:

P[0] = 1 Q[0] = 26 P[1] = 4 Q[1] = 10 P[2] = 16 Q[2] = 20

the function should return the values [10, 4, 0], as explained above.

Assume that:

* N is an integer within the range [1..50,000];
* M is an integer within the range [1..30,000];
* each element of arrays P, Q is an integer within the range [1..N];
* P[i] ≤ Q[i].

Complexity:

* expected worst-case time complexity is O(N\*log(log(N))+M);
* expected worst-case space complexity is O(N+M), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[CountNonDivisible](https://codility.com/programmers/lessons/11-sieve_of_eratosthenes/count_non_divisible/)

[**START**](https://codility.com/programmers/lessons/11-sieve_of_eratosthenes/count_non_divisible/start/)

Calculate the number of elements of an array that are not divisors of each element.

You are given a non-empty zero-indexed array A consisting of N integers.

For each number A[i] such that 0 ≤ i < N, we want to count the number of elements of the array that are not the divisors of A[i]. We say that these elements are non-divisors.

For example, consider integer N = 5 and array A such that:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 3 A[4] = 6

For the following elements:

* A[0] = 3, the non-divisors are: 2, 6,
* A[1] = 1, the non-divisors are: 3, 2, 3, 6,
* A[2] = 2, the non-divisors are: 3, 3, 6,
* A[3] = 3, the non-divisors are: 2, 6,
* A[4] = 6, there aren't any non-divisors.

Write a function:

class Solution { public int[] solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns a sequence of integers representing the amount of non-divisors.

The sequence should be returned as:

* a structure Results (in C), or
* a vector of integers (in C++), or
* a record Results (in Pascal), or
* an array of integers (in any other programming language).

For example, given:

A[0] = 3 A[1] = 1 A[2] = 2 A[3] = 3 A[4] = 6

the function should return [2, 4, 3, 2, 0], as explained above.

Assume that:

* N is an integer within the range [1..50,000];
* each element of array A is an integer within the range [1..2 \* N].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 12*

## Euclidean algorithm

PAINLESS

[ChocolatesByNumbers](https://codility.com/programmers/lessons/12-euclidean_algorithm/chocolates_by_numbers/)

[**START**](https://codility.com/programmers/lessons/12-euclidean_algorithm/chocolates_by_numbers/start/)

There are N chocolates in a circle. Count the number of chocolates you will eat.

Two positive integers N and M are given. Integer N represents the number of chocolates arranged in a circle, numbered from 0 to N − 1.

You start to eat the chocolates. After eating a chocolate you leave only a wrapper.

You begin with eating chocolate number 0. Then you omit the next M − 1 chocolates or wrappers on the circle, and eat the following one.

More precisely, if you ate chocolate number X, then you will next eat the chocolate with number (X + M) modulo N (remainder of division).

You stop eating when you encounter an empty wrapper.

For example, given integers N = 10 and M = 4. You will eat the following chocolates: 0, 4, 8, 2, 6.

The goal is to count the number of chocolates that you will eat, following the above rules.

Write a function:

class Solution { public int solution(int N, int M); }

that, given two positive integers N and M, returns the number of chocolates that you will eat.

For example, given integers N = 10 and M = 4. the function should return 5, as explained above.

Assume that:

* N and M are integers within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(log(N+M));
* expected worst-case space complexity is O(log(N+M)).

RESPECTABLE

[CommonPrimeDivisors](https://codility.com/programmers/lessons/12-euclidean_algorithm/common_prime_divisors/)

[**START**](https://codility.com/programmers/lessons/12-euclidean_algorithm/common_prime_divisors/start/)

Check whether two numbers have the same prime divisors.

A *prime* is a positive integer X that has exactly two distinct divisors: 1 and X. The first few prime integers are 2, 3, 5, 7, 11 and 13.

A prime D is called a *prime divisor* of a positive integer P if there exists a positive integer K such that D \* K = P. For example, 2 and 5 are prime divisors of 20.

You are given two positive integers N and M. The goal is to check whether the sets of prime divisors of integers N and M are exactly the same.

For example, given:

* N = 15 and M = 75, the prime divisors are the same: {3, 5};
* N = 10 and M = 30, the prime divisors aren't the same: {2, 5} is not equal to {2, 3, 5};
* N = 9 and M = 5, the prime divisors aren't the same: {3} is not equal to {5}.

Write a function:

class Solution { public int solution(int[] A, int[] B); }

that, given two non-empty zero-indexed arrays A and B of Z integers, returns the number of positions K for which the prime divisors of A[K] and B[K] are exactly the same.

For example, given:

A[0] = 15 B[0] = 75 A[1] = 10 B[1] = 30 A[2] = 3 B[2] = 5

the function should return 1, because only one pair (15, 75) has the same set of prime divisors.

Assume that:

* Z is an integer within the range [1..6,000];
* each element of arrays A, B is an integer within the range [1..2,147,483,647].

Complexity:

* expected worst-case time complexity is O(Z\*log(max(A)+max(B))2);
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 13*

## Fibonacci numbers

RESPECTABLE

[Ladder](https://codility.com/programmers/lessons/13-fibonacci_numbers/ladder/)

[**START**](https://codility.com/programmers/lessons/13-fibonacci_numbers/ladder/start/)

Count the number of different ways of climbing to the top of a ladder.

You have to climb up a ladder. The ladder has exactly N rungs, numbered from 1 to N. With each step, you can ascend by one or two rungs. More precisely:

* with your first step you can stand on rung 1 or 2,
* if you are on rung K, you can move to rungs K + 1 or K + 2,
* finally you have to stand on rung N.

Your task is to count the number of different ways of climbing to the top of the ladder.

For example, given N = 4, you have five different ways of climbing, ascending by:

* 1, 1, 1 and 1 rung,
* 1, 1 and 2 rungs,
* 1, 2 and 1 rung,
* 2, 1 and 1 rungs, and
* 2 and 2 rungs.

Given N = 5, you have eight different ways of climbing, ascending by:

* 1, 1, 1, 1 and 1 rung,
* 1, 1, 1 and 2 rungs,
* 1, 1, 2 and 1 rung,
* 1, 2, 1 and 1 rung,
* 1, 2 and 2 rungs,
* 2, 1, 1 and 1 rungs,
* 2, 1 and 2 rungs, and
* 2, 2 and 1 rung.

The number of different ways can be very large, so it is sufficient to return the result modulo 2P, for a given integer P.

Write a function:

class Solution { public int[] solution(int[] A, int[] B); }

that, given two non-empty zero-indexed arrays A and B of L integers, returns an array consisting of L integers specifying the consecutive answers; position I should contain the number of different ways of climbing the ladder with A[I] rungs modulo 2B[I].

For example, given L = 5 and:

A[0] = 4 B[0] = 3 A[1] = 4 B[1] = 2 A[2] = 5 B[2] = 4 A[3] = 5 B[3] = 3 A[4] = 1 B[4] = 1

the function should return the sequence [5, 1, 8, 0, 1], as explained above.

Assume that:

* L is an integer within the range [1..50,000];
* each element of array A is an integer within the range [1..L];
* each element of array B is an integer within the range [1..30].

Complexity:

* expected worst-case time complexity is O(L);
* expected worst-case space complexity is O(L), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[FibFrog](https://codility.com/programmers/lessons/13-fibonacci_numbers/fib_frog/)

[**START**](https://codility.com/programmers/lessons/13-fibonacci_numbers/fib_frog/start/)

Count the minimum number of jumps required for a frog to get to the other side of a river.

The Fibonacci sequence is defined using the following recursive formula:

F(0) = 0 F(1) = 1 F(M) = F(M - 1) + F(M - 2) if M >= 2

A small frog wants to get to the other side of a river. The frog is initially located at one bank of the river (position −1) and wants to get to the other bank (position N). The frog can jump over any distance F(K), where F(K) is the K-th Fibonacci number. Luckily, there are many leaves on the river, and the frog can jump between the leaves, but only in the direction of the bank at position N.

The leaves on the river are represented in a zero-indexed array A consisting of N integers. Consecutive elements of array A represent consecutive positions from 0 to N − 1 on the river. Array A contains only 0s and/or 1s:

* 0 represents a position without a leaf;
* 1 represents a position containing a leaf.

The goal is to count the minimum number of jumps in which the frog can get to the other side of the river (from position −1 to position N). The frog can jump between positions −1 and N (the banks of the river) and every position containing a leaf.

For example, consider array A such that:

A[0] = 0 A[1] = 0 A[2] = 0 A[3] = 1 A[4] = 1 A[5] = 0 A[6] = 1 A[7] = 0 A[8] = 0 A[9] = 0 A[10] = 0

The frog can make three jumps of length F(5) = 5, F(3) = 2 and F(5) = 5.

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers, returns the minimum number of jumps by which the frog can get to the other side of the river. If the frog cannot reach the other side of the river, the function should return −1.

For example, given:

A[0] = 0 A[1] = 0 A[2] = 0 A[3] = 1 A[4] = 1 A[5] = 0 A[6] = 1 A[7] = 0 A[8] = 0 A[9] = 0 A[10] = 0

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer that can have one of the following values: 0, 1.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 14*

## Binary search algorithm

RESPECTABLE

[MinMaxDivision](https://codility.com/programmers/lessons/14-binary_search_algorithm/min_max_division/)

[**START**](https://codility.com/programmers/lessons/14-binary_search_algorithm/min_max_division/start/)

Divide array A into K blocks and minimize the largest sum of any block.

You are given integers K, M and a non-empty zero-indexed array A consisting of N integers. Every element of the array is not greater than M.

You should divide this array into K blocks of consecutive elements. The size of the block is any integer between 0 and N. Every element of the array should belong to some block.

The sum of the block from X to Y equals A[X] + A[X + 1] + ... + A[Y]. The sum of empty block equals 0.

The *large sum* is the maximal sum of any block.

For example, you are given integers K = 3, M = 5 and array A such that:

A[0] = 2 A[1] = 1 A[2] = 5 A[3] = 1 A[4] = 2 A[5] = 2 A[6] = 2

The array can be divided, for example, into the following blocks:

* [2, 1, 5, 1, 2, 2, 2], [], [] with a large sum of 15;
* [2], [1, 5, 1, 2], [2, 2] with a large sum of 9;
* [2, 1, 5], [], [1, 2, 2, 2] with a large sum of 8;
* [2, 1], [5, 1], [2, 2, 2] with a large sum of 6.

The goal is to minimize the large sum. In the above example, 6 is the minimal large sum.

Write a function:

class Solution { public int solution(int K, int M, int[] A); }

that, given integers K, M and a non-empty zero-indexed array A consisting of N integers, returns the minimal large sum.

For example, given K = 3, M = 5 and array A such that:

A[0] = 2 A[1] = 1 A[2] = 5 A[3] = 1 A[4] = 2 A[5] = 2 A[6] = 2

the function should return 6, as explained above.

Assume that:

* N and K are integers within the range [1..100,000];
* M is an integer within the range [0..10,000];
* each element of array A is an integer within the range [0..M].

Complexity:

* expected worst-case time complexity is O(N\*log(N+M));
* expected worst-case space complexity is O(1), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[NailingPlanks](https://codility.com/programmers/lessons/14-binary_search_algorithm/nailing_planks/)

[**START**](https://codility.com/programmers/lessons/14-binary_search_algorithm/nailing_planks/start/)

Count the minimum number of nails that allow a series of planks to be nailed.

You are given two non-empty zero-indexed arrays A and B consisting of N integers. These arrays represent N planks. More precisely, A[K] is the start and B[K] the end of the K−th plank.

Next, you are given a non-empty zero-indexed array C consisting of M integers. This array represents M nails. More precisely, C[I] is the position where you can hammer in the I−th nail.

We say that a plank (A[K], B[K]) is nailed if there exists a nail C[I] such that A[K] ≤ C[I] ≤ B[K].

The goal is to find the minimum number of nails that must be used until all the planks are nailed. In other words, you should find a value J such that all planks will be nailed after using only the first J nails. More precisely, for every plank (A[K], B[K]) such that 0 ≤ K < N, there should exist a nail C[I] such that I < J and A[K] ≤ C[I] ≤ B[K].

For example, given arrays A, B such that:

A[0] = 1 B[0] = 4 A[1] = 4 B[1] = 5 A[2] = 5 B[2] = 9 A[3] = 8 B[3] = 10

four planks are represented: [1, 4], [4, 5], [5, 9] and [8, 10].

Given array C such that:

C[0] = 4 C[1] = 6 C[2] = 7 C[3] = 10 C[4] = 2

if we use the following nails:

* 0, then planks [1, 4] and [4, 5] will both be nailed.
* 0, 1, then planks [1, 4], [4, 5] and [5, 9] will be nailed.
* 0, 1, 2, then planks [1, 4], [4, 5] and [5, 9] will be nailed.
* 0, 1, 2, 3, then all the planks will be nailed.

Thus, four is the minimum number of nails that, used sequentially, allow all the planks to be nailed.

Write a function:

class Solution { public int solution(int[] A, int[] B, int[] C); }

that, given two non-empty zero-indexed arrays A and B consisting of N integers and a non-empty zero-indexed array C consisting of M integers, returns the minimum number of nails that, used sequentially, allow all the planks to be nailed.

If it is not possible to nail all the planks, the function should return −1.

For example, given arrays A, B, C such that:

A[0] = 1 B[0] = 4 A[1] = 4 B[1] = 5 A[2] = 5 B[2] = 9 A[3] = 8 B[3] = 10 C[0] = 4 C[1] = 6 C[2] = 7 C[3] = 10 C[4] = 2

the function should return 4, as explained above.

Assume that:

* N and M are integers within the range [1..30,000];
* each element of arrays A, B, C is an integer within the range [1..2\*M];
* A[K] ≤ B[K].

Complexity:

* expected worst-case time complexity is O((N+M)\*log(M));
* expected worst-case space complexity is O(M), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 15*

## Caterpillar method

PAINLESS

[AbsDistinct](https://codility.com/programmers/lessons/15-caterpillar_method/abs_distinct/)

[**START**](https://codility.com/programmers/lessons/15-caterpillar_method/abs_distinct/start/)

Compute number of distinct absolute values of sorted array elements.

A non-empty zero-indexed array A consisting of N numbers is given. The array is sorted in non-decreasing order. The *absolute distinct count* of this array is the number of distinct absolute values among the elements of the array.

For example, consider array A such that:

A[0] = -5 A[1] = -3 A[2] = -1 A[3] = 0 A[4] = 3 A[5] = 6

The absolute distinct count of this array is 5, because there are 5 distinct absolute values among the elements of this array, namely 0, 1, 3, 5 and 6.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N numbers, returns absolute distinct count of array A.

For example, given array A such that:

A[0] = -5 A[1] = -3 A[2] = -1 A[3] = 0 A[4] = 3 A[5] = 6

the function should return 5, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647];
* array A is sorted in non-decreasing order.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

PAINLESS

[CountDistinctSlices](https://codility.com/programmers/lessons/15-caterpillar_method/count_distinct_slices/)

[**START**](https://codility.com/programmers/lessons/15-caterpillar_method/count_distinct_slices/start/)

Count the number of distinct slices (containing only unique numbers).

An integer M and a non-empty zero-indexed array A consisting of N non-negative integers are given. All integers in array A are less than or equal to M.

A pair of integers (P, Q), such that 0 ≤ P ≤ Q < N, is called a *slice* of array A. The slice consists of the elements A[P], A[P + 1], ..., A[Q]. A *distinct slice* is a slice consisting of only unique numbers. That is, no individual number occurs more than once in the slice.

For example, consider integer M = 6 and array A such that:

A[0] = 3 A[1] = 4 A[2] = 5 A[3] = 5 A[4] = 2

There are exactly nine distinct slices: (0, 0), (0, 1), (0, 2), (1, 1), (1, 2), (2, 2), (3, 3), (3, 4) and (4, 4).

The goal is to calculate the number of distinct slices.

Write a function:

class Solution { public int solution(int M, int[] A); }

that, given an integer M and a non-empty zero-indexed array A consisting of N integers, returns the number of distinct slices.

If the number of distinct slices is greater than 1,000,000,000, the function should return 1,000,000,000.

For example, given integer M = 6 and array A such that:

A[0] = 3 A[1] = 4 A[2] = 5 A[3] = 5 A[4] = 2

the function should return 9, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* M is an integer within the range [0..100,000];
* each element of array A is an integer within the range [0..M].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(M), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

PAINLESS

[CountTriangles](https://codility.com/programmers/lessons/15-caterpillar_method/count_triangles/)

[**START**](https://codility.com/programmers/lessons/15-caterpillar_method/count_triangles/start/)

Count the number of triangles that can be built from a given set of edges.

A zero-indexed array A consisting of N integers is given. A triplet (P, Q, R) is *triangular* if it is possible to build a triangle with sides of lengths A[P], A[Q] and A[R]. In other words, triplet (P, Q, R) is triangular if 0 ≤ P < Q < R < N and:

* A[P] + A[Q] > A[R],
* A[Q] + A[R] > A[P],
* A[R] + A[P] > A[Q].

For example, consider array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 12

There are four triangular triplets that can be constructed from elements of this array, namely (0, 2, 4), (0, 2, 5), (0, 4, 5), and (2, 4, 5).

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers, returns the number of triangular triplets in this array.

For example, given array A such that:

A[0] = 10 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 8 A[5] = 12

the function should return 4, as explained above.

Assume that:

* N is an integer within the range [0..1,000];
* each element of array A is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N2);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[MinAbsSumOfTwo](https://codility.com/programmers/lessons/15-caterpillar_method/min_abs_sum_of_two/)

[**START**](https://codility.com/programmers/lessons/15-caterpillar_method/min_abs_sum_of_two/start/)

Find the minimal absolute value of a sum of two elements.

Let A be a non-empty zero-indexed array consisting of N integers.

The *abs sum of two* for a pair of indices (P, Q) is the absolute value |A[P] + A[Q]|, for 0 ≤ P ≤ Q < N.

For example, the following array A:

A[0] = 1 A[1] = 4 A[2] = -3

has pairs of indices (0, 0), (0, 1), (0, 2), (1, 1), (1, 2), (2, 2).   
The abs sum of two for the pair (0, 0) is A[0] + A[0] = |1 + 1| = 2.   
The abs sum of two for the pair (0, 1) is A[0] + A[1] = |1 + 4| = 5.   
The abs sum of two for the pair (0, 2) is A[0] + A[2] = |1 + (−3)| = 2.   
The abs sum of two for the pair (1, 1) is A[1] + A[1] = |4 + 4| = 8.   
The abs sum of two for the pair (1, 2) is A[1] + A[2] = |4 + (−3)| = 1.   
The abs sum of two for the pair (2, 2) is A[2] + A[2] = |(−3) + (−3)| = 6.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the minimal abs sum of two for any pair of indices in this array.

For example, given the following array A:

A[0] = 1 A[1] = 4 A[2] = -3

the function should return 1, as explained above.

Given array A:

A[0] = -8 A[1] = 4 A[2] = 5 A[3] =-10 A[4] = 3

the function should return |(−8) + 5| = 3.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [−1,000,000,000..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 16*

## Greedy algorithms

PAINLESS

[MaxNonoverlappingSegments](https://codility.com/programmers/lessons/16-greedy_algorithms/max_nonoverlapping_segments/)

[**START**](https://codility.com/programmers/lessons/16-greedy_algorithms/max_nonoverlapping_segments/start/)

Find a maximal set of non-overlapping segments.

Located on a line are N segments, numbered from 0 to N − 1, whose positions are given in zero-indexed arrays A and B. For each I (0 ≤ I < N) the position of segment I is from A[I] to B[I] (inclusive). The segments are sorted by their ends, which means that B[K] ≤ B[K + 1] for K such that 0 ≤ K < N − 1.

Two segments I and J, such that I ≠ J, are *overlapping* if they share at least one common point. In other words, A[I] ≤ A[J] ≤ B[I] or A[J] ≤ A[I] ≤ B[J].

We say that the set of segments is *non-overlapping* if it contains no two overlapping segments. The goal is to find the size of a non-overlapping set containing the maximal number of segments.

For example, consider arrays A, B such that:

A[0] = 1 B[0] = 5 A[1] = 3 B[1] = 6 A[2] = 7 B[2] = 8 A[3] = 9 B[3] = 9 A[4] = 9 B[4] = 10

The segments are shown in the figure below.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/max_nonoverlapping_segments/static/images/auto/68b279360bc48af61d9d3bdfbe1d30fe.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQYAAAAkCAQAAADBL1w+AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAACiUlEQVR42u2csY7TQBBA35yQoN0OCYrT8gmmoLvG9wkRBVcb/iBI/ECu4AMS0Z0oIA0VDW7oKEh7okmE+ADc0KKhOMu5Khevgydx5qXZIp6ZHY13ZjezEcUZChJAqw7PDycYZERGqaW1HYbzh0Cl82QJwwkGkByONxhqH0z0deqz96yNd3aH5OQkrwtwYj0BZ3doySV5+vMeDIOiS/k4qDQhBRlI1Jm1JWbzrwisOkgYUgF57Eik8q2lsxNMagbJZCofZWQ9+UFZ+kKu5Ze87STDYmWQ3wQAnurCQP0wLf1bv9gX+j5VhkEBKUXtYPgkP/rX34JHjaUFL62N2YRcNWv8Gw4pGFifEc75bKB/ex5yVY/2fF3gHRc7sFQNPkxRlO8EC+0DtfQaRfnDaboMo92ERMK+Z+GDs/SMx+n1AvjW0rmFH0c7DR4MToMHg9PgweA0eDA4DR4MToNZMEjoLuNw2c/ZWx06jYhUrI6zfVXGrLr1MSfoDEyZbfa31coQ9VJnZEbarVnovPfZF9zZAWYVDDf9OAdxzLt7tATJ6HFVlGwbX3sBaYJkxF5TZL6NNqtguCmgjjRNSEbss14AFpKTETd/yao7eiVjquNME5IxYSEZQXtrmNFSIiPuaJY1+9Wy6yVRZ/ecAEguE4ldRbVDOzV1t0WiTKTDXaMEjYk+lSBjKZI0FjJOOb+4ZWnTzaMU1t06/60LqKgH0940JvqUWA+WrTUu60FMt1QILOty7icf+ntzeuU5pwBUPOljPZJ0n57xrB6dt9ltSM6XeviNry303ecVDwAo9dy3ls4aTxOeJpo0odT3+mfa4crmviORot9/dUn1qQQKqpTLw1IQmLVPg2tL/wFaD5rWAmhwbQAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNi0xMS0xNVQxNzo1MDowNSswMDowMIThzM8AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTYtMTEtMTVUMTc6NTA6MDUrMDA6MDD1vHRzAAAAH3RFWHRwczpIaVJlc0JvdW5kaW5nQm94ADI2MngzNisyNS0zZNE+tAAAABx0RVh0cHM6TGV2ZWwAQWRvYmUtMy4wIEVQU0YtMy4wCptwu+MAAAAZdEVYdHBzOlNwb3RDb2xvci0wAGZvbnQgQ01SMTDtW08rAAAAAElFTkSuQmCC)

The size of a non-overlapping set containing a maximal number of segments is 3. For example, possible sets are {0, 2, 3}, {0, 2, 4}, {1, 2, 3} or {1, 2, 4}. There is no non-overlapping set with four segments.

Write a function:

class Solution { public int solution(int[] A, int[] B); }

that, given two zero-indexed arrays A and B consisting of N integers, returns the size of a non-overlapping set containing a maximal number of segments.

For example, given arrays A, B shown above, the function should return 3, as explained above.

Assume that:

* N is an integer within the range [0..30,000];
* each element of arrays A, B is an integer within the range [0..1,000,000,000];
* A[I] ≤ B[I], for each I (0 ≤ I < N);
* B[K] ≤ B[K + 1], for each K (0 ≤ K < N − 1).

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

PAINLESS

[TieRopes](https://codility.com/programmers/lessons/16-greedy_algorithms/tie_ropes/)

[**START**](https://codility.com/programmers/lessons/16-greedy_algorithms/tie_ropes/start/)

Tie adjacent ropes to achieve the maximum number of ropes of length >= K.

There are N ropes numbered from 0 to N − 1, whose lengths are given in a zero-indexed array A, lying on the floor in a line. For each I (0 ≤ I < N), the length of rope I on the line is A[I].

We say that two ropes I and I + 1 are *adjacent*. Two adjacent ropes can be tied together with a knot, and the length of the tied rope is the sum of lengths of both ropes. The resulting new rope can then be tied again.

For a given integer K, the goal is to tie the ropes in such a way that the number of ropes whose length is greater than or equal to K is maximal.

For example, consider K = 4 and array A such that:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 1 A[5] = 1 A[6] = 3

The ropes are shown in the figure below.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/tie_ropes/static/images/auto/f13a51b17fba1ea9b8ea7fd37006f767.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAloAAAAOCAQAAABd0nqpAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAACNklEQVR42u2bu43bQBCG//9wgGNWYGBb2AKcsAXC2YXrEnQlyCVIueHgWmDiAlTCCXAFzA5wNA7Ms+8Ag8QOtY+R9mPADbTAPzsP7ksU2IKdTKU1XMIK4BrsaDT+R9r45lrR4gCPUcbSwzCr2eGMDpM8lVayyYoBsG/FBvs7HHCsJabUVmTOjLoycUVp0vi+X/uBPLGmGcFJRoB7mE73P860bsUGAo6lJWwnd2ZUlomLSoGU8b1atOpCRoAeBr42y7BHf6slix6n0hoaaUkb33elzYuFHs7CFHkZGfEVfWkVhejt+6+xTNr4NjbTooe7jp0gmVhaQilO7OFhZKnT0JEyvleLFgM8QCcV7ELQY48TPTr5UlrLJjsCJnQ4l9ZRBhnpMNgvWrkzo6ZMXFWaNL5XTw8bKaDD1K48NK6VtPF9BwAM3LFTSOu5p9OYxD2z7ujUplTOl3YpO+4YVD2V3reD1ov5x9SO0mUuH9/vcliAZwgEAieIeXCYGyGyX5gbh7h++seOUrWFbm48R/dUet/Oo/Vi/jG1o7SAF9/k8D17vM5AvvFHROH7gIe5NUTeuhnm9wNf8OvS9di0Uj2f5rdj1Nmc2vuW+Dy/Bz5Gff9fZy6O3/Ezot/Hv2Ma8BilVBtv1+/9dzls7spDo9G4cdrysCalagtvYIGgHhsziy47Sgt48U0OUwAwoMMxfuuMPXocJfpokw4h77+o7ChVW9ghYNIch2u9bwetF/OPqR2l+fmXw78BB2dQVEv4nZsAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTYtMTEtMTVUMTc6NTE6MjcrMDA6MDC+mbGlAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDE2LTExLTE1VDE3OjUxOjI3KzAwOjAwz8QJGQAAAB50RVh0cHM6SGlSZXNCb3VuZGluZ0JveAA2MDJ4MTQtMy0y07+P0AAAABx0RVh0cHM6TGV2ZWwAQWRvYmUtMy4wIEVQU0YtMy4wCptwu+MAAAAZdEVYdHBzOlNwb3RDb2xvci0wAGZvbnQgQ01SMTDtW08rAAAAAElFTkSuQmCC)

We can tie:

* rope 1 with rope 2 to produce a rope of length A[1] + A[2] = 5;
* rope 4 with rope 5 with rope 6 to produce a rope of length A[4] + A[5] + A[6] = 5.

After that, there will be three ropes whose lengths are greater than or equal to K = 4. It is not possible to produce four such ropes.

Write a function:

class Solution { public int solution(int K, int[] A); }

that, given an integer K and a non-empty zero-indexed array A of N integers, returns the maximum number of ropes of length greater than or equal to K that can be created.

For example, given K = 4 and array A such that:

A[0] = 1 A[1] = 2 A[2] = 3 A[3] = 4 A[4] = 1 A[5] = 1 A[6] = 3

the function should return 3, as explained above.

Assume that:

* N is an integer within the range [1..100,000];
* K is an integer within the range [1..1,000,000,000];
* each element of array A is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 17*

## Dynamic programming

RESPECTABLE

[NumberSolitaire](https://codility.com/programmers/lessons/17-dynamic_programming/number_solitaire/)

[**START**](https://codility.com/programmers/lessons/17-dynamic_programming/number_solitaire/start/)

In a given array, find the subset of maximal sum in which the distance between consecutive elements is at most 6.

A game for one player is played on a board consisting of N consecutive squares, numbered from 0 to N − 1. There is a number written on each square. A non-empty zero-indexed array A of N integers contains the numbers written on the squares. Moreover, some squares can be marked during the game.

At the beginning of the game, there is a pebble on square number 0 and this is the only square on the board which is marked. The goal of the game is to move the pebble to square number N − 1.

During each turn we throw a six-sided die, with numbers from 1 to 6 on its faces, and consider the number K, which shows on the upper face after the die comes to rest. Then we move the pebble standing on square number I to square number I + K, providing that square number I + K exists. If square number I + K does not exist, we throw the die again until we obtain a valid move. Finally, we mark square number I + K.

After the game finishes (when the pebble is standing on square number N − 1), we calculate the result. The result of the game is the sum of the numbers written on all marked squares.

For example, given the following array:

A[0] = 1 A[1] = -2 A[2] = 0 A[3] = 9 A[4] = -1 A[5] = -2

one possible game could be as follows:

* the pebble is on square number 0, which is marked;
* we throw 3; the pebble moves from square number 0 to square number 3; we mark square number 3;
* we throw 5; the pebble does not move, since there is no square number 8 on the board;
* we throw 2; the pebble moves to square number 5; we mark this square and the game ends.

The marked squares are 0, 3 and 5, so the result of the game is 1 + 9 + (−2) = 8. This is the maximal possible result that can be achieved on this board.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A of N integers, returns the maximal result that can be achieved on the board represented by array A.

For example, given the array

A[0] = 1 A[1] = -2 A[2] = 0 A[3] = 9 A[4] = -1 A[5] = -2

the function should return 8, as explained above.

Assume that:

* N is an integer within the range [2..100,000];
* each element of array A is an integer within the range [−10,000..10,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

AMBITIOUS

[MinAbsSum](https://codility.com/programmers/lessons/17-dynamic_programming/min_abs_sum/)

[**START**](https://codility.com/programmers/lessons/17-dynamic_programming/min_abs_sum/start/)

Given array of integers, find the lowest absolute sum of elements.

For a given array A of N integers and a sequence S of N integers from the set {−1, 1}, we define val(A, S) as follows:

val(A, S) = |sum{ A[i]\*S[i] for i = 0..N−1 }|

(Assume that the sum of zero elements equals zero.)

For a given array A, we are looking for such a sequence S that minimizes val(A,S).

Write a function:

class Solution { public int solution(int[] A); }

that, given an array A of N integers, computes the minimum value of val(A,S) from all possible values of val(A,S) for all possible sequences S of N integers from the set {−1, 1}.

For example, given array:

A[0] = 1 A[1] = 5 A[2] = 2 A[3] = -2

your function should return 0, since for S = [−1, 1, −1, 1], val(A, S) = 0, which is the minimum possible value.

Assume that:

* N is an integer within the range [0..20,000];
* each element of array A is an integer within the range [−100..100].

Complexity:

* expected worst-case time complexity is O(N\*max(abs(A))2);
* expected worst-case space complexity is O(N+sum(abs(A))), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 90*

## Tasks from Indeed Prime 2015 challenge

PAINLESS

[LongestPassword](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/longest_password/)

[**START**](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/longest_password/start/)

Given a string containing words, find the longest word that satisfies specific conditions.

You would like to set a password for a bank account. However, there are three restrictions on the format of the password:

* it has to contain only alphanumerical characters (a−z, A−Z, 0−9);
* there should be an even number of letters;
* there should be an odd number of digits.

You are given a string S consisting of N characters. String S can be divided into *words* by splitting it at, and removing, the spaces. The goal is to choose the longest word that is a valid password. You can assume that if there are K spaces in string S then there are exactly K + 1 words.

For example, given "test 5 a0A pass007 ?xy1", there are five words and three of them are valid passwords: "5", "a0A" and "pass007". Thus the longest password is "pass007" and its length is 7. Note that neither "test" nor "?xy1" is a valid password, because "?" is not an alphanumerical character and "test" contains an even number of digits (zero).

Write a function:

class Solution { public int solution(string S); }

that, given a non-empty string S consisting of N characters, returns the length of the longest word from the string that is a valid password. If there is no such word, your function should return −1.

For example, given S = "test 5 a0A pass007 ?xy1", your function should return 7, as explained above.

Assume that:

* N is an integer within the range [1..200];
* string S consists only of printable ASCII characters and spaces.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

RESPECTABLE

[FloodDepth](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/flood_depth/)

[**START**](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/flood_depth/start/)

Find the maximum depth of water in mountains after a huge rainfall.

You are helping a geologist friend investigate an area with mountain lakes. A recent heavy rainfall has flooded these lakes and their water levels have reached the highest possible point. Your friend is interested to know the maximum depth in the deepest part of these lakes.

We simplify the problem in 2-D dimensions. The whole landscape can be divided into small blocks and described by an array A of length N. Each element of A is the altitude of the rock floor of a block (i.e. the height of this block when there is no water at all). After the rainfall, all the low-lying areas (i.e. blocks that have higher blocks on both sides) are holding as much water as possible. You would like to know the maximum depth of water after this entire area is flooded. You can assume that the altitude outside this area is zero and the outside area can accommodate infinite amount of water.

For example, consider array A such that:

A[0] = 1 A[1] = 3 A[2] = 2 A[3] = 1 A[4] = 2 A[5] = 1 A[6] = 5 A[7] = 3 A[8] = 3 A[9] = 4 A[10] = 2

The following picture illustrates the landscape after it has flooded:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/flood_depth/static/images/auto/567c5fa410e5eec80b633b00c33eb77d.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARsAAACLCAMAAABm4s3kAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAH5QTFRF////AAAACAgIAAAAAAAAAAAALCwsBAQEFWFhN///BBMTK8fHElFRDQ4ODA0NFBQUAAAAFxcXAAAAMDAwCwsLAAAAAAAAAAAAAAAAAAAAAAAAa2tr5eXlN///LMzMJaqqPT09Gnd3M+7uMN3dElVVD0REHYiIt7e3enp6////8YABLQAAABp0Uk5TAHf3iDNVp/K/iO+Xx/38zRH1ROz6Imaqu5nv1CXsAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAASAAAAEgARslrPgAAArhJREFUeNrt3V1z0kAYhuGsyaqorWmUVUBo4/f//4UueJqb6WYCKXA/w+Sg6bsfV7LhoN1JVZnLS1hTXs09tNlTb75B1nMPbfZoo4022mgzf7TRRhtttJk/2mijjTbazB9ttNFGG23mjzbaaHM+mybmXyg5hJrSzD3PiW22u8fttuiw3kCeXs89z6ltirOmtjbaaKONNtpoo4022ryAaKPN1DaPfZ5vyeGGbL7/yHMuOdyQjWtKG2200UabuaONNtpoo03OG9wU+Hbx7v1iceLDB7S5WxfnfmIbtu7LL1x5erSZMtpoo4022mijjTbaaKPNSWx2+9Gf9nCxNj/3fxQ77eFibVxT2mijjTbaaKONNtpoow3b/Oohv2nj264vLjmTzUfcrdiOsflDG/w2uFuwfyovOYsNz+WhG2PDWZcvkBEl58knbbTRRhtttNFGG2200eYENrApsC/fYHh9NrApsC/fYHh9Nq4pbbTRRhtttNFGG220uTIbfh3h5/L27rGxv1RyV15yNpt65svzYqMNRxuONhxtONpwtOFow9GGow1HG442HG042nC04WjD0YajDUcbjjYcbTjacLThaMPZ2+COuBvPQ1c1tRlOW5lnpp2ypB3RGmdZPLAjIxsxnxgS/GNFrOFEiClCCZ5pv0Bj+UbGbqCtr3W9Gu4+0Vya4TP/p4gE4fAZTAcd5R/XFQXOBGoMW+qOvVk2UVvUPczyMCokSIe5Ftnky4Al8K7cpqPGQgrDt0eKEXXALcYIvaS2GrzVDqNCgjE2DdzsOe3wFQhHoOGiZeVQVlGFpklQERPfN0gwYk0doaHGui4kLBleB4lWDtvEw6ekl+Nrip/FabUaHFyDz8K8DuhZvFzBk6CmkjY/8mGaDSy2/CyG7psYWpwiE0z6tbssb4xLyl/zjXNpl88s+wczeOk49FJofgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNi0xMS0xNVQxNzo0OToyOSswMDowMDz/VcwAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTYtMTEtMTVUMTc6NDk6MjkrMDA6MDBNou1wAAAAIHRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADI4M3gxMzktMS0xMITgR34AAAAcdEVYdHBzOkxldmVsAEFkb2JlLTMuMCBFUFNGLTMuMAqbcLvjAAAAGXRFWHRwczpTcG90Q29sb3ItMABmb250IENNUjEw7VtPKwAAAABJRU5ErkJggg==)

The gray area is the rock floor described by the array A above and the blue area with dashed lines represents the water filling the low-lying areas with maximum possible volume. Thus, blocks 3 and 5 have a water depth of 2 while blocks 2, 4, 7 and 8 have a water depth of 1. Therefore, the maximum water depth of this area is 2.

Write a function:

class Solution { public int solution(int[] A); }

that, given a non-empty zero-indexed array A consisting of N integers, returns the maximum depth of water.

Given array A shown above, the function should return 2, as explained above.

For the following array:

A[0] = 5 A[1] = 8

the function should return 0, because this landscape cannot hold any water.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [1..100,000,000].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

AMBITIOUS

[SlalomSkiing](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/slalom_skiing/)

[**START**](https://codility.com/programmers/lessons/90-tasks_from_indeed_prime_2015_challenge/slalom_skiing/start/)

Given a sequence, find the longest subsequence that can be decomposed into at most three monotonic parts.

You are a skier participating in a giant slalom. The slalom track is located on a ski slope, goes downhill and is fenced by barriers on both sides. The barriers are perpendicular to the starting line located at the top of the slope. There are N slalom gates on the track. Each gate is placed at a distinct distance from the starting line and from the barrier on the right-hand side (looking downhill).

You start from any place on the starting line, ski down the track passing as many gates as possible, and finish the slalom at the bottom of the slope. *Passing* a gate means skiing through the position of the gate.

You can ski downhill in either of two directions: to the left or to the right. When you ski to the left, you pass gates of increasing distances from the right barrier, and when you ski to the right, you pass gates of decreasing distances from the right barrier. You want to ski to the left at the beginning.

Unfortunately, changing direction (left to right or vice versa) is exhausting, so you have decided to change direction *at most two* times during your ride. Because of this, you have allowed yourself to miss some of the gates on the way down the slope. You would like to know the maximum number of gates that you can pass with at most two changes of direction.

The arrangement of the gates is given as an array A consisting of N integers, whose elements specify the positions of the gates: gate K (for 0 ≤ K < N) is at a distance of K+1 from the starting line, and at a distance of A[K] from the right barrier.

For example, consider array A such that:

A[0] = 15 A[1] = 13 A[2] = 5 A[3] = 7 A[4] = 4 A[5] = 10 A[6] = 12 A[7] = 8 A[8] = 2 A[9] = 11 A[10] = 6 A[11] = 9 A[12] = 3
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The picture above illustrates the example track with N = 13 gates and a course that passes eight gates. After starting, you ski to the left (from your own perspective). You pass gates 2, 3, 5, 6 and then change direction to the right. After that you pass gates 7, 8 and then change direction to the left. Finally, you pass gates 10, 11 and finish the slalom. There is no possible way of passing more gates using at most two changes of direction.

Write a function:

class Solution { public int solution(int[] A); }

that, given a zero-indexed array A consisting of N integers, describing the positions of the gates on the track, returns the maximum number of gates that you can pass during one ski run.

For example, given the above data, the function should return 8, as explained above.

For the following array A consisting of N = 2 elements:

A[0] = 1 A[1] = 5

the function should return 2.

Assume that:

* N is an integer within the range [1..100,000];
* each element of array A is an integer within the range [1..1,000,000,000];
* the elements of A are all distinct.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 91*

## Tasks from Indeed Prime 2016 challenge

RESPECTABLE

[RectangleBuilderGreaterArea](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/rectangle_builder_greater_area/)

[**START**](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/rectangle_builder_greater_area/start/)

Count the distinct rectangle sizes, of area greater than or equal to X, that can be built out of a given set of segments.

Halfling Woolly Proudhoof is an eminent sheep herder. He wants to build a pen (enclosure) for his new flock of sheep. The pen will be rectangular and built from exactly four pieces of fence (so, the pieces of fence forming the opposite sides of the pen must be of equal length). Woolly can choose these pieces out of N pieces of fence that are stored in his barn. To hold the entire flock, the area of the pen must be greater than or equal to a given threshold X.

Woolly is interested in the number of different ways in which he can build a pen. Pens are considered different if the sets of lengths of their sides are different. For example, a pen of size 1×4 is different from a pen of size 2×2 (although both have an area of 4), but pens of sizes 1×2 and 2×1 are considered the same.

Write a function:

class Solution { public int solution(int[] A, int X); }

that, given a zero-indexed array A of N integers (containing the lengths of the available pieces of fence) and an integer X, returns the number of different ways of building a rectangular pen satisfying the above conditions. The function should return −1 if the result exceeds 1,000,000,000.

For example, given X = 5 and the following array A:

A[0] = 1 A[1] = 2 A[2] = 5 A[3] = 1 A[4] = 1 A[5] = 2 A[6] = 3 A[7] = 5 A[8] = 1

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/rectangle_builder_greater_area/static/images/auto/cfd8d68df84af5bf92c26aac46622782.png](data:image/png;base64,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)

the function should return 2. The figure above shows available pieces of fence (on the left) and possible to build pens (on the right). The pens are of sizes 1x5 and 2x5. Pens of sizes 1×1 and 1×2 can be built, but are too small in area. It is not possible to build pens of sizes 2×3 or 3×5, as there is only one piece of fence of length 3.

Assume that:

* N is an integer within the range [0..100,000];
* X is an integer within the range [1..1,000,000,000];
* each element of array A is an integer within the range [1..1,000,000,000].

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

RESPECTABLE

[DwarfsRafting](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/dwarfs_rafting/)

[**START**](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/dwarfs_rafting/start/)

Find out how many dwarfs can fit on a raft such that it's balanced when crossing a river.

A company of dwarfs is travelling across the New Zealand. On reaching the Clutha River the dwarfs need to get across, but recent storms have washed away the bridge. Luckily, a small ferry, in the form of a square raft, is operating.

The raft is square and has N rows of seats, numbered from 1 to N. Each row contains N seats, labeled with consecutive letters (A, B, C, etc.). Each seat is identified by a string composed of its row number followed by its column number; for example, "9C" denotes the third seat in the 9th row.

The raft has already been loaded with barrels in some seat positions, and other seats are already occupied by dwarfs. Our company of dwarfs may only take the remaining unoccupied seats. The ferryman wants to accommodate as many dwarfs as possible, but the raft needs to be stable when making the crossing. That is, the following conditions must be satisfied:

* the front and back halves of the raft (in terms of the rows of seats) must each contain the same number of dwarfs;
* similarly, the left and right sides of the raft (in terms of the columns of seats) must each contain the same number of dwarfs.

You do not have to worry about balancing the barrels; you can assume that their weights are negligible.

For example, a raft of size N = 4 is shown in the following illustration:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/dwarfs_rafting/static/images/auto/566482207f88b47c87c6163876cc1b2f.png](data:image/png;base64,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)

Barrels are marked as brown squares, and seats that are already occupied by dwarfs are labeled d.

The positions of the barrels are given in string S. The occupied seat numbers are given in string T. The contents of the strings are separated by single spaces and may appear in any order. For example, in the diagram above, S = "1B 1C 4B 1D 2A" and T = "3B 2D".

In this example, the ferryman can accommodate at most six more dwarfs, as indicated by the green squares in the following diagram:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/dwarfs_rafting/static/images/auto/31eaf5c0da7d6267c0f4175a8b23b6aa.png](data:image/png;base64,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)

The raft is then balanced: both left and right halves have the same number of dwarfs (four), and both front and back halves have the same number of dwarfs (also four).

Write a function:

class Solution { public int solution(int N, string S, string T); }

that, given the size of the raft N and two strings S, T that describes the positions of barrels and occupied seats, respectively, returns the maximum number of dwarfs that can fit on the raft. If it is not possible to balance the raft with dwarfs, your function should return -1.

For instance, given N = 4, S = "1B 1C 4B 1D 2A" and T = "3B 2D", your function should return 6, as explained above.

Assume that:

* N is an even integer within the range [2..26];
* strings S, T consist of valid seat numbers, separated with spaces;
* each seat number can appear no more than once in the strings;
* no seat number can appear in both S and T simultaneously.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

AMBITIOUS

[TreeProduct](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/tree_product/)

[**START**](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/tree_product/start/)

Remove at most two edges from a tree graph to maximize the product of the components' sizes.

Elves in the forest of Glandishar are preparing for an Orc invasion. They have a network of N + 1 guard posts located on the open platforms in the treetops. The posts are numbered from 0 to N and are connected by N bridges, so that one can get from any one guard post to any other guard post in a unique way. In other words, guard posts and bridges form a tree graph.

The Elves are afraid that if the Orcs manage to get hold of one of the guard posts, then they will have easy access to all the other guard posts. Therefore, the Elves have decided to destroy at most two bridges and split the guard posts into at most three separate areas, so that the guards can move within each area but it's not possible to move between the areas.

In each area there will be one guard who will move from guard post to guard post during the night. If the Orcs attack, the guards will raise an alarm. However, if the Orcs manage to guess the guard post in which the guards are currently located, they may manage to take out the guards without raising the alarm. The Elves want to avoid the situation that all guard posts fail this way, by maximizing:

* X \* Y \* Z, if the guard posts have been divided into three areas consisting of X, Y and Z guard posts, respectively;
* X \* Y, if the guard posts have been divided into two areas consisting of X and Y posts, respectively;
* N + 1, if the guard posts haven't been divided;

depending on which option gives the largest result.

You are given a map of the network in the form of two arrays A, B of length N. For each K (0 ≤ K < N) there is a bridge between posts A[K] and B[K].

Write a function:

class Solution { public string solution(int[] A, int[] B); }

that, given two zero-indexed arrays A and B of N integers, returns the largest possible result. Since the result can be large, you should return it as a string.

For example, given the following arrays:

A[0] = 0 B[0] = 1 A[1] = 1 B[1] = 2 A[2] = 1 B[2] = 3 A[3] = 3 B[3] = 4 A[4] = 3 B[4] = 5 A[5] = 6 B[5] = 3 A[6] = 7 B[6] = 5

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/tree_product/static/images/auto/c8f8e5d369ea10a6117405ff433fea98.png](data:image/png;base64,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)

the function should return "18" since the Elves can destroy bridges 1−3 and 3−5 (marked as dashed lines in the image above). The created areas consist of 3, 3 and 2 guard posts.

Therefore, the result is 3 \* 3 \* 2 = 18. It is not possible to obtain a better result.

Given the following arrays:

A[0] = 0 B[0] = 1 A[1] = 1 B[1] = 2

the function should return "3" (it is optimal not to destroy any bridge).

Assume that:

* N is an integer within the range [1..50,000];
* each element of arrays A, B is an integer within the range [0..N];
* distance from guard post 0 to any other post is not greater than 900 bridges.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

AMBITIOUS

[HilbertMaze](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/hilbert_maze/)

[**START**](https://codility.com/programmers/lessons/91-tasks_from_indeed_prime_2016_challenge/hilbert_maze/start/)

Find the shortest path between two fields in a Hilbert maze.

A halfling is searching for treasure hidden in a maze in the dwarfs' mine. He has a map of the maze and would like to find the shortest path to the treasure.

The maze has a specific shape. It is placed on a square grid with M2 cells, where M = 2N+1+1 for some given size N. Each cell has coordinates (x, y), where 0 ≤ x, y < M, and can either be empty or contain a rock.

The mazes of sizes N = 1 and N = 2 are presented in the pictures below:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/hilbert_maze/static/images/auto/e5540ee69f2da8c4972a22eb7ad7dbb9.png](data:image/png;base64,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)

A maze of size N is constructed recursively from the layout of the maze of size N−1 (like the Hilbert curve). It contains four mazes of size N−1, each maze in one quarter. The maze in the bottom-left quarter is rotated by 90 degrees clockwise and the maze in the bottom-right quarter is rotated by 90 degrees counter-clockwise. The mazes in the top quarters are not rotated. There are three additional rocks (squares marked in green in the picture below) in the areas where the mazes intersect. The construction of the maze of size N = 3 is shown below:
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The halfling would like to reach the treasure in the smallest number of steps possible. At each step, he can move to any one of the four adjacent cells (north, south, west, east) that does not contain a rock and is not outside of the grid.

For example, given N = 1, the halfling needs 8 steps to move from cell (2, 1) to cell (3, 4):
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Write a function:

class Solution { public int solution(int N, int A, int B, int C, int D); }

that, given the size of the maze N, coordinates of the halfling (A, B) and coordinates of the treasure (C, D), returns the minimum number of steps required for the halfling to reach the treasure.

## Examples

Given N = 1, A = 2, B = 1, C = 3 and D = 4 the function should return 8, as shown above.

Given N = 2, A = 2, B = 5, C = 6 and D = 6 the function should return 7:
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Given N = 3, A = 6, B = 6, C = 10 and D = 13 the function should return 39:
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Assume that:

* N is an integer within the range [1..25];
* A, B, C, D are integers within the range [0..2N+1];
* cells (A, B) and (C, D) do not contain rocks;
* the result will be an integer smaller than 2,147,483,647.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N).

*Lesson 92*

## Tasks from Indeed Prime 2016 College Coders challenge

EFFORTLESS

[TennisTournament](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/tennis_tournament/)

[**START**](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/tennis_tournament/start/)

Given the numbers of players and available courts, calculate the maximum number of parallel tennis games.

You are hosting a tennis tournament. P players, who will take part in the first round of this tournament, are already registered and you have reserved C tennis courts for the matches. Exactly two players play in each game and only one game can be played on each court at any given time. You want to host the maximum possible number of games starting at the same time (in order to finish the first round quickly).

How many games can be hosted in parallel simultaneously?

Write a function:

class Solution { public int solution(int P, int C); }

that, given the number of players P and the number of reserved courts C, returns the maximum number of games that can be played in parallel.

For example, given P = 5 players and C = 3 available courts, the function should return 2, as two games can be played simultaneously (for instance, the first and second players can play on the first court, and the third and fourth players on the second court, and the third court will be empty because the fifth player doesn't have a partner to play with).

Given P = 10 players and C = 3 courts, the function should return 3, as at most three games can be hosted in parallel.

Assume that:

* P and C are integers within the range [1..30,000].

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

RESPECTABLE

[SocksLaundering](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/socks_laundering/)

[**START**](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/socks_laundering/start/)

From drawers containing both clean and dirty socks, choose socks to launder in order to obtain the maximum number of clean pairs of socks.

Bob is about to go on a trip. But first he needs to take care of his supply of socks. Each sock has its own color. Bob wants to take as many pairs of clean socks as possible (both socks in the pair should be of the same color).

Socks are divided into two drawers: clean and dirty socks. Bob has time for only one laundry and his washing machine can clean at most K socks. He wants to pick socks for laundering in such a way that after washing he will have a maximal number of clean, same-colored pairs of socks. It is possible that some socks cannot be paired with any other sock, because Bob may have lost some socks over the years.

Bob has exactly N clean and M dirty socks, which are described in arrays C and D, respectively. The colors of the socks are represented as integers (equal numbers representing identical colors).

For example, given four clean socks and five dirty socks:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/socks_laundering/static/images/auto/bb5550b86d03b06e22142e936bddd02c.png](data:image/png;base64,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)

If Bob's washing machine can clean at most K = 2 socks, then he can take a maximum of three pairs of clean socks. He can wash one red sock and one green sock, numbered 1 and 2 respectively. Then he will have two pairs of red socks and one pair of green socks.

Write a function:

class Solution { public int solution(int K, int[] C, int[] D); }

that, given an integer K (the number of socks that the washing machine can clean), two arrays C and D (containing the color representations of N clean and M dirty socks respectively), returns the maximum number of pairs of socks that Bob can take on the trip.

For example, given K = 2, C = [1, 2, 1, 1] and D = [1, 4, 3, 2, 4], the function should return 3, as explained above.

Assume that:

* K is an integer within the range [0..50];
* each element of arrays C, D is an integer within the range [1..50];
* C and D are not empty and each of them contains at most 50 elements.

In your solution, focus on correctness. The performance of your solution will not be the focus of the assessment.

AMBITIOUS

[ArrayRecovery](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/array_recovery/)

[**START**](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/array_recovery/start/)

Recover a broken array using partial information in another array.

Bob once had an array A with N elements. Each element was a positive integer not exceeding M.

Bob wrote a program to find an array B, defined as follows. For every index J, let's find the biggest index K such that K < J and A[K] < A[J]. Then set B[J] = A[K]. If there is no such index K, then set B[J] = 0. Intuitively, the J-th element of B contains the last value smaller than A[J] that appears before it, or 0 if there is no such element.

For example, let A = [2, 5, 3, 7, 9, 6]. Then B = [0, 2, 2, 3, 7, 3]. For instance, B[5] = 3, as A[5] is 6 and the last value before A[5] smaller than 6 is 3.

Bob computed an array B and then mistakenly deleted A. He now intends to find every valid array A from which his program would produce B. Count the number of such arrays A. Since the answer could be very big, return it modulo 109+7.

Write a function:

class Solution { public int solution(int[] B, int M); }

that, given an integer M and a zero-indexed array B with N integers, returns the remainder from the division by 109+7 of the number of valid arrays A from which Bob would get B. You can assume that there is at least one such array.

For example, given: M = 4, B = [0, 2, 2] the function should return 3. The possible removed arrays A were [2, 3, 3], [2, 4, 3] and [2, 4, 4].

For the following data: M = 10, B = [0, 3, 5, 6] the function should return 4, as the possible arrays A were [3, 5, 6, 7], [3, 5, 6, 8], [3, 5, 6, 9] and [3, 5, 6, 10].

For the following data: M = 105, B = [0, 0] there are 5000050000 possible arrays (the first element in array A can be anything in the range 1..105 and the second element can be either equal or smaller), so the function should return 49965 (as we are taking modulo 109+7).

Assume that:

* N is an integer within the range [1..100,000];
* M is an integer within the range [1..1,000,000,000];
* each element of array B is an integer within the range [0..M];
* there exists at least one valid array A from which Bob would get array B.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

AMBITIOUS

[DiamondsCount](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/diamonds_count/)

[**START**](https://codility.com/programmers/lessons/92-tasks_from_indeed_prime_2016_college_coders_challenge/diamonds_count/start/)

Given points on a plane, count the number of sets of four points that form regular diamonds.

A *diamond* is a quadrilateral whose four sides all have the same length and whose diagonals are parallel to the coordinate axes.

You are given N distinct points on a plane. Count the number of different diamonds that can be constructed using these points as vertices (two diamonds are different if their sets of vertices are different). Do not count diamonds whose area is empty.

Write a function:

class Solution { public int solution(int[] X, int[] Y); }

that, given two zero-indexed arrays X and Y, each containing N integers, representing N points (where X[K], Y[K] are the coordinates of the K-th point), returns the number of diamonds on the plane.

For example, for N = 7 points whose coordinates are specified in arrays X = [1, 1, 2, 2, 2, 3, 3] and Y = [3, 4, 1, 3, 5, 3, 4], the function should return 2, since we can find two diamonds as shown in the picture below:
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Given arrays: X = [1, 2, 3, 3, 2, 1], Y = [1, 1, 1, 2, 2, 2], the function should return 0, since there are no diamonds on the plane:

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/diamonds_count/static/images/auto/829693194a70bdb80951fb5cd31ea9b1.png](data:image/png;base64,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)

Assume that:

* N is an integer within the range [4..1,500];
* each element of arrays X, Y is an integer within the range [0..N−1];
* given N points are pairwise distinct.

Complexity:

* expected worst-case time complexity is O(N2);
* expected worst-case space complexity is O(N2), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

*Lesson 99*

## Future training

EFFORTLESS

[SqlSum](https://codility.com/programmers/lessons/99-future_training/sql_sum/)

[**START**](https://codility.com/programmers/lessons/99-future_training/sql_sum/start/)

Calculate sum of elements.

Given a table elements with the following structure:

create table elements ( v integer not null );

write an SQL query that returns the sum of the numbers in column v.

For example, given:

v --- 2 10 20 10

your query should return 42.

PAINLESS

[StrSymmetryPoint](https://codility.com/programmers/lessons/99-future_training/str_symmetry_point/)

[**START**](https://codility.com/programmers/lessons/99-future_training/str_symmetry_point/start/)

Find a symmetry point of a string, if any.

Write a function:

class Solution { public int solution(string S); }

that, given a string S, returns the index (counting from 0) of a character such that the part of the string to the left of that character is a reversal of the part of the string to its right. The function should return −1 if no such index exists.

*Note:* reversing an empty string (i.e. a string whose length is zero) gives an empty string.

For example, given a string:

"racecar"

the function should return 3, because the substring to the left of the character "e" at index 3 is "rac", and the one to the right is "car".

Given a string:

"x"

the function should return 0, because both substrings are empty.

Assume that:

* the length of S is within the range [0..2,000,000].

Complexity:

* expected worst-case time complexity is O(length(S));
* expected worst-case space complexity is O(1) (not counting the storage required for input arguments).
* PAINLESS
* [TreeHeight](https://codility.com/programmers/lessons/99-future_training/tree_height/)
* [**START**](https://codility.com/programmers/lessons/99-future_training/tree_height/start/)
* Compute the height of a binary tree.

In this problem we consider binary trees, represented by pointer data structures.

A *binary tree* is either an empty tree or a node (called the *root*) consisting of a single integer value and two further binary trees, called the *left subtree* and the *right subtree*.

For example, the figure below shows a binary tree consisting of six nodes. Its root contains the value 5, and the roots of its left and right subtrees have the values 3 and 10, respectively. The right subtree of the node containing the value 10, as well as the left and right subtrees of the nodes containing the values 20, 21 and 1, are empty trees.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/tree_height/static/images/auto/f6ee45e3a63ec4fade2ed27c6bab8e54.png](data:image/png;base64,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)

A *path* in a binary tree is a non-empty sequence of nodes that one can traverse by following the pointers. The *length* of a path is the number of pointers it traverses. More formally, a path of length K is a sequence of nodes P[0], P[1], ..., P[K], such that node P[I + 1] is the root of the left or right subtree of P[I], for 0 ≤ I < K. For example, the sequence of nodes with values 5, 3, 21 is a path of length 2 in the tree from the above figure. The sequence of nodes with values 10, 1 is a path of length 1. The sequence of nodes with values 21, 3, 20 is not a valid path.

The *height* of a binary tree is defined as the length of the longest possible path in the tree. In particular, a tree consisting of only one node has height 0 and, conventionally, an empty tree has height −1. For example, the tree shown in the above figure is of height 2.

## Problem

Write a function:

class Solution { public int solution(Tree T); }

that, given a non-empty binary tree T consisting of N nodes, returns its height. For example, given tree T shown in the figure above, the function should return 2, as explained above. Note that the values contained in the nodes are not relevant in this task.

## Technical details

A binary tree can be given using a pointer data structure. Assume that the following declarations are given:

class Tree { public int x; public Tree l; public Tree r; };

An empty tree is represented by an empty pointer (denoted by null). A non-empty tree is represented by a pointer to an object representing its root. The attribute x holds the integer contained in the root, whereas attributes l and r hold the left and right subtrees of the binary tree, respectively.

For the purpose of entering your own test cases, you can denote a tree recursively in the following way. An empty binary tree is denoted by None. A non-empty tree is denoted as (X, L, R), where X is the value contained in the root and L and R denote the left and right subtrees, respectively. The tree from the above figure can be denoted as:

(5, (3, (20, None, None), (21, None, None)), (10, (1, None, None), None))

## Assumptions

Assume that:

* N is an integer within the range [1..1,000];
* the height of tree T (number of edges on the longest path from root to leaf) is within the range [0..500].

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N).
* RESPECTABLE
* [ArrayInversionCount](https://codility.com/programmers/lessons/99-future_training/array_inversion_count/)
* [**START**](https://codility.com/programmers/lessons/99-future_training/array_inversion_count/start/)
* Compute number of inversion in an array.

A zero-indexed array A consisting of N integers is given. An *inversion* is a pair of indexes (P, Q) such that P < Q and A[Q] < A[P].

Write a function:

class Solution { public int solution(int[] A); }

that computes the number of inversions in A, or returns −1 if it exceeds 1,000,000,000.

Assume that:

* N is an integer within the range [0..100,000];
* each element of array A is an integer within the range [−2,147,483,648..2,147,483,647].

For example, in the following array:

A[0] = -1 A[1] = 6 A[2] = 3 A[3] = 4 A[4] = 7 A[5] = 4

there are four inversions:

(1,2) (1,3) (1,5) (4,5)

so the function should return 4.

Complexity:

* expected worst-case time complexity is O(N\*log(N));
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.

AMBITIOUS

[PolygonConcavityIndex](https://codility.com/programmers/lessons/99-future_training/polygon_concavity_index/)

[**START**](https://codility.com/programmers/lessons/99-future_training/polygon_concavity_index/start/)

Check whether a given polygon in a 2D plane is convex; if not, return the index of a vertex that doesn't belong to the convex hull.

An array A of points in a 2D plane is given. These points represent a polygon: every two consecutive points describe an edge of the polygon, and there is an edge connecting the last point and the first point in the array.

A set of points in a 2D plane, whose boundary is a straight line, is called a *semiplane*. More precisely, any set of the form {(x, y) : ax + by ≥ c} is a semiplane. The semiplane contains its boundary.

A polygon is *convex* if and only if, no line segment between two points on the boundary ever goes outside the polygon.

For example, the polygon consisting of vertices whose Cartesian coordinates are consecutively:

(-1, 3) (3, 1) (0, -1) (-2, 1)

is convex.

![https://codility-frontend-prod.s3.amazonaws.com/media/task_static/polygon_concavity_index/static/images/auto/3d80c5f9b98a66ef667cbb5fb77d1a7e.png](data:image/png;base64,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)

The *convex hull* of a finite set of points in a 2D plane is the smallest convex polygon that contains all points in this set. For example, the convex hull of a set consisting of seven points whose Cartesian coordinates are:

(-1, 3) (1, 2) (3, 1) (1, 1) (0, -1) (-2, 1) (-1, 2)

is a polygon that has five vertices. When traversed clockwise, its vertices are:

(-1, 3) (1, 2) (3, 1) (0, -1) (-2, 1)
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If a polygon is concave (that is, it is not convex), it has a vertex which does not lie on its convex hull border. Your assignment is to find such a vertex.

Assume that the following declarations are given:

class Point2D { public int x; public int y; };

Write a function:

class Solution { public int solution(Point2D[] A); }

that, given a non-empty zero-indexed array A consisting of N elements describing a polygon, returns −1 if the polygon is convex. Otherwise, the function should return the index of any point that doesn't belong to the convex hull border. Note that consecutive edges of the polygon may be collinear (that is, the polygon might have 180−degrees angles).

To access the coordinates of the K-th point (where 0 ≤ K < N), use the following syntax:

* A[K].x to access the x-coordinate,
* A[K].y to access the y-coordinate.

For example, given array A such that:

A[0].x = -1 A[0].y = 3 A[1].x = 1 A[1].y = 2 A[2].x = 3 A[2].y = 1 A[3].x = 0 A[3].y = -1 A[4].x = -2 A[4].y = 1

the function should return −1, as explained in the example above.

However, given array A such that:

A[0].x = -1 A[0].y = 3 A[1].x = 1 A[1].y = 2 A[2].x = 1 A[2].y = 1 A[3].x = 3 A[3].y = 1 A[4].x = 0 A[4].y = -1 A[5].x = -2 A[5].y = 1 A[6].x = -1 A[6].y = 2

the function should return either 2 or 6. These are the indices of the polygon lying strictly in its convex hull (that is, not on the convex hull border).
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Assume that:

* N is an integer within the range [3..10,000];
* the coordinates of each point in array A are integers within the range [−1,000,000,000..1,000,000,000];
* no two edges of the polygon A intersect, other than meeting at their endpoints;
* array A does not contain duplicate points.

Complexity:

* expected worst-case time complexity is O(N);
* expected worst-case space complexity is O(N), beyond input storage (not counting the storage required for input arguments).

Elements of input arrays can be modified.