int \*\*\*array;

and we want the dimensions to be 10\*20\*30 (all of the stuff below could be done for an arbitrary i,j,k, which is closer to what you need).

First, we need an array of 10 int \*\*'s, so we use the following:

array = (int \*\*\*) malloc( 10 \* sizeof(int \*\*) );

The *sizeof* function returns an integer telling how many bytes are needed by something of type "int \*\*", and we need 10 of them.  The "(int \*\*\*)" is a cast which changes the pointer type from "char \*" to "int \*\*\*", to keep the types correct.  Don't forget that, after this call to *malloc*, you should check to see if array==NULL.

Note:  *malloc* is asked for 10 int \*\*'s but its return is a pointer to them, so the result is an int \*\*\*.

Now that we have the 10 pointers, we can get the next level of pointers:

for ( i = 0 ; i < 10 ; ++i ) {

array[i] = (int \*\*) malloc( 20 \* sizeof(int \*) );

}

And finally, we can fill in each of these pointers with an array of 30 integers:

for ( i = 0 ; i < 10 ; ++i ) {

for ( j = 0 ; j < 20 ; ++j ) {

array[i][j] = (int \*) malloc( 30 \* sizeof(int) );

}

}

Again, remember that each call to malloc must check the result.  Also note that we could have put the two steps above together, filling each set of 20 pointers as we get them.

It is *much* more efficient to combine all similar allocations and divide up the memory after getting it.  (It is also *much* easier to make mistakes.)  When you've convinced yourself the the following works, you will understand C pointers fairly well.

array = (int \*\*\*) malloc( 10 \* sizeof(int \*\*) );

array[0] = (int \*\*) malloc( 10 \* 20 \* sizeof( int \*) );

array[0][0] = (int \*) malloc( 10 \* 20 \* 30 \* sizeof(int) );

for ( j = 1 ; j < 20 ; ++j ) {

array[0][j] = array[0][j-1] + 30;

}

for ( i = 1 ; i < 10 ; ++i ) {

array[i] = array[i-1] + 20;

array[i][0] = array[i-1][20-1] + 30;

for ( j = 1 ; j < 20 ; ++j ) {

array[i][j] = array[i][j-1] + 30;

}

}

This is the method you should use, but you will probably only need two dimensional arrays, which are far easier once you understand this example.

Space is returned to the system with the command

free( pointer );

For returning the space to the system, you *always* return exactly what you were given, *i.e.*, the exact pointer that *malloc* gave you.  You cannot return a portion of an allocation.  Thus there should be a perfect one-to-one correspondence between calls to *malloc* and calls to *free*.

HOMEWORK 1

|  |  |
| --- | --- |
| 1.  man -K <str>  Searches all man pages for a specific string, according to the man man page.  2.  which <program>  Prints path to program.  $which cp  /bin/cp  $which wc  /usr/bin/wc  3.  Programs are located in /usr/bin, so we can find programs with one letter names using:  find /usr/bin -name "?"  since the "?" character is a wildcard that stands for any character.  /usr/bin/w  /usr/bin/[  /usr/bin/X  To determine what each of these programs does, we may use man or help commands:  man <program>  help <program>  w  Show who is logged on and what they are doing.  [  Execute conditional command.  X  a portable, network-transparent window system  4.  /etc/alternatives/emacs  the readlink command reads the value of a symbolic link  readlink /usr/bin/emacs  5.  g+s  Allows other users in the file's group to set user or group ID on execution.  o-x  Gives the same permissions granted to users that are neither the user who owns the file nor  the users who are members of the file's group (o) but not permission to execute (-x).  6.  find -mtime 21  from find's man page description of -mtime n:  File's data was last modified n\*24 hours ago. 21 days = 3 weeks.  7.  find -type d -mtime -21  -type d specifies directory.  .  ./Desktop  ./Desktop/CS35L  ./Desktop/CS35L/Lab 1  ./Desktop/CS 33  ./Desktop/CS 33/Lab 4  ./Documents  ./Downloads  ./.emacs.d/auto-save-list  12.  C-h k <command>  gives a description of each command.  C-M-a  move-beginning-of-line: move point to beginning of current line  C-M-b  backward-char: move point left N characters  C-M-c  exit-recursive-edit: Exit from the innermost recursive edit or minibuffer  C-M-d  delete-char  C-M-e  end-of-defun: Move forward to next end of defun  C-M-f  forward-sexp: Move forward across one balanced expression (sexp)  C-M-g  info on C-g shows up; C-M-g doesn't exist  C-M-h  mark-defun: Put mark at end of this defun, point at beginning  13.  from emacs (C-h k C-g):  C-g runs the command keyboard-quit, which is an interactive compiled  Lisp function.  C-g causes emacs to quit while executing Lisp code.  14.  C-h f yank  yank reinserts "the last stretch of killed text most recently killed OR yanked" and  places the "point at end" and sets "mark at beginning".  15.  To invoke yank function on /usr/bin:  C-x d .. (however many times necessary to get to /)  C-x d bin  To invoke ls -l on /usr/bin:  cd /usr/bin  ls -l  Differences:  1) dired identifies total used in directory 9504 available 8658372 while ls -l only identifies total 9496.  2) dired lists  dr-xr-xr-x 2 root root 4096 Oct 3 13:33 .  dr-xr-xr-x 29 root root 4096 Sep 15 17:22 ..  which are absent in ls -l  3) not a significant difference, but dired lists names in green while ls -l lists them in default color. | 8.  to locate the directory containing find:  which find  /bin/find  man find tells us that -type l will find all files that are symbolic links.  find -type l  /bin/ksh  /bin/nisdomainname  /bin/gtar  /bin/ex  /bin/dnsdomainname  /bin/sh  /bin/csh  /bin/domainname  /bin/fgrep  /bin/awk  /bin/traceroute6  /bin/rvi  /bin/ypdomainname  /bin/egrep  /bin/mail  /bin/rview  /bin/iptables-xml  /bin/iptables-xml-1.4.7  /bin/view  /bin/rnano  for a total of 20 files.  9.  to list contents of a directory sorted by modification time (from ls man):  ls -t  for long-listing pattern needed to determine which contents are regular files:  ls -l  ls -l -t  -rwxr-xr-x 1 root root 28776 Mar 3 2010 libgamin-1.so.0.1.10  This is the last file listed and is a regular file, making it the oldest regular file.  10.  from man locale, we find that locale draws its information from the environment variables.  11.  C-h a sort  lists all commands with the keyword sort  rmail-sort-by-author M-x ... RET  Sort messages of current Rmail buffer by author.  rmail-sort-by-correspondent M-x ... RET  Sort messages of current Rmail buffer by other correspondent.  rmail-sort-by-date M-x ... RET  Sort messages of current Rmail buffer by "Date" header.  rmail-sort-by-labels M-x ... RET |

ASSIGNMENT 3 PYTHON

|  |  |
| --- | --- |
| #!/usr/bin/python  import locale, string, random, sys  from optparse import OptionParser  class comm:  def \_\_init\_\_(self, file1, file2):  try:  if file1 == "-" and file2 == "-":  print("Pass at least one file!")  exit()  elif file1 == "-":  fin1 = sys.stdin  fin2 = open(file2, 'r')  elif file2 == "-":  fin2 = sys.stdin  fin1 = open(file1, 'r')  else:  fin1 = open(file1, 'r')  fin2 = open(file2, 'r')  self.lines1 = fin1.read().split('\n')  self.lines2 = fin2.read().split('\n')  del self.lines1[len(self.lines1)-1]  del self.lines2[len(self.lines2)-1]  self.masterList = []  self.contents = []  self.tracker1 = []  self.tracker2 = []  fin1.close()  fin2.close()  except IOError as e:  errno = e.errno  strerror = e.strerror  parser.error("I/O error({0}): {1}".  format(errno, strerror))  def isSorted(self, file):  for k in range(len(file) - 1):  if locale.strcoll(file[k],file[k+1]) > 0:  print ("File %s is unsorted. Use -u to run on unsorted files.") % file  exit()  return True  def compareSorted(self):  max1 = len(self.lines1) #DOES THIS WORK?  max2 = len(self.lines2)  i = 0  j = 0  if self.isSorted(self.lines1) and self.isSorted(self.lines2):  self.masterList.append(self.lines1[i] + "\n")  if self.tracker1[i]:  self.contents.append(3)  else:  self.contents.append(1)  i += 1  while j < len(self.lines2): #ADD LINES1 ELEMENTS TO MASTERLIST  if self.tracker2[j]:  pass  else:  self.masterList.append(self.lines2[j] + "\n")  self.contents.append(2)  j += 1  def printout(self, op1, op2, both):  if not op2: #DETERMINE COLUMN 2 INDENT  if op1:  indent1 = ""  else:  indent1 = " "  else:  indent1=""  if not both: #DETERMINE COLUMN 3 INDENT  if op1 and op2:  indent2 = ""  elif not op1 and not op2:  indent2 = " "  else:  indent2 = " "  else:  indent2 = ""  for i in range(len( self.masterList)): #ADD INDENTS  if self.contents[i] == 1:  pass  elif self.contents[i] == 2:  self.masterList[i] = indent1 + self.masterList[i]  elif self.contents[i] == 3:  self.masterList[i] = indent2 + self.masterList[i]  else:  pass  for i in range(len( self.masterList)): #PRINT THEM OUT  if not op1 and self.contents[i] == 1:  sys.stdout.write(self.masterList[i])  elif not op2 and self.contents[i] == 2:  sys.stdout.write(self.masterList[i])  elif not both and self.contents[i] == 3:  sys.stdout.write(self.masterList[i])  else:  pass    def main():  version\_msg = "%prog2.0"  usage\_msg = """%prog [OPTION]... FILE1 FILE2  Compare files line by line, like linux `comm` command"""  parser = OptionParser(version=version\_msg, usage=usage\_msg) | while True:  if i == max1 and j == max2: #HIT THE END  break  elif i == max1: #FIRST LIST AT END, FINISH UP SECOND  self.masterList.append(self.lines2[j] + "\n")  j += 1  self.contents.append(2)  elif j == max2: #SECOND LIST AT END, FINISH UP FIRST  self.masterList.append(self.lines1[i] + "\n")  i += 1  self.contents.append(1)  elif self.lines1[i] == self.lines2[j]: #BOTH EQUAL, ADD TO THIRD COLUMN  self.masterList.append(self.lines1[i] + "\n")  i += 1  j += 1  self.contents.append(3)  elif self.lines1[i] < self.lines2[j]: #FIRST IS LESS, ADD TO FIRST COLUMN  self.masterList.append(self.lines1[i] + "\n")  i += 1  self.contents.append(1)  elif self.lines1[i] > self.lines2[j]: #SECOND IS LESS, ADD TO SECOND COLUMN  self.masterList.append(self.lines2[j] + "\n")  j += 1  self.contents.append(2)  else:  pass  def compareUnsorted(self):  for i in range(len(self.lines1)): #FILL WITH VALUES  self.tracker1.append(False)  for j in range(len(self.lines2)): #FILL WITH VALUES  self.tracker2.append(False)  for i in range(len(self.lines1)):  for j in range(len(self.lines2)):  if self.lines1[i] == self.lines2[j] and not self.tracker1[i] and not self.tracker2[j]:  self.tracker1[i] = True  self.tracker2[j] = True  break  i = 0  j = 0  while i < len(self.lines1): #ADD LINES1 ELEMENTS TO MASTERLIST  parser.add\_option("-1", action="store\_true", dest="op1",  default=False,  help="suppress column 1 (lines unique to FILE1)")  parser.add\_option("-2", action="store\_true", dest="op2",  default=False,  help="suppress column 2 (lines unique to FILE2)")  parser.add\_option("-3", action="store\_true", dest="both",  default=False,  help="suppress column 3 (lines that appear in both files)")  parser.add\_option("-u", action="store\_true", dest="unsorted",  default=False,  help="compare files even if unsorted")  options, args = parser.parse\_args(sys.argv[1:])  try:  op1 = bool(options.op1)  op2 = bool(options.op2)  both = bool(options.both)  unsorted = bool(options.unsorted)  except:  parser.error("invalid option type: {0}".  format(options.op1))    if len(args) != 2:  parser.error("indicate 2 files or '-' for stdin")  infile1 = args[0]  infile2 = args[1]  try:  compObject = comm(infile1, infile2)  if unsorted:  compObject.compareUnsorted()  else:  compObject.compareSorted()  compObject.printout(op1, op2, both)  except IOError as e:  errno = e.errno  strerror = e.strerror  parser.error("I/O error({0}): {1}".  format(errno, strerror))  if \_\_name\_\_ == "\_\_main\_\_":  main() |

LAB 4 DIFF FILE

-

2017-10-24 Jonathan Wei-Hong Chu <weihong@lnxsrv05.seas.ucla.edu>

\* timespec.h (timespec\_cmp): Comparison done by if statements to

imitate output of ? : subtraction

--- timespec.h 2005-09-21 23:05:39.000000000 -0700

+++ timespec1.h 2017-10-24 17:17:20.409581000 -0700

@@ -45,10 +45,13 @@

static inline int

timespec\_cmp (struct timespec a, struct timespec b)

{

- int diff = a.tv\_sec - b.tv\_sec;

- return diff ? diff : a.tv\_nsec - b.tv\_nsec;

+ if (a.tv\_sec < b.tv\_sec)

+ return -1;

+ else if (b.tv\_sec < a.tv\_sec)

+ return 1;

+ else

+ return 0;

}

-

# if ! HAVE\_DECL\_NANOSLEEP

/\* Don't specify a prototype here. Some systems (e.g., OSF) declare

nanosleep with a conflicting one (const-less first parameter). \*/

LAB 4 SFROB.C

|  |  |
| --- | --- |
| #include<stdio.h>  #include<stdlib.h>  int frobcmp(char const \*a, char const \*b) {  while(1)  {  if(\*a == ' ' && \*b == ' ')  return 0;  else if (\*a == ' ' || ((\*a^42) < (\*b^42)))  return -1;  else if (\*b == ' ' || ((\*a^42) > (\*b^42)))  return 1;  a++; b++;  }  }  //Function to check for reading error  void readErr(){  if(ferror(stdin)){  fprintf(stderr, "Read Error");  exit(1);  }  }  int compare(const void\* ptr1, const void\* ptr2){  const char\* a = \*(const char\*\*)ptr1;  const char\* b = \*(const char\*\*)ptr2;  return frobcmp(a,b); //compare with frobcmp  }  while (cur != EOF && !ferror(stdin)) //Read file until EOF  {  word[cindex] = cur; //Add letters to the word  char\* mem = realloc(word, (cindex+2)\*sizeof(char));  if (allocateErr(mem)){  free(word);  exit(1);  }  word = mem; //point word to reallocated space  if (cur == ' '){ //End of word  arr[windex] = word; //Add word to array  char\*\* mem2 = realloc(arr, (windex+2)\*sizeof(char\*));  if (allocateErr(mem2)){  free(arr);  exit(1);  }  arr = mem2;  windex++;  word = NULL;  word = (char\*)malloc(sizeof(char));  cindex = -1;  }  //ENDCASES  if (next == EOF && cur == ' ')  break;  else if (cur == ' ' && next == ' '){ //extra spaces  while (cur == ' '){ //go past extra spaceS  cur = getchar();  readErr();  }  next = getchar();  readErr();  cindex++;  continue;  }  else if (next == EOF){  cur = ' ';  cindex++;  continue;  }  cur = next;  next = getchar();  readErr();  cindex++;  } | int allocateErr(void\* ptr){  if (ptr == NULL){  fprintf(stderr, "Error Allocating Memory");  return 1;  }  return 0;  }  int main(void){  char\* word; //Holds chars to form words  char\*\* arr; //Holds input words  word = (char\*)malloc(sizeof(char)); //allocate some memory to hold words  arr = (char\*\*)malloc(sizeof(char\*));  char cur = getchar();  readErr(); //check for read error each time reading a char  char next = getchar();  readErr();  int cindex = 0; //character index  int windex = 0; //word index (array)  //SORT  qsort(arr, windex, sizeof(char\*), compare);    //PRINT AND FREE  int i, j; //C doesn't allow declaration in for statement  for (i = 0; i < windex; i++){  j = 0;  while(1){  if (putchar(arr[i][j]) == EOF){  fprintf(stderr, "Error Writing");  exit(1);  }  if (arr[i][j] == ' '){ //reached end  break;  }  j++;  }  }  int k;  for (k = 0; k < windex; k++){ //free all words  free(arr[k]);  }  free(arr); //free word array  exit(0);  } |

LAB 5 SFROB.U

|  |  |
| --- | --- |
| #include<stdio.h>  #include<stdlib.h>  #include <sys/stat.h>  #include <limits.h>  int frobcmp(char const \*a, char const \*b) {  while(1)  {  if(\*a == ' ' && \*b == ' ')  return 0;  else if (\*a == ' ' || ((\*a^42) < (\*b^42)))  return -1;  else if (\*b == ' ' || ((\*a^42) > (\*b^42)))  return 1;  a++; b++;  }  }  int ufrobcmp(char const\* in1, char const\* in2) {  char\* a = in1;  char\* b = in2;  for (;; a++, b++) {  char aa = (\*a) ^ 42;  char bb = (\*b) ^ 42;  if (aa <= UCHAR\_MAX && aa >= 0) {  aa = toupper(aa);  }  if (bb <= UCHAR\_MAX && bb >= 0) {  bb = toupper(bb);  }    if (\*a == ' ' && \*b == ' ')  return 0;  else if (\*a == ' ' || aa < bb)  return -1;  else if (\*b == ' ' || aa > bb)  return 1;  }  }  //Function to check for reading error  void readErr(ssize\_t state){  if (state < 0){  fprintf(stderr, "Error reading file!");  exit(1);  }  }  int compare(const void\* ptr1, const void\* ptr2){  const char\* a = \*(const char\*\*)ptr1;  const char\* b = \*(const char\*\*)ptr2;  return frobcmp(a, b); //compare with frobcmp  }  int ucompare(const void\* ptr1, const void\* ptr2)  {  const char\* a = \*(const char\*\*)ptr1;  const char\* b = \*(const char\*\*)ptr2;  return ufrobcmp(a, b);  }  char\* word;  word = (char\*)malloc(sizeof(char));  char cur[1];  ssize\_t curState = read(0, cur, 1);  readErr(curState);  char next[1];  ssize\_t nextState = read(0, next, 1);  readErr(nextState);  int cindex = 0;  while (curState > 0) {  word[cindex] = cur[0]; //Add letters to the word  char\* mem = realloc(word, (cindex+2)\*sizeof(char));  if (allocateErr(mem)){  free(word);  exit(1);  }  word = mem; //point word to reallocated space  if (cur[0] == ' '){ //End of word  arr[windex] = word; //Add word to array  char\*\* mem2 = realloc(arr, (windex+2)\*sizeof(char\*));  if (allocateErr(mem2)){  free(arr);  exit(1);  }  arr = mem2;  windex++;  word = NULL;  word = (char\*)malloc(sizeof(char));  cindex = -1;  }  //ENDCASES  if (nextState == 0 && cur[0] == ' ')  break;  else if (cur[0] == ' ' && next[0] == ' '){  while (cur[0] == ' '){ //go past extra spaces  nextState = read(0, next, 1);  readErr(nextState);  }  nextState = read(0,next,1);  readErr(nextState);  cindex++;  continue;  }  else if (nextState == 0){  cur[0] = ' ';  cindex++;  continue;  }  cur[0] = next[0];  nextState = read(0, next, 1);  readErr(nextState);  cindex++;  } | int allocateErr(void\* ptr){  if (ptr == NULL){  fprintf(stderr, "Error Allocating Memory");  return 1;  }  return 0;  }  int main(int argc, char\*\* argv){  struct stat fileStat;  if (fstat(0, &fileStat) < 0){ //error  fprintf(stderr, "fstat Error!");  exit(1);  }  char\*\* arr; //Holds input words  char\* fileArr;  int windex = 0; //word index (array)    if (S\_ISREG(fileStat.st\_mode)){  fileArr = (char\*)malloc(fileStat.st\_size\*sizeof(char)); //allocate mem for file input  int pct = 0;  ssize\_t state = read(0, fileArr, fileStat.st\_size);  int count = 0;  if (state > 0){  int m;  for (m = 0; m < fileStat.st\_size; m += count){  count = 1;  if (m == fileStat.st\_size - 1)  fileArr[m] = ' ';  if (fileArr[m] == ' '){  int n;  for (n = m; fileArr[n] != ' '; n++)  count++;  pct++;  }  }  }  arr = (char\*\*)malloc(pct \* sizeof(char\*));  int ind = 0;  int p;  for (p = 0; p < fileStat.st\_size; p++){  if (ind == 0 && fileArr[p] != ' '){  arr[windex] = &fileArr[p];  windex++;  ind = 1;  }  else if (ind == 1 && fileArr[p] == ' ')  ind = 0;  }  }  else  arr = (char\*\*)malloc(sizeof(char));  //SORT  if (argc == 2)  qsort(arr, windex, sizeof(char\*), ucompare);  else  qsort(arr, windex, sizeof(char\*), compare);    //PRINT AND FREE  int i, j; //C doesn't allow declaration in for statement  for (i = 0; i < windex; i++){  long wSize = 0;  j = 0;  while(1){  wSize++;  if (arr[i][j] == ' ') //reached end  break;  j++;  }  if (write(1, arr[i], wSize) == 0){  fprintf(stderr, "Error writing!");  exit(1);  }  }  free(arr); //free word array  exit(0);  } |

LAB 5 TR2B.C (GET/PUTCHAR) AND TR2U.C (READ/WRITE)

|  |  |
| --- | --- |
| #include<stdio.h>  #include<string.h>  #include<stdlib.h>  #include<errno.h>  int duplicates(const char\* from){  int len = strlen(from);  int k, j;  for (k = 0; k < len; k++)  for (j = k + 1; j < len; j++){  if (from[k] == from[j]){  fprintf(stderr, "can't map a character to multiple!");  exit(1);  }  }    return 0;  }  int main(int argc, char\* argv[]){  const char\* from, \* to;  if(argc != 3){  fprintf(stderr, "Need 3 arguments.");  exit(1);  }    from = argv[1];  to = argv[2];  if (strlen(from) != strlen(to)){ //from and to same length  fprintf(stderr, "byte strings are different lengths!");  exit(1);  }    duplicates(from);  char cur = getchar();  int found = 0; //acts as a bool indicating whether match found  while(cur != EOF){  int i;  for(i = 0; i < strlen(from); i++){  if(cur == from[i]){  putchar(to[i]);  found = 1;  break;  }  else{  found = 0;  }  }  if(!found)  putchar(cur);  cur = getchar();  }  return 0;  } | #include<stdio.h>  #include<string.h>  #include<stdlib.h>  #include<errno.h>  int duplicates(const char\* from){  int len = strlen(from);  int k, j;  for (k = 0; k < len; k++)  for (j = k + 1; j < len; j++){  if (from[k] == from[j]){  fprintf(stderr, "can't map a character to multiple!");  exit(1);  }  }    return 0;  }  int main(int argc, char\* argv[]){  const char\* from, \* to;  if(argc != 3){  fprintf(stderr, "Need 3 arguments.");  exit(1);  }  from = argv[1];  to = argv[2];  if (strlen(from) != strlen(to)){ //from and to same length  fprintf(stderr, "byte strings are different lengths!");  exit(1);  }    duplicates(from);  char cur[1];  int found;  ssize\_t state = read(0,cur, 1);  while(state > 0){  int i;  for(i = 0; i < strlen(from); i++)  {  if(cur[0] == from[i]){  cur[0] = to[i];  write(1,cur,1);  found = 1;  break;  }  else  found = 0;  }  if(!found){  write(1,cur,1);  }  state = read(0,cur,1);  }  return 0;  } |

LAB 6 MAKEFILE

CC = gcc

CFLAGS = -std=gnu11 -g -O2 -Wall -Wextra -Wno-unused-parameter

LDLIBS = -lm -lpthread

all: srt

srt\_objects = main.o raymath.o shaders.o

srt: $(srt\_objects)

$(CC) $(CFLAGS) -o $@ $(srt\_objects) $(LDLIBS)

main.o raymath.o: raymath.h

main.o shaders.o: shaders.h

tests = 1-test.ppm 2-test.ppm 4-test.ppm 8-test.ppm

check: baseline.ppm $(tests)

for file in $(tests); do \

diff -u baseline.ppm $$file || exit; \

done

$(tests): srt

time ./srt $@ >$@.tmp

mv $@.tmp $@

dist: srt.tgz

sources = COPYING Makefile main.c raymath.c raymath.h shaders.c shaders.h \

baseline.ppm

srt.tgz: $(sources)

tar cf - --transform='s|^|srt/|' $(sources) | gzip -9 >$@

clean:

rm -f \*.o \*.tmp $(tests) srt srt.tgz

LAB 7 QUESTIONS

1. Yes, the network is still secure because the private key was not sent

across the network. Therefore, other teams do not know the private key

regardless of what bytes were sent over the network, and they do not have

access to the complete public key system for both encryption and decryption.

(1) Yes, the network is still secure for the same reason as above. The other

teams still do not have the private key since it was not revealed as bytes

over the network or in keystrokes.

(2) No, the network is no longer certainly secure. Since other teams had

access to the bytes sent over the network, they had access to the public key.

Now that other teams have accessed USB, they could have found and copied the

private key on my system. In that case, the network is no longer secure.

2. From gpg's man page, --verify simply verifies a signed file or detached

signature that is specified as an argument. This means that anyone could

create another key and tarball and send those over to be verified as the

originals, when in reality, all that has been verified was that the detached

signature matches the key that was just falsely generated.

A solution would be for the original key and signature to be saved somewhere,

perhaps by a third party service or backed up somewhere on the web, so that

the originals can be verified with the receiver, and the receiver can be

certain that it has the correct key.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArEAAAIkCAIAAACGE+SKAAAAAXNSR0IArs4c6QAAuNxJREFUeF7tvQ10XNWV53vsJFgJs5wsS7aUEFsynrRUtnvZdJMnJhYlaehuEqNOyhQftSBxZJJp0aYJy3y8yDIzLvdgWQwEt6HjRu+BrVY6/YrgwpW0MEm6eZIKmaFWILa6bZc0jLFkQ6KyVH4M6/EiATFvn4/7Vbq3vlQlVUn/s2qBfHXuPvv8zlWdffbe555FH3/8MUMBARAAARAAARBY8AQWL3gCAAACIAACIAACIMAJkE0wceQvaqaXR9/IKyDeqGpi7EhLTcuRsdw3d/KxmprHTqYpd+KFlkQIf3FkIsnNbzxao1Xg9yavnKYSKauZGk1ZN60KeYOfVuuoBAIgAAIgUEgElJ9g24+HEsr3/3i21Ky4pXOo85aK3De38aGhoYc2ZiD3OwEzhMCXHq6bnZk+AxVRFQRAAARAAATyRSBp7IAvImtaXlCrZbGSflSuu/kSXBV1hS6altr6uv/ko+QDeIPL4UVNseQkqHs4zA7fKYRblqomp4W+xOcVHj2ir+ONeZqEa8XOH6D7Cbhijx3R3SF6j5JD3fitR+rDZ99OWEnTSp0g0H/vPMzCD9dpQBg7+6zmbjHLNzHRQQkmL+i6GwAt+vCGrJBtGtXvsDh77DsoRlMUAXO6uTO9RTmmDujSfgaEEFhX+foThlwQAAEQyB2Bjz8ef/4/VXe8TrmGduX1jurqjhP0m98+/xfVf/H8b3md8eBfVP+n58dFdf1n88WP9bs+PkH3Kwkff3ziv1VrN5oaNSTzi9X/jbcmtVI/8wr6dS7wL4LUOK8gflCVtZ+NXvDmhDSuGykh+8h1Ux0xd5jXUU1rl3m71HdzQ7wLqiGSY4ZgJ1+0K+gpHeTPgom619xlkzoWJUV9qZupUVNtixDR6PQO6tzkUGoK6PAdWnRCl8kzYMaMn0EABEAABAqXgPIT0JLdWrTF6x9/5xH3YR+tFP/Lw6x9r/Dwn3y2rX9byy1lwi4pu7lz6P+gn+kie+Sv1UX2x98PfOfw32kOhm0//r704IuV9z/3OaUOvPHsw+FtAeXtL7vlrx+pf/bvtDyD+ke+pWTc+B3Wf/Ztq1FUdsv/MdR5s9TIobgf+Y6MhvzxjdtIwDspraoJ6nL/d27cyMoavlrf//M+4S05+Ytn6//0K3YN2cgXoLS+l928l0gaTBRALpy9+T8TExf++PtDRjxlI3U5aeHd16MkZV/50/rptd/4xWH3I3sloopb/nK6wCQtOnUtk2cgJW5UAAEQAAEQmHMCTvkEahanSV/MzQ8/zLQZZex/vsXq11xl1Zxf7H+4wbArfM/qFUyVK/791c7z8cToW8y95ov6fbxyklJ2S8u2/rY6U0hixjCf9ZkMozrq8oAwUPgsS0EE+om66f7ThjRTHxJBlf37L2WooebtN8FMJkE58xse7p9Wi7P90r/XbZkvrrExG/hNabaY8TOQYcdRHQRAAARAYC4IpL0XUU6KyUr9I32WPMUUC/eZ95YvbYeG+sj3QHH9DLYYOLZszTEU/g9RKhr+1H34F2+wiVf/mX21Iak7Yua9EhLk3Nzw8NUi9zOQwk+g0jt8bz4yIIFkoUWGLTq0MOvPQBY9xS0gAAIgAAIOBFLaBNyFztoDIoJwUkyQdmv9ZA4Ak6Pedn2paVZWeTUzWx68chqFb1sYGvrxNvbsL4R++Sjcw3/4/z7S93NmHziwbTORycT/fDNd3cj46BcGSnq7P3hEgxtkuhEzrR3O1hShePtsoishsxYzfgbS7TjqgQAIgAAIzCGBFDbBxAu7RNRgo4gg+MQbBTZ+p73+cKe2d1/m4cuLd5pT67XXDzCmVz75I4rQ/6XjtkOVuyBndhnOd64sXqugJ9if/L8PMx77z1fh4QMeQEk7cMAVsTDhJMPb/jJ50oNZfW0Kp6T9NGIHuuF18lG72AHPogg/vEtmeIwd+TsjsmNqMoMWM34G8jUwkAsCIAACIJA7Ak45hsIV/8ajdXo6YcUte7VZn/IK+d59GXu/861H+njyAb/4ncNaQN7Hfmyscbd96ayszJ3bWgohX3lTYqNlDyHlyg088qaUUffwlwJJ3y7AEx2YzCewSM4dG7MkHj5g9ebAgZhl65K+bYmYDLS/pfrTdnVgSM/SSKEkT0hkinDd2b8caK9XXhD7Rjd+/8fbtCzRv1vTF6Akyn9+NSFtceP3+zRcDWf/lASa0gtIG8cWHTTN6BnAXsT8PJSQCgIgAAI5JrCItkTkWKRFHO3Ft9gH+Wwrr7LJLbGL/XVe3q2UV71thdMkTaZGZi90mn0t0SIIgAAIgMDsEkiZTzC76hRsa2N9/5xZ4KDAeqJCPFIrsUnyP5JzBwUEQAAEQAAEDAKwCVI/DXyPX8M//6n+9oXUdxReDfHGCNvITuHpCo1AAARAAATmhkC+Ywdz0yu0CgIgAAIgAAIgkCkB+AkyJYb6IAACIAACIDA/CcAmmJ/jil6BAAiAAAiAQKYEYBNkSgz1QQAEQAAEQGB+EoBNMD/HFb0CARAAARAAgUwJwCbIlBjqgwAIgAAIgMD8JACbYH6OK3oFAiAAAiAAApkSgE2QKTHUBwEQAAEQAIH5SQA2wfwcV/QKBEAABEAABDIlAJsgU2KoDwIgAAIgAALzkwBsgvk5rugVCIAACIAACGRKADZBpsRQHwRAAARAAATmJwHYBPNzXNErEAABEAABEMiUAGyCTImhPgiAAAiAAAjMTwKwCebnuKJXIAACIAACIJApAdgEmRJDfRAAARAAARCYnwRgE8zPcUWvQAAEQAAEQCBTAoti4+9meg/qgwAIgAAIgAAIzD8C3Cb47NLPzL+OoUcgAAIgAAIgAAIZEUDsICNcqAwCIAACIAAC85YAbIJ5O7ToGAiAAAiAAAhkRAA2QUa4UBkEQAAEQAAE5i0B2ATzdmjRMRAAARAAARDIiABsgoxwoTIIgAAIgAAIzFsCsAnm7dCiYyAAAiAAAiCQEQHYBBnhQmUQAAEQAAEQmLcEYBPM26FFx0AABEAABEAgIwKwCTLChcogAAIgAAIgMG8JwCaYt0OLjoEACIAACIBARgRgE2SEC5VBAARAAARAYN4SgE0wb4cWHQMBEAABEACBjAjAJsgIFyqDAAiAAAiAwLwlAJtg3g4tOgYCIAACIAACGRGATZARLlQGARAAARAAgXlLADbBvB1adAwEQAAEQAAEMiKQnU0Q6WgvKekMxDJqqlgrf6JjyadK7vjkwuhssQ4S9AYBEAABEJg5gexsAtFufGRk5u2nKWG4o6S9xDeAeTlNXqgGAiAAAiAAAhkTyM4mqG1tm5xsa63NuDncAAIgAAIgAAIgUKAEMrUJYoHOElqyi09HRHWKX/Qd7fCJi4EBH/+tiCzE+M/aFbp4VLuDiehDohxxkeoIrwB9OoapAXEx6KefQuFKcd0XiCehKVz97Z9gkU+W0A9LPmVo+Rz/p/z4nlMdj7TzuECA/mu9zpiQwz+Ledt6eeeTPk2ICijwhj7ZIST4nvukvEtvtECHHWqBAAiAAAiAwDQCmdoE5b4W8hCMdpUmSgpF2Y62fj/zN4/vmPT6WTzUq2Zuf/Npzyj5FehitF6b5uv9pV38oril3pyacHG/70yjuM78fWRYCJ8E3cuYxz06yW8J+Ka1nqjNqcW+lz+enLrMhRwQqQDvfPIw+/3k1If06d/NQls/EXhHuym4qJld1q4vFmYLGQSL/d6PR3l9LkQVMgiuXhTazStPvvWxJ7iokowPXhadXPP70W4Su6jqrd93eZn/ZXkdBQRAAARAAASKhkCmNoFzx1yNMpTgX5sQUvB03eIrp1+UVXnot2fIDdDLp+oGcZHVbnN7TAYEpSls3LGFJNQ2umaQshD8eEfb7xn7feNuxoJshNq56qPW2y9L7avW8P+OvK335eN+XlmWRefIVogs4hre95HQ0CixgUUhxrq+LSpf9dEOEr5nkXR9eOqEcO/HjVdZ78G/QAAEQAAEQKBICOTOJkjZ4dLVG0Wd2PjJZHVLq6rEr2u3zCBlwcuUkDZa6H8kjJTFgTtUgKByawpdYyOLbGuMnE3ZSVQAARAAARAAgWIlMIs2Qfwc2QKe5XKyNsrIeGgW4EXaP9EcZF1v8dgBOflzURafO5ULMZABAiAAAiAAAoVBYPZsgki4OcQ8Hld5ed0Ov8oVIAaR3ihjrh0pUgRE3CE0PjIzaB+v5o79TxxO5Scor/uYmpM5AZH2xaStLLXf5teb/17kCryzOBRknu7L2Hwxs0HB3SAAAiAAAoVCIFObQO4XqGzm+YP++rTeXBRqFlsV6qOerhaZHljb2tLliTdXclH1flf/JE8gSFpKfQco7SBan8a+A3s5YjpfVC/2EVSF+dSerFz10QHyJexZTDsI6tllyklU5aqPAuGP5fWSqxex7t8HtByFQhlP6AECIAACIAAC2RJYFBt/97NLP5Pt7Snuo72IlWGmmQJ5agRiQQAEQAAEQAAEckAgUz9BDpqECBAAARAAARAAgQIkAJugAAcFKoEACIAACIDAHBDIb+xgDjqEJkEABEAABEAABLIiAD9BVthwEwiAAAiAAAjMOwKwCebdkKJDIAACIAACIJAVAdgEWWHDTSAAAiAAAiAw7wjAJph3Q4oOgQAIgAAIgEBWBGATZIUNN4EACIAACIDAvCOQhU0QC/D3EnbI8wBRQAAEQAAEQAAE5geBLGyC+dFx9AIEQAAEQAAEQMBCIDObgN5VbDnsgA4sOCr9BeIcBPp5uEMcSVDSMcxYPOAzKlCdBAfDax1Lrihpfw0DAgIgAAIgAAIgUAgEMrMJyusCk22jXfwcI39/2+QkfczHF13c7zvTONnW75fHHpY2eqhmtFdFGeK9oTjzuLelOu+oELBABxAAARAAARBYcAQyswlS4Ilv3MFNhNpGFzkJRkZYua+Bmwe95DMgTwI/K9m/o65cE3Jd69QHk23XLTjk6DAIgAAIgAAIFCSBnNoEpVVVopO1W8iF0Mr9AdWN3Cg4Q56CSG+UMVcjnAQF+RhAKRAAARAAARBgObUJbHjWbnN7ePhguNfPPF1umAR45kAABEAABECgQAlkYROUr15BnTl5Lp5Wl8pdHg/z1wf9rNTTyBMR9IIcw7QAohIIgAAIgAAIzA6BLGwCCg1QFmGomb+lQN934KytzDSkCEKDT08lmJ2+oRUQAAEQAAEQAIH0CczGWcmRoyX1F7tGW2ATpD8uqAkCIAACIAACs00gGz9BZjoOd9RH4STIjBlqgwAIgAAIgMDsE8inTSDfWRT0e9yjrdWz3zW0CAIgAAIgAAIgkAGB2YgdZKAOqoIACIAACIAACMwRgXz6CeaoS2gWBEAABEAABEAgCwKwCbKAhltAAARAAARAYB4SgE0wDwcVXQIBEAABEACBLAjAJsgCGm4BARAAARAAgXlIYA5tAvEewzsCsYKnGmm/wvfcWAGrORa444oOdfokVzP23G0lSyxXslU+UXK2ctK5j56HfaZOpHML6oAACIAACOSSwBzaBLnsBmRlTSCJxRNpX9W8PiwOs1Il9vNHvnfvX4nPM4NZNjn2y0ekhL/63qGTJhnXbes+UV8MNmKW/cZtIAACIFDwBObQJhBnJf8jXm6Y+2ek/PafTE59YJ7Ls2kjsq9+z55+82HWg8/sfbHiO0/97ZNP/e13rjn57CO/yMLHE/v5M7+69mGS8ORT391w4pm9PzccMKR2//qt9xW0SyYbkLgHBEAABIqFQJ5tgncCPu4QFmECU6RAOrf5p/21XJNS7m5a/oombgu8o7UQ2acaNfnVSROKC2iVzf52LkfWr99j0pH3SF3XlOdO74Doke+518RdpkZtupeRhlSZpGkALd51/eKq5qDejH7RooNtN+UoUO9CW1dNG46xwIHd/vBOk49g7Jf/dLL8pqYNoqkNN/15eexXg5kbBeVffXjXVyuEjI3XXsNiv7EEZWq/3c22HkYEIdd/FJAHAiAAAmkRyLNNwHXYXb/kiaq3PpicCvuD6vteLmRHuz1p6Zh5Jb/7iv1rzlMT/btDzX8vzY7XOl5upCv8E97jdxuha5oRZWXSx39A5TdIt7ms37/bNONevXVjWAih7uxxa3kGu5vP3k9iQ1vdI/fxRkMDKfIPMtEw1Hy1BHi+y7t7v1pGk63gPtnN1RbXdQ2F94V0mwZtejflKFDvPErOB5O6V+CdvlBwT6PlaOuxC7GKL18jp3NyEvxTjI1dyHmWxVUNHu/uXhgFmT/zuAMEQAAEZk5gFmwC5g//xHcVqXpd4252ciTjacQUw1Zx6GdThrJ3hwO389mr9oY97NSIWM1e16pPeLWNfnbinO4/0CqX193sCZ4bobrvBPYnuM0F6dhzT/i93dvUTHldKxkBP+0Twj1d376O/9/4baqhyURDDWBF4zc8obNcQRY53My6D4g+plumdzPJnW+fC3lXV9lUkNkAz7DvUviAjf0249E0RA4+8+yJiqabNlobqVi9PpuHJF0IqAcCIAACIOBMYBZsAmO5Wdv2gZyqMyrkbRbhZ+PzHem/di7+G8QMTaV2p56yoAcISpa4/RlpYK68vionJz7nUcOsu2a6MTZywk7MWM8jj1z4c5FPsGEs9htW8fmMR1OJjf1i7zMnN3z34T+bRrNqjWb35KIjkAECIAACIJA+gVmwCdJXxr5mNn6CaZIods4z5mTswM61nq6WyuvAqztMnOlKSqiXMw2zbN9yW3nVNdPEVKwsZ+U3PawZZDyUsDI7k4AMgkf+iRmiLE2NnA151lTlohOQAQIgAAIgkBmBIrAJsvAT2DPQnOGR9lR+gquqNjIV1RZTtZInggt6Ctxrh7eG/Pel2jdB8x9tukszRT99Db+42hN8oVeEP3jqg5FjmNnwU22+LlcRENO9XL4IoxilYsO1FbEXn/mlCJbEft4zWP7lDfoqX6ZeprOTUDMItEzDBIXHzp1iG6uyszUy7jtuAAEQAAEQMBOYE5tApfRXbg2xPe787D5IHOXy2++nDMdKsWVg/5puf4qngOcKUBogVa48e7+RC3mVL/BW90lxnQIQlOI30/1+JjUy0/Aq34Fu1ny17M55IwtS7a0go4cyE1PugODNl9/+ZBdTZIxtICLXT8tn1Ewi2jJwE+sRbxfY+/qXdz18o+H45/UZSzQjbCgPvkjJiSz2ov6eg0ekkaGKTW4j/mBBAARAAARmiQDOSp4l0MXXDJkXbtY/Zd6OmKwTlK5Rf6p7dGYvnCAhZOJkkXRSfHihMQiAAAgUHoE58RMUHgZoNJ1A7c7+3bvr03mBhHBOzNwg4GGaUxlupsDAgQAIgAAI5I4A/AS5YzkPJVGUZxW9cSGHIRJnSPS2pd7GtN0S8xA2ugQCIAACc00ANsFcjwDaBwEQAAEQAIHCIIDYQWGMA7QAARAAARAAgbkmAJtgrkcA7YMACIAACIBAYRCATVAY4wAtQAAEQAAEQGCuCcAmmOsRQPsgAAIgAAIgUBgEZsMmiA34StpLOoYTeyyvi48vEM+ShzjFIPnZxFlKxm0gAAIgAAIgsKAIzIZNIIGeHDe/r46xeOC+cIi5+ifbJifbAr7SYsF+8ll6V7H47P35DE4FLJbuQk8QAAEQAIEFQ2DO9iKSk6AyHPJ7J1uriwg2nRT8yK+ufZi/q1+8t7+CjgxOdUhjEXUPqoIACIAACCxkAnn2Ewx3aNGBEt+A1U+QPnV+vs6+CKN32oiDBvSDduS5O/xDv52VMtjTE9vYRAYBlfIbm65hg2+c1BsWUYzZ0mRWuotGQAAEQAAEFhSBPNsE1a08NOD1W5gKQ4GcBHTRHxT5BEdTzum765c8UfWWOOZYP5mQTiSig4/f6vbM1ojFfjvGrrlW+gXoBOdnTzD2m1i2ls5sKY12QAAEQAAEQCA9ArMSOyAjIOj3uEcDdcZBehnEDsgfcPXWjWH1ht3EY3L4b8/tSPVOXJrC975oCf9vEG7/wUN/xad2o1Q0PfzwnxlqWihyIb9pevKPX//eMydZ+Z/v+k/smUcuND31XUQP0nvYUAsEQAAEQKCgCRSLTeA866dnE+RkEJRhQdaAPCZ48Jnv/dNKy5HBOWkGQkAABEAABEBgLgjkOXYwF12ybZOmc7lZQP88O8grkp/Aev2RXzoHA8o/T5kEG78jDQIKH1Ao4QvlDj6Fguk5FAEBEAABEACB9AjAT5AeJ1WLNiI+M3jNd5+8ayNtrqSfmWnfAQU16vfs6U8VxcioPVQGARAAARAAgVkjkF8/gXorUdBP/QmFK23fXJR1V2PP3cY3HVy9NcQoA3F2cv43foeyB048I1wLFoMg617gRhAAARAAARAoEAKz4icokL5CDRAAARAAARAAAWcC+fUTgDwIgAAIgAAIgECxEIBNUCwjBT1BAARAAARAIL8EYBPkly+kgwAIgAAIgECxEIBNUCwjBT1BAARAAARAIL8EYBPkly+kgwAIgAAIgECxEIBNUCwjBT1BAARAAARAIL8EYBPkly+kgwAIgAAIgECxECg8m0CegNz+WtoEtTOUl1zhe0475ShDIeKY49sC76Td5hxVpDcx7/255SSnOVIEzYIACIAACMxDAoVnE2QIOdLu9u8OT9KhyVMfBG6n8whyVshQMIyMnElNIUieyyDPYkgssV/0nNjY9FW9j/RyZXVYAwyF2RoftAMCIAAC85lA4dkEV/kCNMG3XZce9bFzp5j/hmmVMxPCatvIpPiJ76r02sxXrbFfPvJXz7AvO528HDvxK3ZTk/ZbqvzM2E0PP/nU3z758J+zFx+xNyPypSrkggAIgAAIzEMChWUTCB8+/1gW6JF9FEpQpxsk/IqNjAQTRyUzITLKYD0uQbZVv4eFtq6S+shYBr9+R0A/NzHhnzN8OmI/f+bCn//trq86nbN4sudF9uVrNCfBYE9PTPMZlN/YdA0bfOPkDBXA7SAAAiAAAgucQGHZBGK9/kH/7mmDssddefZ+HiAI7wltPRyh36u53O1nzO+2TOoZCCE50qPwVrfH1Gb57T+Rani6z8uohPRblNfd7Am+0KvSDsZ6fxryfKMhV2cll3/14e84uQjIHPl5z+A1TX+mNcaPab7mWlmdwg3PnmDsNzHnQ54X+EOO7oMACIAACKRFoLBsAkeVvd2jMppQ2+hnJ87RrCzn8qkwtwnCYtpOeUjxdCFpITJVusq3Y3coNCCy/N7pCwX37EiWwWDE+8U5in/1vUd+ke20PTb4+tiGP96YqO8gP6Fx7+tf3vXwn5fHLiD5MNPxRH0QAAEQAAEzgSKxCQpm0Gpv2BP6aR9N7bGBF1j3ttpkitHByn/L4/365+Ebs3QqUKSA/bmeSqDapCOb/2nlLp5PcGP52IVY+cpcJlgWDHAoAgIgAAIgMGsEYBNkiJocFTx8QIED5qlLPgvnzE9AuQLl124w2xPln6emN35HMzJ4KOEL5VkaHBkCQHUQAAEQAIH5SgA2gePIVq3xSJeAtVy3rZs1P/S90Pr7U+1TyJGfIHELolBnAyUTnHz20EnxD0o/tIsszNdnFv0CARAAARDID4GCsgnU24f0hP+sXg+QmRC1neHqrSG2u966+6D89ie72NZK074DOQQi0zC0cfoGyBmOkEgO+N69z9C7CQaf4fkHcnshbUGMaemEphbI4PjuBgofiFvYd/82SX7iDPXC7SAAAiAAAguEwKLY+LufXfqZBdLb3HSTtjxcfW5HypTG3DRGAYielQ8/rO84yI1USAEBEAABEACBaQRgE2T6UIwF7lgV+sb53L4zMVMlUB8EQAAEQAAEck6goGIHOe9dbgWSNUAvQljVvD4MgyC3ZCENBEAABECgEAjAT1AIowAdQAAEQAAEQGDuCcBPMPdjAA1AAARAAARAoBAIwCYohFGADiAAAiAAAiAw9wRgE8z9GEADEAABEAABECgEArAJCmEUoAMIgAAIgAAIzD2BObEJYoHOkpJ2+enghxyaSzzgo+tHEy8zFulQt9j+Ni2U8g1F05pM615UAgEQAAEQAIH5TWBObIJyX8vkZNtoV6kz24vnEl4qHDla72eeLn7j5OSWpGcPFdaIiVMPsj8RsbA6A21AAARAAATmMYE5sQmS8iz1BWjWb/FZT/SJ9EYZK/U0JjEj0hil8tt/Qqcqt86aRcFfV/z6yptwYGEaY4MqIAACIAACc00g/zbBcIcWJijpGE7eXVN0oDMw7fChNFHxNwtRdCDSTu8Xos9tgXfkjeocBNOVNAVmXe3ks/ws4+9usBVAL0heckVWBzpkrQ9uBAEQAAEQAIFkBPJsE5BBEPR73KPk8B91e/xBXyCeRJvaVvIQtPX7LVVk8gEFDhiLN1fylILkQvjNfvcV+9ecJ5dA/+5Q89+/JuRd1zr1weRU2Co8rw+HcZZxXpuBcBAAARAAARDICYH82gSRMzQF+3fU8ThAucvjYaFQNNP1v0w+EIZCadcoNxoCvpQRhN3q9cO1N+xhp0YybZJOH+ZJAOaPTAiI/WJvwnV1WnHmY3GVLzD1Ad6RnDk43AECIAACIJAvAnl9tzEt8SubrY4B8hkEhIlAE6z4rb+/LSG+TxGEej9N/5aUAtuLtlD4GUUj9zklDVAE4Ymqt37iuypfQKfLjf38kb2vf3nXwzdaMyRmTwG0BAIgAAIgAALpEMirn6B89QrSgWZ9sVlAfDSDIB3d5rBO/v0Ec9g5NA0CIAACIAACdgTyahOw2rV+sgn2D2TuvJ/j0dr4naf+9knzR67yy2/clXD9ro1ZaoocwyzB4TYQAAEQAIF8EcivTcCqWym1MBSu1LYeyPRAub9AhhX89fqbi+TbiszphDZvLsoWRGSf2Ibg9rNQ89Xm/QjZCkx939gvH+FJCXtfHGOxf+KJCHhLQWpoqAECIAACIDBnBPKaTzBnvULDIAACIAACIAACmRLIs58gU3VQHwRAAARAAARAYI4IwCaYI/BoFgRAAARAAAQKjABsggIbEKgDAiAAAiAAAnNEADbBHIFHsyAAAiAAAiBQYARgExTYgEAdEAABEAABEJgjArAJ5gg8mgUBEAABEACBAiMAm6DABgTqgAAIgAAIgMAcESh6myByNK2TEvOK972ftQ1vvkF+Rk7ktam8Cad3Ot2hn089Ef3L9f1PDDI2eOIP1//30ETeWs25YE3h2Av//Q/Xn/i1Lp/OudgXyXlrEAgCIAAC84tA0dsEYjhCI7mcti69fT/N7k+P6yMde+nNzTe8+bNLTkO/9Ovt1cde/vzdtTN6Nk48rRsW4oe2t2ftldD0omX3ia7HfElPaRKGwl++8K7s5K8f77dMujPqev5vvm5b94l6w+jJf4NoAQRAAASKkEDR2wS1W/jRSq3VOWS/bGkDze7Pv6+t+N+LvHKZsU+tXJbDNpxELb77eTIvxKf9i7N0kOJY4KGtrPtJ01mRZVd+iV1xNZ0deVVJHStZVSa0fWdywH0Fe+s98Y/zfW9dUTcLPDJtQlO4fE0Jc5eYTr8sv/0n/eu33vfcWKYSUR8EQAAEFg6BgrIJxDkIdMbBcIc8H6FjWA1EbMCnnZhQ4tNOVDJf1GvyG9S5CVxCSXuH4THWxJol24700pWr6PqHF6Rj4NJ7fSTj1iuvEf8SPgO1oL//JTlBOpQzI1Tzh2fEb8XPRn3xT/lRFRyliMAE+Qyk90IXognXvAt6zMIcyNB9Gw5CRKORw82s+8DtFWYNVt1/6j94yBQoc/3dqWv+SP/N1Z+78a04d8gPxlnLVV9ik+elf0a4EP5QfHjEQS/ck6+u6w4G+qXwMciPKTBhEmKuLKIAev3+P3z8vBRvCNkeNRwqusIbrvm3gy6rUVX77W629TAiCMmeWfwOBEBgYRMoKJtADMXF/b4zjZNt/X46H6lPRLjjgcPsgDxqud/FQuH7xEFKrLwuQFfojCXrCEY6OptDrn7tdOZW5dAngyDo97hH5S3+oDyNyaFc417C2OW+iJjyxz4aYuwm93L+86W3j7ByuY7feysbejzmHFBwlk7T+b1TNQ9+noQcfnDxi/cmiUroQn736OPs+yI8MfT4JT1l4ew/vPmqu/rYU6Tt1I+4gUJz/2+fjizZyzWkypefvtWc32ArJPLybs83GtJ0SVz5H/5ksm+Q/fqfWcMGXbfzTzRc/NKP6//tVP2/9a148059mj//xJ2T/7VPXD9V/3c3f07dMHji22+t+Bdx8d+k5cHLu6Eu5pcX+1aw/xJVSQwTUf9/YVLI3zcz5l7xLw9ye40MBV3I31998U80QyH5H/NVDR7v7l4YBQv7Kw+9BwEQSEKg8GyC+MYdW2ger210kTUwMkK6l/pa69ScVbWcLIA0sgei+xOm/MgZP9kYO4SccpfHw0Ih0+pyGqC1V97E2NAr75FJciI8xdiSr6wVdZZ98Z6vLZW1v1BJ7C5fyNwXLQV+S8gpr/10jW58cKk0i2tZBaaEBhZhDQ9SKGFp7fXUqObAIA1Xfe4eUkxqOzolXRo1Dy4TLo2lX/8mtxVelY4KKrZCxs6dYhurLE4C+8cldnaSK+z+3Jv/fKKPlRrOg8H44ebV90sTocz1n5o/+EX4XU2E+WeT2PC7/z0xAeRznge1ZX3Z5290f/DWO7x+LPzugPtz/0HYDX/0p0tZeFJcfve//wv7r3+t6v9R84q6LuG9SFkqVq9nJ0cyH7KUglEBBEAABOYFgcKzCUqrqgRZkSggV/mxQKcMBJRUhkOpsNe2ev1kNzSrW2TsIHbuIv1XnstcUkKOhFRSln/lVppEfxe5NP7q80bgQCzE1Zy97XFKMsiivHeBO7+ndsnYwa3vkxPCVEz5BHcLz4QqKpuh/GtfOvbyl76uZTbUVNKsT2X5PeQYoPrCpeFc7ISMjAQz6gRN2JRS8Ke0WF96tVugJVuh65zu3v92ly5u1f18xT8ofmXaArDhmn/5a/afG0Q4wLS+N8UIBv9zWAnhaQGaAfHrf36PNUtb5L23wh8oCSSk4eJAul2oWuMJnR1JtzbqgQAIgMACI1B4NsG0AYgcrWyOe7paeOxgWqTAbriqW/VAA9kB+3n+QfnqFVTT3y8CEPIT0HwP9iMuwwcXIlNn9cAB+QyeJs+8mrbJ7Z/VsyKTFaR7X32e0HwPWQl0vCk2+mFqgVVV3tSVVI26q8m38TnPwXrlFWBqNc+aV8sAQWKYgEf3+cV/+evJb5vMgvKb/4OoueG/vnVOmQWDJ/5EixHw68La4IXnDKrp/9tdS/9eBA5EuUKPSghRpqSHZN0ZORvyrKlKu8OoCAIgAAILi0B289rsM9q4upQajRxO7ScwdKtd69f/IX6W9kGaRTjkX3yc1vFa4EDdKFfb40fS8xOcHaUw//gP76V4gSrC2pDh/1yXtctMCQdiu0TtlbfIqIdTmbE7naIJdV3nLKmF09riy32b8rlVV5uvqg0OsReiup/g110X2V9v0KwNfeJf1dD8wX/+L8mCP/bdTTtQkuuBgTwQAAEQKAoCRWAT1Lq7PMrtv7/KSz+rIt5WpKIJ/qD25iLzpoOgn7n6lT+gupV8DKFwpbZ/IWmOoWhhyUqZnlj7yS/o0/ltV9Yot/+7K5+in2UZ/yEPBJALgX6WQQGR2be2SuQh/nbzDZfYU8vIwlBlbRX5GMR1GYYw5xia8gmyeT8BvSmBGpI6/PZpduXh1Bsaa2/YE0onG/+dtz6wf6LJGcBTC6dtJTBtOvhDnmyoZnTTpoN+nicol/4bVv9X93vfFvsL/uStz+l+AsoV0KIPUr6KQfzRg/U8tVDfj5BejuE7faHgnsaZvUWiKP6qoSQIgAAIZEdgUWz83c8u/Ux2N+OueUFgLHDHqtA3zges2xELomtkQPyfV2/Q9yzQP7/NVv+bEUHISMlI+xX71xRkNzPqBiqDAAiAQN4IFIGfIG99h2BJoML3GG3c/15ApPQXVHn3/Ftmfc73dTGR05BFiT13W/2pxNcwZCEHt4AACIDAPCYAP8E8HtxMukbnHRxYPfqPyV9vnInA3NSlFxmZthXU/bXhM8hMPp130Ns4tRNxg8ywoTYIgMACIwCbYIENOLoLAiAAAiAAAg4EEDvAowECIAACIAACIMAJwCbAcwACIAACIAACIACbAM8ACIAACIAACICARgB+AjwLIAACIAACIAAC89tPMBzc3L73oHba8tyN9kRPZyGokWcA8eMPSNoce2dPkjMn86xIpuIHj+7d3Hl8jPFh2nw06XERmYqe1/WJ2wMDiQdZzeseo3MgsCAIFKCfgL6d5aQydLA9OFhYo0AqJUzw/ErSL8eJ8/GyVepA4Gw7I+wb48PnsAIrE2NRVrOpmo2NT7DS9dfyF1GzsYFOk33AQYnZt6DKxIWLzLWuuoLRMLGmtdqbKZ11pLlQGJr6U+pUVRgZ+qgVXMc1tenRykY3zm3N8hk+1gX1JEAZEACBwvQTxId7mZhUhk/3uNbJI3izKdXeY227tldnc6vzPWWrStlZmva0MjbQ31Pa8FCd85cj9YKVrRRzZNaFT7Qu3h31admUxtnGWbeWzY1CQz5YsfEJMcXyQj/T3Hle0CJQZ0vL2IrSAtOcW2yNrjIWj58VNk2qMnQ8KqrpT6njDVzy9hY5ZC3bWd9d2Uy9qdSZ8e/5wGUzKLmwdGesPASAAAjknEBBvZ+AOwZ6ErpY2nCoZVPs6N7ja3fdPN55V5jPME1efbK33OJyt/ygroyWp9OqSaHmyvR93dKkpmq+5jso3d009W5JtlikZWL3ct6KJrB/lZJjo4mYCzvvOr2eumCeC/nF8XrVEHndO8e2tnml9UPyd0bFT6Lj8i5roxogWuGdWXfMHX+gs4/foWlOlVOz0rtJrR9hD7WUviDJmxqd8aNGQE6vck/0Mu8P6iYOHmWbWFBHZ9tNfeASBsKoTL0UQyx0M42aZeDsB4JxzgKU5flJv5fW5tR9Nfu0gUsUZB1W0fqpRvmo2Gkih3jreKccff0Jdx5Np4fWrKeung0rM1WpvMHWgZVlgJhz39OHipogAAIFRuATD/3vrSVLPlUYWpV9+Xr3+olXPl2/62+2rPhfr3y8ra3lgWtX/Ts28Xr4jV+PRJ9dVH/sL26+YVH0sV9N3UDX6Zvrb15a5qXK7juvX/vZM298Yt1Xv1w21Hf+2j13fpXk/N34ijtpCagKfS3+6Ndfbum+86t3Xk/1r/0DdcgDTSH69RX/62jwVyvcX3Ze9seGXgn8f1VS7NhA8LHP1O/5I1pl2mrCGz77xi9+U3Wjd5XlRAl+cbn7Rnnxwq8OXKy4U3Szp3N/x5Ve6iPvzhvBH0+uFXV490XXLKM0NvTKT0dGf/3K5a1Eae0nfv3zX324ljqVDitTN6n1kZH/8cvRjS079ty44n/98qVo0u5n8JzEhwMj/+7WdZdf/f+qNpz/1fvXuj87+sr/W0W9cOjmcPC2n39mH/WFj45bHziah7438r8d2nFni7iuoHHzzhhNGmvF0zIQ9AhFl10ruJH99KOR23gf3XeuGN8djK6/fm2GHovP/MG1bnr2/kflt7rvvPazZ0a/vJWkOQsxhlUw+92FX75xcfW11/7BBVtN+KiNjI8OVpHwrxpPuNOTb+m++aG1YKGnSPTRnlWFS/3VlG+Wf0EaWwdWZEMYA7Fi/Mfqoc3giUBVEACBwidQaPkEum82fra0olybzinWG12hLaw1qIPhvqjLq6ID5MtVYfuaJs2T70oj3jl4NNjjooWsmG+5AzlF7L+cZF6M86B4/PhjYbbdzZ0KDprQb2zDrpaLg2eGpPOWLIyDrOGQ8lLw8LYWr+U/9wS14LTmguae+XiZ7mDQTR8nVszdokVSaja5VASEu47jTK1fc/q0jkVPMQoilFWw8f4Xxtc1lVKvOVvnbmbQvDVkQ8+MYmUdCH00hw4Gh5q8yi0kMh70RyuDRrlxdprxQANPPkgRD0r0yfN8C7olmSb0hMvnsMJ4bvnQ2zz5Dg+t5WHWeubESjzw+l+NzsFBw/jx7mjZ9ls0x5X20GaED5VBAAQKn0Dh2AQiB417sId28mS0vmjcHIItk7Mv/8asaznGnep8JjCSwug7V0ttE7WMeUIbg7KmFu+aMGW9mTPd+PTMoloGX2ffGm3mcBo5/n0dH4spO6BeRB+SaGIXdrV8EYscNzEHiDm+7y6VlRY8q0/hPCOB/LQ2yQQud73Ktyjd9IM2PRRiy0pEzVWxWiou2QsqNdtzl4FB3eE2TWnpmujEKj52ah517Ga195B7gg+9NYuThnvfColF385Ac7ORtWBKBXAYCG7qGUbVXeGyfRknZMiEQQowTRzkP8inNEkCrNDQZJJyy4/yLRw1EckH2hNuffamj6bTQ2vtvjbWDqzErxP/aqRZbMOKLDzT3xdXIJ18zML/+oOGIAACCQQKxybgE9I+F4+k8pysUpGfJb+7HdP09DX9RE+fWm2r7tmnjPEmKOeLzzFq15k5EYz/KnVOYlmFi9qQyybjS9xBE+F4SEwwNH8RD/dTHoPwB4jvWd539dGi5iKT3ybXcrrRI7puy0p80RuFGyUyny5x6srdnwepJ5kQcxlEl44fx25SVW7tUfdbGs4GLbsZN2wRTLxlBzuNaVhPeue+AWPdbzcQHHjDId2ocsoASNZ5Mih3HXKXUcSdPz/qKVUpIHb3md088mkRk6iTJtbnhAwIladp/+QneWjtvVwOrMSjlZBgmISVXpM/tDPeSpO7Rw2SQAAEckigcGwCPkVJ93JCUrfDpMjry5z2waNahqAOhrtqRYkf77F7RYG2hqN9BBO90Uy2WdPCl010H+ljbq+2vHbWRFdD5AkmviyBgt9B2hAvv17LVq5gPbSanFZ4Jv/0IIhDnrw9K6GzZMWjy52kvHQwaFn3dg8U37if9V7Q6cYQoeCTimM3rSo4eOZNPn+5+4OyDVRKprpfdlOl1CluZMbFT70+41cmKM8Hdwul2qFgHh2Rr6cCNw6a8FW4ZvaJHtVsFUEEhyff6aF1fJgdWAlkMhCmlySstJCZeGhRQAAE5ieBQtp3oHLgN7GBzsd4srryddtn3cuUfrENgVZvlLBt2g4gZj5LIr1TjrolCZxuM+1ocBpvKdmSdO2siZEDb0qY1y/W7Gup6DY2HdgmzCeku2vbJSgRrK8iYTsDaezEiifZaV/lRh8TcuOtPRZ56ebdGRn8AVg2Voj7uDQm93TYddOkHplH+pYQx0R3vb7Le2h5v76JwzQQ3sbTwfMNyvGTi4R5vo1iE/kY5HaPpJtTzLTN3ZFGjHxoRVFPkWULQMr9JnSfaV+A5aG1XNceUQdWQgFjLPSnwoGV00ObwVOBqiAAAoVPoJBsgsKntZA0NM3iRdht896/Qlefm326+VLoykI/EACBeU2goGIH85p08XRORA34dvkUq+FC6xEtiLWXE4sNCHruZKEpmqAP3v9T4AME9UBgARGAn2ABDfZ876opzpLLly/lGVvSCE6e24Z4EAABELAQgE2ABwIEQAAEQAAEQIATQOwAzwEIgAAIgAAIgABsAjwDIAACIAACIAACGgH4CfAsgAAIgAAIgAAIwE+AZwAEQAAEQAAEQGBO/QSxQGdJSbv8dEQSBiMe8NH1o4mXGYt0qFtsf5vWkMaeu61kyRXTmkzrXlQCARAAARAAgflNYE5iB+W+lsnJttEudfSOHeGL5+icIXOJHK33M08Xv3FyckttcYxK7Bd77/2r74nPs4PFoTK0BAEQAAEQWLAE5sQmSEq71BegWb/Fpx2ULCtHeukAg1JPYxIzIo0xLL/9J5NTH7TOkkUx9sv/81dffvhvn3zqb5/87sbBZx75ZYKZk4bCqAICIAACIAACs0Yg/zbBcIcWJijpsDuOyNRVU3SgM5DtBDoWuINHByLtV1CYoGTJbYF3ZAuvdfB/mq/kG3LFnz388J9J02bDtRvY2AXzaTPvBHxLrvA9ZzmAJt8KQT4IgAAIgAAIJCGQZ5uADIKg3+MeJYf/qNvjD/oCyY6nq20lD0Fbv9+ir0w+oMABHf3SXMlTCpIL4Tf73VfsX3OeXAL9u0PNf/+akHdd69QHk1Nhq3A8GyAAAiAAAiAAAopAfm2CyBmagv076vhiudzl8bBQKJrp+l8mHwhDobRrlBsNAV/KCMLucOD2Crqj9oY97NRIpk0ydvJZLQ9AZgN875FfcCGm/AB1/dDJdB6lwUPPDJb/eZM4n1iVq3yBqQ+kkiggAAIgAAIgUAgE8vpuY1riVzZbHQPkMwgIE4EmWPFbf39bQnyfIgj1fpr+LSkFthdtAVLsYNXIfU5JAxRBeKLqrZ/4rpo9+LGfP7L3xYrvPPVds0kwe82jJRAAARAAARBIj0Be/QTlq1eQFjTri80C4qMZBOlpN2e1cuYnEAYBa3oYBsGcjSUaBgEQAAEQSJNAXm0CVrvWTzbB/oHMnfdpqp+vahu/Q5sFzJ+HbxTxjxt3JVy/a2MSFTSDQMs0NFdFjmG+xg5yQQAEQAAEsiSQX5uAVbdSamEoXKltPZDpgXJ/gQwr+Ov1NxfJtxWZ0wlt3lyUZT9ZZJ/YdOD2s1Dz1bOz++Bkz4u0rWCs5xH1igKVlJBtD3AfCIAACIAACOSVQF7zCfKqOYSDAAiAAAiAAAjkkkCe/QS5VBWyQAAEQAAEQAAE8kgANkEe4UI0CIAACIAACBQRAdgERTRYUBUEQAAEQAAE8kgANkEe4UI0CIAACIAACBQRAdgERTRYUBUEQAAEQAAE8kgANkEe4UI0CIAACIAACBQRAdgERTRYUBUEQAAEQAAE8kig6G2CyNG0TkrMI0LG3vtZ2/DmG+Rn5ERemypC4cPBze17D6Y4Jpv6NdHTmU61IiQAlUEABECgSAgUvU0gOIdGJnLI+9Lb99Ps/vS4LjL20pubb3jzZ5ec2lj69fbqYy9//u7aGSlx4mndsBA/tL09t6+Ejh9/oPM4vYiR0aR+dChJ1waP7n1gwDIAdCWFEUDC24ODFqET5+Nlq8pmhFDdTApLzVFAAARAAAQyIVD0NkHtFn60Umt1Jp1OUXfZ0gaa3Z9/X1vxvxd55TJjn1q5LIdtOIlafPfzZF6IT/sX5fmRc1TGoqfYumo6y3nwzFDT2hpnLSYuXGRrlpsn86HjUdPsXu091rZre8IATYxFSyss/YvHz7KylSlPwU6Dxtj4BFtRilOo00CFKiAAAiBgIVBQ7zYWByK7+ifX9pYE/aSm36sm+9iArzIckorrpy2bL+o1eQ06N6GzWdXmpzJqZzEPd0ixZsn2jwMt2Xc9T9Pzl75OdgC5DW59f+jWZcfuXk61yWew7XEyEXipefDzT3xtqSaCIgi/fTqyZO/LVdfIS2dGNt87ddNT1fesVT8b9cWvZC1VgTFLo4ZeQiy78vCD7FFSQ29UE/6VMKlKtfV2pRryfq0LPLphJ8S+99wxEEx0DLjcLT+os13Fk88/yG5padKnc/IBHGEPtWxiA513hbn/oMlr2ARj2kWjbZf32JYa3mhfxb51p3aKW8zNmW4p294iG6JGO883KLG8wng9CSH/xM6opVPOajO66zFW33g6eDBett27vjfYFy1tONSySRgTXP5Becy3VE8Ui/Km6+Z2TS0OHWwP9mjqGNctePUeCX+Mwm666DBEuAwCIAAC+SBQeH6Ci/t9Zxon2/r9ZBP0Bbj7PB44zA7Io5b7XSwUvk8cpMTK6wJ0hc5YsnKJdJBBQIaFOp3ZYhCQPSFv8QflaUwO5Rr3EsYu90XeExPBRzQ/3uTmBgHZB0dYuVzH772VDT0ecw4oOEsX0znZByTk8IOLX7w3SVRCF/K7Rx9n3xfhiaHHL+kpC2f/4c1X3dXHniJtp370Emmr2yUylnH56VvN+Q32QqYrylf23iZWs69t1zFvDZ8U23Y5GAR8+iSfP1/fax57zcEw9DrjN+5zsZ4zhoVRUdciL9IcST/wj5hx+eI+3reTpnbRaPT0sHT+03R71+n1h0TNQ2528IgMClgCDbHxCZdwVGzYQtVatpdyK0QKd1ab0V3RcPB8A9WfOBg81ehtcMXHRLiG5vLO3nVSPW9TNKjiIMPBu8JlnIlJba75QOfOiw1SQ6NFERxhSg2uknSlUOXNQaaEEFvNNWK+bupmPv7kIRMEQAAEHAkUnk0Q37hjC7nuaxtdZA2MjJDmpb7WOuVmrlruSSt7ILo/YcqPnPGTjbFDyCl3eTwsFIomCdevvfImmhpeeY+qnAjTgn7JV2itT2XZF+/RHANfqCR2ly9kHraWAr8l5JTXfrpGNz54AzSLa1kFpoQGFmEND1IoYWnt9dTohxe0zIahVZ/jTgip7egUu/ReX4S8F8uEo2Lp17/JbYVXz2iD7yDE9tkYPt3jWrdBTNVyunUs5PPnUYCJnjMTck6luVbMfzVNml9hmgQKLiSEGyZePz3BaJmurchVc/Hj3dGafWrtzipc69W0bQk0WKXFh3vTz0twebdXk3lBBgrZQCqcMXg02OPyKmNCNJRFlsNguC/KhYt+GCoNvRCeaPJ6CSy3D8gMkgGU+PHHwmx7i7pOABH7wHc2CIDAnBAoPJugtKpKkBCJAnKVHwt00uYC/tEjCM6walu9frIbmtUtHcKNHjt3kf4rz2UuKTEiC45iln/lVjrT+XeRS+Ovkmf+1itVOMC0xUCPIGQ4bu9dOE93TO2S+xREOMBUTPkEIlShFZXNUP61Lx17WUQ0RKmppFmfyvJ7yHVB9YVLw7nYC0moL7YJcCd2lP9Azv9ouDMhhdByB2UGUPB+uL93eX2j8OpfuFizycgemD790xRIE625Dr+LJuamBum3F5OlSAggl0NUmCaqaFkI/LqejpAwbfM6669NnZfA0yB4noRQZmtdmdYovy77zj+dfWu8Wlik2nvIPbFTXDdnUJLnY9+Kvrv49c4e5XzivTaSMHSVyNIydZy7N0TGBqMKbOJgp2ixfS/3OiTYRhk+Y6gOAiAAAtkRKDybYFo/Ikcrm+OerhYeO5gWKbDrdXWrHmggO2D/AK1dy1evoJqUW8CFyE9A8z3Yg5PhgwuRqbN64ICH/ClUr6ZtcvtnhXzpylV0H4X/tVzCl6tNSQlZiXS4KTb6YRbizIGDlgYXrd2TeuClI2HwDKNplRsEw8O9zJQ8aDP9iynQJsFQtxK4z0BOqHzFbCqU7SgnUWM2peACrchNyYlpJxiSFSJaJGWE2UEyRaM8KrG9RQsQWLMjZeDjWEvD2aA+/XP9RMyCQh5lBzv1zRS6d2Gip2/IWPcbpgy5QLSAAnVTBGjUR/OLZDF6uAUEQAAEZkIgu3ltJi1md+/G1XzlFzmsZRqmI6V2rV+vJn6W9kGaRTjkX3yc1vFa4EDdKFfb40e0TMPk8s6OUph//IdaRiFVFtaGDP/nuqxdZko4ENslaq+8RUY9MikqHMCX6XLrQYpyOti9vH4DTcwrJnr7rLfwFbAo8eM95lcUqMi9JthiJRi5AuUUg7gYl+EZHraP8gW9WRlxkaJL1i0M2i3J1KYlu7hLC46Qe0DO4mWrSid6oyn3tjpskTA0mTgvZAwe1XIVFQeRssD3eXJTRkYlKqib0dPWnZmpmOP3IAACIJAHAkVgE9S6uzzK7b+/yks/qyLeVqSiCf6g9uYi2nQgAwT0oV0Grn7lD6huJR9DKFypftWeNMdQtLBkpXzfQO0nv6A1ec1tV9Yot/+7K5+in2UZ/yEPBMhsfxkUEJl9a6tEHuJvN99wiT21jCwMVdZWkY9BXJepA+YcQ1M+QTbvJ6A3JVBDUgex0SCbDY2aKUDrddboSvHGAJ6pFy+TUzVN4dG4TCbQSvW6JjbE/e1H2LV6QKG6fnupuNiuXmxgWdybcgUq6rzbmXTLy0xDFXHfsLaGIhr84nj9IXeZOfpeUVffFFe3JHlHgh4pIJ8EV1iE/MVOyLKmWxqYEC4/eoKhfmVz56lGLfbPcwO1mjx5UC3xa252l/UE+e3dy1t4QqVkonecJFBKo+7eqPbucykgImCBlyvk4asOIkEABNIgUFB7EdPQF1VAYF4Q4NsaycpBmGBejCY6AQLzhkAR+AnmDWt0ZIETML3eUWxA0HIqFzgWdB8EQKBwCMBPUDhjAU3mOwGVRsC7meRlSvOdAvoHAiBQuARgExTu2EAzEAABEAABEJhNAogdzCZttAUCIAACIAAChUsANkHhjg00AwEQAAEQAIHZJACbYDZpoy0QAAEQAAEQKFwCsAkKd2ygGQiAAAiAAAjMJgHYBDmjLd5clPaLhujMZXph0Q/1A4pSqJGZ8Jz1CYJAAARAAAQWEIEisQmGO+j9g7503kx84mntXEH1lsD0592Uw04nEZuFm48h1u6NfPSblGJMFcSbj9MuGQo3yU3QfHiz+dDFtNtHRRAAARAAgXlNoEj2IpJNEPR73KMpDi6yDhVNhFm/39d20M0Cxc/8PCTjlMICflCktnTwUpV2wGMBKwvVQAAEQAAE5oZAFn4C4+Tiks6APFNIHj2greMjHfy4AXlIMf+l+Kf86BdthDBxVEHHgH5ggawsbqeTC+j8Y3VaQeqjCvh9sZdidADBTd/8Ij+gXhSTC0Ff4osFNDn8L719v/Ar3K8fTXRmRDuPwHZVvfTrD9J5B5f7IrTQN6/CdcmJ3n7RujjawCTZaI4raFnNa2EFW+Gygzz6ID+aHFH56bd1f0aK2IToNd2riVInLwhVqSPyHAdz97Ur+pkOpIeDEMn8nYBvyRW+5+QxRiggAAIgAAIFTSBTm4Dmcjq5WB463O+PN1ce5RN37ZbJfhfN2fcF4mQf1PsZHW3cKk4Qohm93l/aNapOKJYX7YVITv5wyMOPRe7307lHXHhtK93r9dOvyE8gjjkO+PhZNSmKOLfQdCogzXO7npfHHH/+7tqpXZbA/+8efZx9n1+nI4su8eOLaNq+d6rmwc8foxONn1rCnr9knbxF28uWrGFs6JX3YoxOHpJizTot/8qt1P3fRcgI4GX81ecZu/VzX6czFddWKbHWLoiDmI0zlO9R5xnaCucGwbbHL9/0FD9wWZ6oZEz/z7/fdz1pzvV58R/eTn0S5CuxR1n5see5ifP0T8Y1pT78Udv7X3m5mo5xYs+/y00ZbiJcerH2ysP8lGdx0pKZob2QVKOE34MACIAACBQQgQxtgnhvKE5z8zYx+9U2uhiL9kp/QO0WmsVDzUd8+6NU4YCctmMD+2ky9zf49LU6v+oshH6p3VtVRRI04RkDi7307ots8d0P6k4C05TMltZev9g0W9PMzRp4TXGdfXjhEjsRnqJzEb/1taW8YXkAMZ/7MyviEEXpSCAj4/0XGbvJvTyViDTPULacg1z+tc/xY53D2nRee+X3peZULCkI8rxEqzuEzBr2aV5/2dIGGtXzU1o3L6/5Jg80iJOdL1+ghb7sgvK7LL/lQQtDByHsKl9g6oPA7anPW04FBr8HARAAARDIO4EMbYKJkZDhwy+pp6PrjVLbSqv5eChU2nWgzmwDeKoSjttNJkQXV756RfadF04CuSiX5dLUWfrv85fkjEgrbKvsT60UNcu/9qVjL1N+wHsXzqfd9qolFnvHfJ+YZaUxwY0Mk9PCVvo1d/PzlPUzlJO6/acuaJGZtBWlioYT4gndaKDLqgvCIWGcrbx4pZzIhVeDnBax0Q+TtWUvJBPtUBcEQAAEQGCOCWRoE5RVeQwfPrnx6SPDAVQiHZQG6PJ74s33WTYIhEYmrJ1MJkSvGTt3kbHSqqos+CgnwW2mRbnw87Nbl3GnvfqknxvoMAELO6OmkpbRTmXp17+5RDgkuJei5vqljtaDErD8HqkbRSto3Z+O21/eKC2e2S2/GU2wq2a3ebQGAiAAAiCQewIZ2gSljZ5Syhs4PG2VSikClEbg37Gl9YDbIxMLqJS7PB6KHfSpVESlvqMQU/eGDzdTkGJdo5pGhRkRGh9JB8A0JwG/SUT3VVw8pRAxlzPNjW/xmev3vvezx98f0uMLTiLXXnkThQ8e54GMhlrNn5+yfX5X8iJd9+8fEa83iEV+N0SBErMNlLKJzCuoCIWyVMyxmGSykGOYOWncAQIgAAJzRSCLvYgibVDX19U/uaVKJB4yv3eytZp+IStQmqFIBqTdBJ3NIVVfu6jqaFK4kFprTZ5RaN55GBvwVYalGF2IHTSRS2j5BaUKCle53I+n/Ypy5bif3HGTnkzik7UplU9k/NlKoOsi+c7cphLOLyl9yEVxt/JbmCWb5FuFcz+/3DfoKNzUU31L5PTdklJOgnDhMiF9aMvAre8PmXST+mj5mNNcKbK+rKTf5SBE1iKb4OqtrPs8UgrsHlZcAwEQAIHCIpCFTZC3DgjrgWX4EoK8aQPBIAACIAACILCwCGQYO1hYcNBbEAABEAABEFhABGATLKDBRldBAARAAARAIAmBQoodYKBAAARAAARAAATmjgD8BHPHHi2DAAiAAAiAQCERgE1QSKMBXUAABEAABEBg7gjAJpg79mgZBEAABEAABAqJAGyCQhoN6AICIAACIAACc0cANsHcsUfLIAACIAACIFBIBGATFNJoQBcQAAEQAAEQmDsCsAnmjj1aBgEQAAEQAIFCIpBfm4AOKShp7wjw/5bwz1H9uAE6E0Fc4Z8O40Qler2x3XUhR6tvCCkkkNAFBEAABEAABIqcQH5tAgHH33zaM0qnKnv9LFrfMcwvRY72NvJzlicnW7o8zF+vpvlIB52WROchyV/ppzAPd9DpR3TAkrpOpyWhgAAIgAAIgAAI5JrALNgEnq5bfPzIY3Hesf8MdwrUbmlVE3vp6o3074vnYnrHovvlOcsJJfHA5VyDgDwQAAEQAAEQWOAEZsEm0AjL6V+W4Q4tFmA6dpnVtpIvgYWaO60xherWfhedudxcmRiAWOBjh+6DAAiAAAiAQC4JzKJNED93kjHP8ipGSQNBP1Mxgn6yAoxS3SoDBNwIYP79A8p9ULtFBg5EZQdHQi6pQBYIgAAIgAAILDwCs2cTRMLNIebxuHgYgQo3DhiLDey32ATaANSutb/cyG0FFBAAARAAARAAgdwTyO+5iLRfgNIDNa09XS0BXyn/V+RoSX1UXHb197P6+otdoy2+cvIfUI6h3kdyJIh0QqsQRsmGrdW5BwGJIAACIAACILDACcyCTcB0U2CBs0b3QQAEQAAEQKCQCcxe7KCQKUA3EAABEAABEAAB2AR4BkAABEAABEAABDiB/MYOwBgEQAAEQAAEQKBYCMBPUCwjBT1BAARAAARAIL8EYBPkly+kgwAIgAAIgECxEIBNUCwjBT1BAARAAARAIL8EYBPkly+kgwAIgAAIgECxEFjoNsF7P2sb3nyD/IycKJZRKyw9Y8/dVrLkCv5pf62wNIM2IAACIAACmRAoEptAnJnk044/cO7gmRGa3e9/6T29xomnk0/2S7/eXn3s5c/fPaPzl82GhTAvnh7PZAyKvW757T+ZnPpgtNtT7B2B/iAAAiCwwAkUiU2Q7iitvfImxoZeeU87enn81efpZOZPfiHd+2dSb8nel8m8EJ+7l89EEO4FARAAARAAgbkgkIVNEAuos4xLSjoDcvKl8wtM6/hIBz/UuCOi+iP/aT3+mNkI4ecltpd0DPD/ivpSgridzlGkQ5TDleK6LxB3RLVkJa34Ix/9RlY48/6LjNVcv1Scu2Rezb/5s0tJaQt/ww/PSCFW34P4p/yoCk6SLr19v3BaxF56U9TXGtWECx+G2Y1hq6G42PZ2TEhL8ILYtUzHQ2i0LZ4VOUbyk9TjMha44wrfc2OabMs/jTDBktsC76R8YF/rkDGFJSaB7wR8S/ZFmParO7RHqJ3X0eXrTw9vg99iVillu6gAAiAAAiCQDYFMbQKayyub4/5+eXJxvLnyKJ+46SxjOt04FL6PZuvI0Xo/o+OOWoU7nmb0en9p16g4AXmyTV60FyLV94dDnhZ5LLK/nguvbaUbvX76lcc9KoSog5Rsu7u09nrq0tSrYjqPjX7I2OKG2qX855cusQflOn7ZTezy04+/rfkSMsFG0/m9UzUPfp7kHH5w8Yv3prItSPYrsUdZ+bHnr6yhRn9ixBTO/sObr7qrjz21hLT9EQ920Nz/26cj0tlAsYzLT99qzm/43aOPs++LGMfQ45eS5D3EA4fZAf28aTkivPcDvvooDYochclAnTqd0q7vFY3f8IR+2qfhGRkJejx1FXJuPsyepDCBiBSw5ofUdO4AkIwJ98nu86J+eOPWVaZpfnf9kieq3uLX/cGthzXjMbR1VeXZ+2UYwn8gufBMBg11QQAEQAAE0iOQoU0Q7w3FaW7eJqb2Wn5ycbRXfqXXbqFZPNR8xLc/ShUOyPMP5VHI/gafZQpyFiImfnlvVRX9VxOeXl9ErfLaT9cw9mKYZt/3Iq9cZrWfrl0mrn+t6uviB8asvoQMZLMT4Sm6/Vtf40aGaOhyX0TPXZjapfkPzAkNQ+zT36f6y5Y2ELPzU7ohMrTqc/esZUwGO0an2KX3+iKs5sFl13B9ln79m9xWkJYNLxHW8OAXy5m0eD684OzkKPW1avN91XIP+VZGJvQOhprD2vSbtNPlt9/vD77QK90AkV7/7vt9V4mfr/K13i6MA+p93c2e4LmRJHLe6Qux7gOq/nXbaJp/2chA9Id/ImRe17ibnRzRfBLe7tG262yEX+ULTH0Q0JrOZMBQFwRAAARAIAMCGdoEEyMhw4evnXesmqttpdV8PBQq7TpgWYZ6qsqsCiUTotcsX70ig26YqsrZ9/n3T8hZVgUOGNN875tvoOV4dqLfu3CebtTm/lvfH7KIMfIJnhBGgyqrlgiDSCQzttO8rkpNJc36VJbfI/MPxj6ySkvQ8FMrlWXzpWMvf0kzbux6YQRlTKdU0xR+oIvbWPVpxA7kVB0KDfCpOvLybv8NfJ4WhccR1BaDq7fSk5CsvH0uFNxaqcUOKi3V9zRqOZ21bcZk7/lGg8LDjYCdM0r7zG6AcRcIgAAILGwCGdoEZVUew4dvDgfw6aMj6Pe4/J54832WDQLmpaqAnUyIPhqxcxcZK62qynx4tMV0hGZZFThgbPyHNIXXXnlYeeYzl8rvWLpyFf3XlEv4crVl+s9Oqu3MzqMeWZTIUYrsqBjBqJvGSi/lPhk4aOmiq6Gw7rC3b6T2hj0ifPBa7x5j/o60r2pm3aMidjD5VhrbDGjdLyvLj/ABoIAACIAACBQsgQxtgtJGT6ntjELLU0oj8O/Y0nrA7dHD2OUuD81A/j5rbNhRiInS8OFmClKsa1QLR2FGhMZH0uIovfpPPz6lBw7UbXLJfuZSmn6Cs6MUFxj/4b0UL1DlGrce/k9LkwwqrV1myhWQUY8rb6HgQhZl42oefIkcDodsbhbwU5faRj+FBiK9J7tlnEgr66vEiIwFHkrlJ+AStt5n5CqmbtOxBnIMZwAPt4IACIBA+gQytAkYLTdF9p++lYCnAcqcQeb38hTC8rodPLGgU+wOKPUFaGFKqYiqvtwyYCtE6aw2F5DLwT1qpMKV+sjU0FzfyfYdCCnLlqyR0pTfnn5afsuDi9nzl3ie/z98ci/9rMr4D3kSgIwmyKCAyOxbW7X3Vsrm++3mGy6xpygnUStrqyi1UFyXWwbMOYZGPkFW7yeg4AI1JIX89ml25WFToCHt8ax1kxtAjs7+Ki93Cchi2nQgHQky2TNJoQyAE/XuEyq7UFSs/Xa3Z49bxA5WjXxD9xOogAKPDsjfqjcXXdcqUgtVrGHJFZatBGn3CBVBAARAAARmjUAhnZVMexE7m5nZFJg1DGgIBEAABEAABBY8gUz9BAseGACAAAiAAAiAwDwlAJtgng4sugUCIAACIAACGRIopNhBhqqjOgiAAAiAAAiAQA4JwE+QQ5gQBQIgAAIgAAJFTAA2QREPHlQHARAAARAAgRwSgE2QQ5gQBQIgAAIgAAJFTAA2QREPHlQHARAAARAAgRwSgE2QBcyhg+2dPc7nNWchsfhvmejp3HtwuPj7MY96MDbQufmodorGcHBz+97NeG7n0fiiKyCQDwJZ2gSDR+UEQDNBgc6OpOEDA8aZgE7s+Pdm53HtYD5ei19pDw4mgR2Pn2VlK9N5Q7CjED6Diu9o9Sn+2XTifLxsVcJhV/l4YNORSfOfmAtpKJM+A9ZRsD4G6bQzS3Xixx9I/kA66BEbn3At14ak2nusbdchNztYqH+wswQTzYAACCQlkJ1NMHQ8WrOpmrH4cC9bf+2MZsc8jc/EhYtsjf6F6NxIBdWJj+knGNO5xS+EJ5q83g3Ot4xFT0VLKyynP2fcCT6Dbm/ZRV/T8rOdYBZ1GT7dM1M7KWf9Hzwz1LSWDsyeeP00a3QlsVPMo9CynfXdVZhmwcRYVs+bzZ9ARZ13e+lEbzS1rZyzwYAgEACBoiKQ6fsJuGPgYKLbvGZfW7JJlJbsO6OCSmnDoZZNFYzxKxfVz4yWQZ19UZf32Bb6HqdCnvlgj4So1acfpwsRN45tbanoptuNyqbb1UjQ7NvS5GS4SCGa/rSyvGu8XmlCy82gfoCxIYRrwnRtZRvUaP8qrRWq0L285Qd1YjaSvROVmrza3G9tVH9g6Mbja3fdPN55V5h/a2v1iXmQ3dKyMiwxGppwbUVN80UHIRk9lZwh07XlHJg2xBa8LrfqJtfk9Ho5uJZiMLQAzKib2uineMyomgmIoYWBPUG3hFHg/zzVqAbR9JxrT6Z8Ng4t75fM9b4z6uOZdcfccTXQxpNs99ByHcx/REanrMrz6+XG+GqqG8JtNOSVHB5adb+ljxk9EqgMAiCwIAh84qH/vbVkyafS7utn/uBa9w2Lov+j8lvdd1772TOjX966Y8+NaxNnAkMcfXPt77jSe+wvbr7z+rWffSP448m1N676TIVrxf/65a/eX3vtH3xm6ODfvPT/uFu6b+THEPMZ9G9eWubd9Tdb3Hde777z2lX/Tn2H2ghhF3514OLEb165vLWt5YHrSeBL0RXuL5eVfZluXPuJX79R8gC/TnKoFef+/e7CL98YWcY1oTpD3f8w+ifer9LP9AV9288/s09K4NIuu1U3J14Pv1H+5Zu/bF5/xocD1gqfWPdVXoG+oH80clsLIXLfuWJ8dzC6/nrBimteofVO141L/vVI9NlF9YSLID/2q6kbOIHz//LL0V+P/GKwqqX7zq+un/hFx+iKO11lNPd/b+R/O7TjzpbraUTeeLhfVnYSkvYIi4qxM2/8+ko+UnyiHXrlp//v1Vxby+is/eyZN1Q3GTv7xi9+U3WjV9TXi5lhGhrad1NI45361e/K/kTScy7/btW1fLBGqv7bjju/oZ5SMRC2JWEU+JNwcfW14pls/9Gvv8xp30nP1dHgr/hzJfp4cVyODo3mgZ+PytHkfEZGfy2fQ2r957/6kD9O9k++MB914fRwqh6ZR5OE/1g8HhXUnevd6yde+c1aqYybxl10xV5D54dWPM//8IsfvzFynXfHnSszexhQGwRAYOEQyCJ2oLtkues1eVh9bCB4kDUcUg4Aqq/782u2e8t6o0O0Aj6rrTX5+ulIH3O3JDjSnYWQDcEaW6SLomyVyROQgXu/tHQNmzgvFtuDR4M9rnrhUbBEEKzS7ALnZu8uxVNUZH3oYHCoyatcFGPjE0yLOPCf4313JSYTcD7RFZqXQn8GefrCBFunOR7k9fjx7mjNPm1dXuFa71IREAchmT3RZdeuMyZSHpZeV829O2HuzlGjY3STz9k2kZr48cfCbLsaHUZC2IpSMaNn0k2ldlkTj7Mk80Xp/aPBYkJbajF58IiPglJJ3E2DKMIf4jHwam4enjui50lE2Xr1MJdVuLQmedfiZbqrSV52emgtwo0hptEs236L8rJQ7MOkGMXpEqNgDhomeWg5DXJszIcoVWZPMmqDAAhkRiAjm0DmZFHsYOIg/4E8/EM7k2Y/ia9LffLj078x31fXN54O9pqnOjHNTA8AOwnh3+lqCk/ssz6NpQGDGxNnuZ7ie9kt4hc8Oi4SJkSxSLNLMLR8iWtTC+M1WU9QZRHeFS7TpnAyqtQX9LRkAk0BxirqWo4ZrviarTISwdiGLbsotMHNFNc6I+nBEnJ2EpIGDK0KpVlEiQkvPHdEtM4nJxGnF4W3qKeSONhJTD4n/MNDRco0pJvT7WYGGqvk0L3k2I+GKUuUx1kIvnPyphgFU8YJH0SOlNs3LCqz9Pdu7uxbo6w6fr2pYVpwRKjoctersSjd9IM2bgU6PLRWhlr3hNFpwOQN6Zz5U2Q8ihK9vYZJHlpboy0juKgMAiCwMAhkZBPw5dohd5lccOxz8YB30tWb+BrlddRHrb3E9xrPS1jh3ToetG7qm+54cBRiSavm9oT+1ZlugqEY4rKVK/j/xCJYOglE0bMIua1gWqjZJHwJDdWX+ERP35C6l9dsOKT13QSKz6A2uW8OaXq2Pg8+5ZgKzWdyKS+smRnuiZBUKlwX47QdY2yg/6w+4RkrZtFNfZFtZycJi43nuquPbt9k0s2M/gaFFdXgksy9NbJ15+RNs9dK+l3kIDqlf1rsHpNNZrOOl9O2w5PvsDtDhzncf9C8g8PueXNMUHV6aBn/yy36PNaMngZUBgEQyIpARjYBb0FzyWpbD5K1yqfbHlp+JRZlENB6d8PasoNhrQJ34w8dT9zj7iSEFNBn1qGDnRR00NZqojm+9E+vlNOa+HSQu+KNhSxNEnIzApcsMwRl4VOdKjb7MAePigRM+f1O02r81OvTX2PgsJVRTKKmpb/WjK3Pg3RmYs7mKg107lRLeaGenRBej29pS2t/Jq9MY0EEyP9/ev1DmouCz5cqyGLNM+WuEVW0TaqMb+iInp6+pTOjbkqhJDPF7lB9eEgTAV/beuD8BJjX3yIPVAtakd/ILjOfTBl9KT8cvIvCItKlZLOO52Pv8OQ7CKc75GiSJkZaq6a8ZV8MF26vIb/d4aHl22sLdM+w8wjhNyAAAnNAINN9B5TcdHoTRXZlrrV5ErVXflqaumuYp2cbGwp4BSOlwJw1ba2jdiLo+d6mfH5qOTG33JCTbrK6kUbOO6IndVO2fP35TmNPge0+Aj1jnIRsHe/UNx1MzyTnHmZLZjj1R21hsOxWMGByTc43TF/kmdLOrbszjC0PCSOSuL8j+dMm5VvoOXXTvFXEjNHYKsKNDGPLiZ2GTt3UxyL1OErrgXY0bK/WntIkXUySn2/3aNkPpRzNvgqbDRfm7TPmTQoW4Xqn9D8TyhGhfTTGRhjzJgWDrf3D7/jQCuXLkm8OmoPvHjQJAiBQeAQytQkKpgeO38UFo2GhKYJ9aDMYEQeLbQYScSsIgAAIFB6BjGMHBdKFxKTxAlGrMNUQUYPNfPXp/J6GwtS8ULTKKEOlUJSGHiAAAiCQKYFitQksCYaZdnqh1efJ8Onu5VtobNLrbyG9uTk9jVELBEAABLIgULSxgyz6iltAAARAAARAAAScCRSrnwBjCgIgAAIgAAIgkFsCsAlyyxPSQAAEQAAEQKBYCcAmKNaRg94gAAIgAAIgkFsCsAlyyxPSQAAEQAAEQKBYCRSeTRAP+NpLSo5G5pZo7LnbSpZcwT/tr82tJmgdBEAABEAABGaHQOHZBLLfF8+JVwunKLEBX0l7SUfi65BT3ZbG78tv/8nk1Aej3Z406qIKCIAACIAACMwHAoVnE5T6Am2Tky2+8vmAF30AARAAARAAgaIhkF+bQKzjOwJiNc8/KiIQC3SWlHQGYjJM0F7iG5BOgUiHrEYf+q3G0F6IuLcyHKJa/qC8q8M53jAWuOMK33PyzCAqln8aYYIltwXeSTlyr3XImMISk8DIvpI7ArF3Aj5ruCHSzuvo8pPol7JVVAABEAABEACBfBPIr00gtPc3n/aM0tLf62fRepOfP3TfEXagbbSrlIXCh8V0XttK1dr6/TadVkJG3R4W3R+gwwaFO4H/kxrw0l30aa11pFXR+A1P6Kd9mp0xMhL0eOr44YXsncBh9iSFCUSkgDU/ZNgidsLImHCf7D4v6oc3bl1lTPPBrZVXn9tB19/q9ux5QrctQltXVZ69X4Yh/AeSC8/3WEM+CIAACIAACCQjMAs2gafrFhEIKKuiCdx/RlvMx5mHXy9vXEeXT56bfqawRW1NCL8YGkn3GGRDRPnt9/uDL/RKN0Ck17/7ft9V4uerfK23C+OAsfK6mz3BcyNJcL3TF2LdB1T967bRNP+ynoHo6XprJzdKrmrweEMjb2tSvN2jbdelJRwPKgiAAAiAAAjMKYFZsAm0/pWu3mjp6sbVpXImDky2BXzi53yW6xp3h0IDPHwQeXm3/wY+T4vC4whqi8HVW0PJNXj7XIj8AVrsoNJc3XtzozQyWIXvHz/QXRaebzSoxIirfIEpYTSggAAIgAAIgEBBEphFmyB+7iRjnuVVc8Wh9oY9InzwWu+ePY3a5BxpX9XMukdF7IC7/VMqR+t+WVl+hA8ABQRAAARAAATmAYHZswki4eYQ83hcudxPUL58I43ByfF09i1SukKjn0IDkd6T3dss6/X1VUKnscBDqfwEXMLW+4xcxXnwAKALIAACIAACIKAIzIJNEGqmXQbtJfVRT1dL0hiB2oZQ7yfd4s2V6by5qLq130UpipWp9h3I3lIGwIl69wmVXSgu1X6bUgLdInawauQbup9ABRR4dED+Vr256LpWkVqoYg1LrsBWAvwlgQAIgAAIzBsC+T0rmbYRVoZZClNg3rBER0AABEAABECgmAnMgp+gmPFAdxAAARAAARBYMARgEyyYoUZHQQAEQAAEQCApgfzGDgAfBEAABEAABECgWAjAT1AsIwU9QQAEQAAEQCC/BGAT5JcvpIMACIAACIBAsRCATVAsIwU9QQAEQAAEQCC/BGAT5JcvpIMACIAACIBAsRAoPJtAvrlInapcLBilnhM9nXs3dx7Xj2SeG+2Hg3OvQ857Tp1q33twOOdylcCxgc7N7Z09KQ7iylfruZPLn8D8UcqdnpAEAiBQoAQKzyaQoC6eS+99xRlijR9/QM7ZNMccHUp6s5jg27VPisoZqpGz6jZzwNj4BFtRqo56zFlDsyRo8OjeBwYyP/VylrRL0kyBTMYT5+Nlq8rs9KQnvz04OPegoAEIgEBBEyg8m6DUF2ibnGwRxyvnuoxFT7F11TRfDp4Zalpbk9wmoK/X7S27jrXtOtbS4Ir2p7GILGui+i2bZnE+tpkDYuMTruW200KuaeZe3sSFi2yNrfLVXhqI7dW5b1JKrKhrOdbW0pT94ZzOk3G+VLad+ONnWdlK215MjEVLK/LxNzWb/UNbIAAC+SaQ5/cTDHeUBP1+72TjGTrvgPri72+TxwhHOtrFuQa82F0s7Ro1mQXiHckhVd3VP7lFnWFkup7qMAVyDAQTHQMud8sP6hymT+5RGNva5t1ArfKfTzW2qDmD/Mx3hfW1bM0+XmfoYHuwh2qWNhyy2gSWyi7vsS2aIWLoQ5aHPhtpcnhXzdenPQZcpT5O1ChSE1qwdp5v8LKg0IfJi7LwXx2U7nGzJk6P2HQN+ZUJTVspTZdvEm5u1Kab1Mf+VS315zvNGpo7LhVS3dcBNnkTbAJTizp2OWotFd0SzrThmNZXo12TfKmhGhRyXXQvV8+JzWg6DoQTVutAmFjZPVdyNFXHeYXxeu0RshBTTzLR7qvYt+7UTvF8yotWsWmPfhL18SsQAIH5S2A2bAJPqWdjQ6CVcfvA4x4N1JVHjnawLcI4oOyBzuaQaZpX5oLZJtAMi1brMlEaBGRw0PXIUbI5dNvCabjoa/T0Jpoj6avzzDpjerarzr9JT68XE7yYe5ia7GmG2HlRm/jFVzDVYQPHY3WbNlhNBy6Vz4jMNCurlsTXdJm8ntBQ7zpnM2W6npoCJs+EnCrkhGqeUfj1s8oG4j+zxCnWIt1BQ6ZPkBYOwiTShBty7IUISqyUNd6iNDS6bLbDlJihnoGyproy3hwzWVSWFnk3lRBlguiGmjG12w0y3di/soWPgnniFyagZg4qG0vMyg6jqQZaPAlpuIjsWdk+VxW8m3bWiTBE1qgRNEZTTf/S4LM+G5YOzt+vM/QMBEBghgRmI3YQWrGDT+fVjX7GQuMjpHGtNAiolK7eSP9NI3vA3xewZhjEek+HWGnXNmEo1K4l2f7e5Dlow6d7XOv4NJyGd5088CzedxfPJ+DzjYoIxI93R8u236K++ikAISP3FWQQqHFw8NyaRyl+/LEw2y6mIiq8oWzD/7oChnjqI2NN3kQ3+ODRYI/Lq5wice5hto86S0HOGm7Y4l1zenhwoNMwjPiEahKuq5KsmxNrGqSGZStXGLpTZGeaf7uGDAJZwxwQGRvoN7rDyq5dVxYljNoQ6GxT/W1QrEeOAo9ZGMXsZo8P9zpF6E132AyEQ9tOrGyfKyZGSosFDB2PqsDKYLgv6vKqSIoxmhOvn57grhHdF2XoYNybigl+DwIgsKAJzIZN4FleJRjXtlKigHT709KfNhfwjx5BcB4GcSCyOj3Z2JIwMkJucHmkMn2C/mTDKLLWeewgyn8gz3803Jk0l41PEuRMphjzdlN0Vkxa669VV0QdU1KCzZRW7T3kntgpEhWNbHCactjEQS2BkU+u6kucT1FrwpQAn+bmhUQFiABPMCxtuFk5VPQgt5jzRN+FcFpiJo2dO2pILdTcTK5p5UGRyPl8Y5Oc4SSEz7i6hpZB45kQIttjWkmY0vjkZ25RT6Hg3XfVq7QAMo+MwUr+R85BNbqU8WGZ4HkvtFnZdjQ1kyJVekoyVk7PleWJMuZ+K3DOUz6T1AvW1KAMVkuqKb+3ZlPesjEW9DcoOg8C84vAbNgEicQoXkBTOMULyERo6086matba7dQTa1ydH+AB8Wrquh7kEIM/Lr6JAQXjHZ5hpq3icduRcIgraXadjlmEohveS1/W6xBTw8b2wv1Nf1w/0HrCtJ2ShPJa7zRs0G11U3MWzxjTn0sDuea7eL6vhV9d6Xe6eCQYKhPq8akyGuqfEkhP3myXhINVTigYewxy+4AG6+DkxDrtgia3vTJ2DnBMHFK45OfqehCuK2guxMy2H9hWY6bLa2Jnr4hZkrNmz6aQo2MEgwdPDR2z5X5ieK+AcNnoAsRGsp7LZSsZhMSDOfXtzZ6AwL5IzAXNoHojXQexAb2p2MTaP2vbSSHgSrljes85Cc4nOaedfrGFF/u+taDZExNk0SFa70rfup1fRK6GOf2AQV0EzMWDf/z4IDtKwrUcrOC8uqjp1PuCktv78DEecvGPcu0apoUy1aVTvRG093j56ShkR9QvW5NuF/rgr1wByHmuYrC+RR00Jb1YjzOGiEA0/jwxboo8eM9fLipRb2mWYhluZ/B/guHKXPwqEjJtI/sJASJEgbC6eFyHgjH54qLIvI7CYFhncjmVJalelQsvZhmpsTH8rK5N3/fTJAMAiAwFwRmJcdQ5BWaeydSAsUFV38/q6+/KHYZyHxDcz2Re2jZdEBZAyKpUBZDDv9XshxD+lZ9jFFAndE8xHh2W1LYlvysxEw9lc/Pk9v1TDT1xS33I6gMdstOB8smAp5Qpu8ZULnx5rz99PYFyPxEuQNCCXFMmBd5c8Y+hWk5/Ik0pmlY/TrfZWD0wpITZxFu7HSw66ZdtrzeuEHMvF2Cfj1tW4epRWPziFNuYKq/K2s+v0GVJG8d71SbDpxHU87Z1oFwbtKelY6lZp/5udIbdXkPLe/XNx3ozbnc3sbTQbkxwdKLxGxN4+lKttcmFSj8HgRAYN4TyLNNMO/5oYMZEbDZWZDR/fmobNnvl48G8ihz+laXPDYG0SAAAvOfwJzFDuY/WvRwOoFCCWzzdbmMfYwNBOktC8WUf2d6BafYgGAJvuChAwEQAIGZEICfYCb0cG9mBBK89JndnNPapjf5JMQpctpMXoTZvawpLw1BKAiAwIIjAJtgwQ05OgwCIAACIAACtgQQO8CDAQIgAAIgAAIgwAnAJsBzAAIgAAIgAAIgAJsAzwAIgAAIgAAIgIBGAH4CPAsgAAIgAAIgAALwExTJM0BJ8ptTv+q4SDqTXE3acN++N+lRFPOim+gECIAACBQkgSLxE4gzk3wDM349K3/Hi3jxsGmTd7JxEVPUZnnL7BTeoto6rzeYwWt6Z0fJmbdi182ZS4UEEAABEACBmRAoEptgJl003asfdkBn36VzkN1g+FSjt8E1m++Kt3mrj/PhQDnCMgdinF5eVLrpBymOp5oDZdEkCIAACCwQAlm8nyAW6KxslmcC0bGEdE6Bdu6AR51rEOngJyDrpw/If8qiX7QRwsR5BxvdXSfD8tQDWdl8uxTi6WoJ+LQDCyLtV9Tv2dM/tVOcwexcLO+rV9VSvPud1rJH2EMtpS+0969qUUck0Dv86QX49Bp8eWCBPDiAvwDHOD6Yv1Kmd11L0nMXTW/IZ+oQAdNbdLRe0PGJ/BhlcYqBd31vUBxYoI42EHWMTllOIji+dtfN4+oN/CmPNjAfhaAqi3fyrxFdoyKOLTDkm/U0hJte469fdGQlz2jQi+ym1pfpg2JqUVdDnuxQf55OUeJyiu69Q8kfVvwWBEAABOaGQKZ+AjmX02wtTi6ON1cejZDidJZxv4uFwvfRKcaRo2QB0LRN0zkVMaMbJxrLi/ZCJAB/OORpkcci++u58NpWasvrp1+RzSGORTYMggyYmY9L9tbI04qTT9v04tg12mn0WkN8yR4N83Nx6PZD7rKeM0P0K34GoOFLsJzOZ6shTZbchhDHFh9ys4NHeGxCnsO7z8VoUlTHKHODQJ6BO3EwSOctUX1vk3ZII08yCDJ++rNJCJ2VRxqe7evk5+VIDfuSBj5oJu481dgiDm721vQERdiidNNDWtfEiXw04xomka65ceayrRChCTsdNFgJTRy6OdEzvk4qbDmZWlgk01kpJp1kFpDmLdtLh46neTxmBk8MqoIACIDAgiOQoU0Q7w3FaW7eJqZ2cXJxtJcbBdwsoFk81HzEtz9KFQ7Idbw8CtnfwH0JRnEWIiZ+eW9VFf1XE55kWGrbPphM6SSQ9w+f7nGt20CvuB+fSH0S8XBw58WGm/lCmZ9vazmS2EXnK5ZZVKpe10RToPSdUCul669Ncu5i/Hg3zbItm/iZ9zRH8rOY9XNsh45H2RqyMEyF4h1R7kvwkuYmhscfCzP9IiUcaEf6kkXCoivqhYMhZRk6GBxq8qr5np+trJ3GW1Hn3X7x9OBw8K5w2b42rWliYtJck+4ohCqQJpIVN5uMMr2bZU11msLms4mTsSInTarzLVMCQAUQAAEQAAETgQxtgomRECN/QCVl/NFHnXesxNW20mo+HgqVdh2wnIzsqbJOoCyZEF218tUrcjdQtJClVMHgEIvyH+hYW1rrJ01un+jpG2oyOQnO0nzJC/cBbHfL2Wvi9dMTWlKCbjck3ji9D3yOF6aJKubIOncJJJ7Hw+d7/ZwbXqFsJRkcdBc5Dzr38n617yXz5ZBhBOgaikW5ZnzY0OTSWE9QCeHTv1G5rKmB7eR+CMMWoSQMZtZcSnQUYmZlbdyumzpSs7nmyIpDkxYbKTDcW1yHGOXuuYYkEAABEMgtgQxtgrIqj+HDJzc+fWQ4gEqkI+j3uPyeePN9lg0CoRFr+JglE6L3LnaOPM+lVVU56a45cNDS4KKQfPLAwXD/wbg+WXbSz1FpE5APQE7JvPA5b5Uyd8pWSguGblzhlWF4p8LneFOhida1rlr6DPhMr63UtSrcA6+nQ+pzJF/Ti/CH+uhzuUXDVOzEzCpDGOJjckXw6P7Edm9Ft3UPpI1/xUmIbr4ILVJ100Da6DJMSCdW3DrR3QmFctZiKtr4PQiAAAgUPIEMbYLSRk8p+QkOy3iBqVCKAM8r3LGl9YDbIxMLqJS7PB6KHfQFLJsIHYWY5A0fpjRGz7pGFXQQZkRofGQ6T8oxLFmyb5o+0yrSFCWmW33rgfPQiLW+V58peZBbVhYzsbbEt8555cvLzo4fP0gL61ROe6rJLsbl5kYZrd9qjkQk7nEwWx5M35TIXfHR0/K0X3OxaJjy4SurcGnZCZa60iCgtMrq6saL/T0yJkKjuTwx2M+vOggxL/HT6KZoQLgcRBnqGeCWkwMrq51kxE1SdhgVQAAEQAAEkhHIYt+BdSOAq39yS5XcieD3TrbyJbKsoO0OELsJQkoHfcvAdCG1ct+BVpNnFAZMMYjYgK8yLH+Zzb4DmpYeY5QHwHo6g+yWZHFo6yYC3p5+JSY2HahkApo4+yoOGQt0mke5JZHcSSD0T3LWrfErlX7P8/kpu1Cu4PlvzzeYtwNoQ6ttRpCp/slzJ82Pg3WzA8/eZ3yXgdpPofpupBSYNNf2XGh1dOeH2gIgdiskqqf9e1o31S/06/o+AltWctOBZSdI+l3G9wEIgAAIgIATgSxsgrzBFDYBs5oCeWssx4L55Eqp/qmcBDlutXDFWcyXwlUTmoEACIAACJgIZBg7ADtbAjI/HwaBAccS8sBTAwIgAAIgUBQEYBPMaJj4SwL4jgZLfv6MJM6Pm63JFvOjT+gFCIAACMx7AoUUO5j3sNFBEAABEAABEChgAvATFPDgQDUQAAEQAAEQmEUCsAlmETaaAgEQAAEQAIECJgCboIAHB6qBAAiAAAiAwCwSgE0wi7DRFAiAAAiAAAgUMAHYBAU8OFANBEAABEAABGaRAGyCWYSNpkAABEAABECggAnAJijgwYFqIAACIAACIDCLBPJrE9AhBSXtHQH+X362cslR/awiOu9AXOGfDuMEI3q9sd11IUerbwiZRU5oCgRAAARAAATmO4H82gSCnr/5tGeUTlX2+lm0vmOYX4oc7W3k5yxPTrZ0eZi/Xk3zkQ46A4kOVZK/0k9hHu6g04/ogCV1fYt2OPN8Hxv0DwRAAARAAARmk8As2ASerlt8/Mhjcd6x/wx3CtRuaVUTe+nqjfTvi+eMw5Sj++U5ywkl8cDl2YSEtkAABEAABEBgARCYBZtAoyinf1mGO7RYAJ2qrJfaVvIlsFBzpzWmUN3a72Is3lyZGIBYAOODLoIACIAACIDAbBGYRZsgfu4kY57lVYySBoJ+pmIE/SabgLHqVhkg4EYA8+8fUO6D2i0ycCAqOzgSZosY2gEBEAABEACB+Ulg9myCSLg5xDweFw8jUOHGAWOxgf0Wm0CDXLvW/nIjtxVQQAAEQAAEQAAEck8gv+ci0n4BSg/UtPZ0tQR8pfxfkaMl9VFx2dXfz+rrL3aNtvjKyX9AOYZ6H8mRINIJrUIYJRu2VuceBCSCAAiAAAiAwAInMAs2AdNNgQXOGt0HARAAARAAgUImMHuxg0KmAN1AAARAAARAAARgE+AZAAEQAAEQAAEQ4ATyGzsAYxAAARAAARAAgWIhAD9BsYwU9AQBEAABEACB/BKATZBfvpAOAiAAAiAAAsVCADZBsYwU9AQBEAABEACB/BKATZBfvpAOAiAAAiAAAsVCIEubwHR4sc84skiedJz9WcamA5Q7A8apSMbhCCU+7W3HxcI3mZ7Dwc3tew+KgyJzXEhy5/GxHAuFOBAAARAAgXlOICubIB64j95OqA4sUK8mNDiZDznMjF5tq36ogflGeQgCPx4pb4Um0aNDJH1soPOBgYkUzcSPP9C+l6Zz+qSuzNjg0bSq5bBvY+MTbEVpRQ4lQhQIgAAIgMACIJCNTRCLhkJ0QtFaddyxQanUF6DJm95SXGzgBs8MNa2tYWzi9dOs0VWWTH2+BD/V2LLrWNuuYy0NLBzssTvZ2SRh4sJFtma5ncxqLwnZnvv3NFMvJly2LRbbuEBfEAABEACB2SSQjU1gp5+921+EGDoC/L/i+GMjrGCq394RyaLHIqBgCiUIgUbE4bWOJVeUtL+WUjA5Bmi5vzPKeoK07u88GJ842JnEnz/R0zfU5G1pEqc2sNLqxtKJ3ugE456D4KDuP1B++6GD3JdAMqVw/rM0IGSjdoGDiZ5O5YEwnP/2wi1yhLTgoOrtxPm4gxWSEgcqgAAIgAAILGACGdoEYiaWxxr5g+Zp3sHtz8n6m097RtsmR90e/ZjjyNHeRnEm8mRLl4f567NIQahu9DMWOt2r0g6Ge+mf/oaMXRQVdS203HeVNhxq23XIXeZytyRbuw/3H4zXbJq+sp8Yi5ZOdHeObSXnQZu3Kd73As8SqNkufAkuVrOPX6ePNCaGXmfcQ7DPxXrO8ICFVsiG6OxdxxWgmttZ32MyikHC2dBOQ/ip14VhQSGJu06vJ7V5fW8NK61Q7pl4/CyzU3IBP+XoOgiAAAiAQDoEMrQJRGifz+40AXvFpC6OLkxaPF236FN1aERMc7VbWtVtpas30r+zSUGo3UZqxEO9fIKMBfr8rLRrmzFbX9c69cFk23WpdOO/H4ueYuuqKfoeG5+wd/JrUnic3rVug1WouiXOGlu84ldlq6QXQRQSHtVna3WtpqlOhRLMHv6xgf4el/cH6ldl164ri1JzqpRtV8K1C/Hj3dGy7bdskkkDFPswEgi4gaLZB+n0H3VAAARAAARAQBDI0CbIFTVjK0G9P1uZ5S6Ph4VC0RiL94bizLOuMdM8BunDvys8EQ0bEYQkGwHIaLDE6ePDvcJtIGyFehVQsHaH3yIMjmll6HjU7OHnSQAip0EVvS2L8OHTPaXrry2Vpgb/QRSesqDfiwTDbB8o3AcCIAACC53AXNgEtGUx6Ne2LfRnbROwUt8OFw8fRHjOo39HXaYmATMHDrj73ZVZ0t9guC8q3AYWW0EzFPTZ2t73kOjh50kApkIWQ5nIdrQkDFrme31nAY9olK3SshgTDZeF/oSj/yAAAiAAAukSmAubQOjmWV5F/40N7M/eJqAYxFo/izfX842RjdYYRro5hjxaLyZXbetBMnDly8uip4flvn/yMeyM1uzbQit7ff6my0MHO/uYu94cXzhrhABMwnmWgCjx4z08+YBHHLSalGkY7FGOB7IVpHHAi2W+vxjnmlAGYtCclMB9BqrQr/CWgnT/EFAPBEAABEAgV7ED+baidhEIiDdXJn9zkVzfhyt5uuL4jn6XPodNEyL2Eaj3I5FrgZIKxV3GdgORaUgGRpc7ZVqD/WBrpgDN66nz8irqvJT6d5fYMiDy+0QCAV/x890KMvmfeXdpOQF8pm9qqJGBCdO+AKFJ9bomyhyk60fYtTwNoqzpFtrZKGuKTENubUjhZStNMQLpdaioq6dMRq4J5R7yNEa9jkhEkHL4r1TCAZ50EAABEAABEEhJoNjPSo4FOiubV/SnkeqYEkW2FeiNBX0VhzD7ZssP94EACIAACBQIgTmLHeSk/7GB+5rj2TsJcqIDcvpyghFCQAAEQAAE5pxA0doE2psS/N5pL1eeXajI6Ztd3mgNBEAABEAgXwSKPXaQLy6QCwIgAAIgAAILjUDR+gkW2kChvyAAAiAAAiCQZwKwCfIMGOJBAARAAARAoEgIwCYokoGCmiAAAiAAAiCQZwKwCfIMGOJBAARAAARAoEgIwCZIMlD85OIkxx8UyRBDTRAAARAAARBIi8B8tQloOu/s4ScI0AHEwcGUKOg1wOLthPxzVH9VMH+vsH6OQEoZqAACIAACIAACRU1gntoEdBARE8cG0kGC0043ThwwehFhZ98a765jbfxzaPlpYUyIe413Bhf1KEN5EAABEAABEEhNIL/vJ6CjCirDG7vcJ5vpmCIqLv0lxJEOeTgCL/7+tlZ1XAGdm9DZLKpargs52mVDiG33uGOgJ+E3pQ2O7x7mBwVxg2A7P3TAUuiUI36owfSXFpMNoY4dKtve0qIdkWxp1+VuoVMPuITx+kPL++k4Zt57cdF5TLhv43yD0kTey0894BrSyQUV3Z19/NikJH1JPdyoAQIgAAIgAAKOBGbBT+BvPu0ZbZuc9PpZtL6DnwHIIkd7G+kKfVq6PMxffzQiFIx0kEFAU778lW4oDHeQQeD3youTqY42qNnetmufizXxdb+3idXso9W/82EEY9FT0dKGm6cZBKQNf0Hhumo6MtFcaKreHGRcJnkU3OzgkePqcEJx+pHwNLRsL2XypCKSwKJBPrXTdW+Nfqaiw2hYQhXG6xHpBMXSiW4yC7hwLx199IJgiAICIAACIAACuSUwCzaBp+sWXzlpXVblIZ/AGT79127RHAOlqzfSvy+eo/MPVYnuD0jXvbX4+/gZiekV7ZBDOlSwtII37VgmXj9tM/GL6vzQYTm1GyV+/LEw294ijkOUU748ZzncF3V5laeBwhbmLARa1ssTDlMWyxGI1AVT63HWqBrlRyqjgAAIgAAIgEA+CMyCTaCpLad/WcRpBeKjRxDoam0r+RJYqLlT/qpDeg9YdSs/T1kewZz8FGaeUchPJe6RxxCTs50OFO4US3n7QkvzaRO/qmmXYEhLduNY5L07L8r5ns/fTWu1iZ8v60Uqg7AqmhrUacV0KPN0r4NZKeGx0CwYYR/I9EZ+xpKrXotQ5OMZgEwQAAEQAAEQ4ARm0SaInzvJmGd5FaOkgaCf5xbwWEA/WQFGqW6VAQJuBDD//gHlGqjdIgMHorKDI0EIMQcOyIdP8f5kgYNkj4Bl1a4qiunZK1MR+ccISejbEyZ6+oak84BZHAZ2Xgdr8+ZQBXc8aOmNljOWuMyaTXaRDjzOIAACIAACIDBDArNnE0TClDzo8biUL58bB+R+H9hvsQm03tSutb/cyG2F5IVmXzFD61sPklWv2eRiPUF9s+LQQX0jIncJqDJ4VL2loIJCCdHTdjsbJ87zJEI2eLTzoB74MBwG9JsMtjVSysJOalv5DMgJUdbokiGMoYOdfcxdLyMXKCAAAiAAAiCQWwKzsO8gpGns6WpR5xpHjpbUyynX1d/P6usvdo22+Motmw6MTQqWTQfkPfBOtiZZKFOW/hH2UMsmNtD5GPMmzfOXevFsf20ip4RElSsgX2wg9y+Y9wuQfcAnbFm0LQB8j4C2s2DreGf3cmPTAd84QEXuHTCE2w2ivp3B5eVbFYxNB2K7gSiUODl9f0RuHwhIAwEQAAEQWLAEZsEmYLopsGApZ99xMhT6Khw3UmYvF3eCAAiAAAiAQCKB2YsdgH0WBHgGg8xOQAEBEAABEACBPBOATZBnwDMTb0kwnJko3A0CIAACIAACyQnkN3YA+iAAAiAAAiAAAsVCAH6CYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFAGyCYhkp6AkCIAACIAAC+SUAmyC/fCEdBEAABEAABIqFQK5sgkhHe0mJ/HQGYsXS+7nR8xMdSz5VIj93fLI4Wb3WseS2wDtZ4Tvx9PDmG+TnzZ9dykrEXN1Evd4XmavG0W7BEogff6B97wMDEwWrIBQDgfQJ5MomqG1tm5xs6/en33JOar7zSZ8+v7Z/IjuRsef49NyR7Zf9tNsXB+5IPtn/vnXqw8mpyzNjZTIsBAHfc7kaypQUxwJ3uE92P+m7impeevt+mt2fHtdvir30ZvLJ/pq7q4+9XL331pTNJKtgMiyEedH29mzYVtdt6z5Rf0dxmrw0b3UeHyOmw8HNR4dSwh8b6Nzcvld+Dg6nrG5fYfDo/JopCZ1kiAIC85fArE0keUBIBsHVi0K7L0/yKfbDyRsWZblynZlq5XUfexjzv6xZJO8sDgUZW/9x+czEpnW39+NR2fepDwO3X07rlhlXij33vWbWfeD2CiFp2dKGWsaef/+Ekvte5BXS41Mrl824ndQCFt/9PDcv+Kf9i7OBm5Xf/pP+9Vvve6745oWx6Cm2rprGbPDMUNPamuRwaS6/K1y2r23XMf5pWXUmu4lw4sJFtmZ5WeqBLJIaY+MTbEWpfO4tpXTTD9p2/aBu/vS0SAYEauaFQDY2QWzAp8IE7SW+gRQLNIfKplhDuy8Q1/oWD/j0GER78qX74sBDi0Ls4/6236ubaz/iK1fhOVCLZulF0PwHckGvPvKiqFC5lf/od8tffVLzF5gX4vIidwD42qVn4pMBKY2c/1d9vJF+eWqRBBEbIK2Y/wap1XQhjqMo1ZNmTYLvwax5Crsn8knp84i0W7qjCRc+DEvMwlZDcZEQCWlWJ8prh7eyrsd8+hS8dOUqUvjDCzIKcOm9PkJ165XXSBbcZ6AiBfe/9F6yB/jMCNX84RlRRfxs1Bf/lB9VwVHQez9rEz4D6b3QhYh/kkBNHz1mIeonBjIchGhP2be72dbDiU6ldwK+JVf4UtsK/LH3DQS0QJvDk2+Kvpn/fEqOGs1GjmqhupR/g7S6bac5fiIa5kv/nVHWE0y2fCcPwc5ozb427wbV47KmLZsq2ERPp+Ew4F4E3dkgPOeaUyE4yO8aOsivdB6M87bErzp7tL9xkwdCXaQrDwwMkXxebVhIS7kcF52ySBZq6C4NMmscGjW5PUyaazeS5qSV1J8+sjtMSOMMWVS1qyIFmhrTAwfTuymw2AhP9meB34HArBPI2CagL6nKcMjvpUgB/wTqki7Q4oHD7ICs2e9iofB9YvqPBTrr/aVdo+L6ZFvAVyr7HenobA65+mX9ybZWWoE6l0UjtBz3sqo0kUU+SXO/P6xW1ZPSkrjqo8DUh6Pd/EftVx+JRmlSXOxXq3By8i+q1wL/oT1sB3f7L2o+e3ky/DELLup95/eNu5n4gd85cpb+83GjkBJpX9Qo1/FvkS9hUX1W0Q2aznXN+3ez5qt1q8Wx5ycPfKr3hg+5emzRflNMIfTQJ9hjor/BRWJac+wmF31qse/lj2WMw39Ay3uI9Pq9NzfyqIFWrnEvYexyX0RM+WMfkVv6Jvdy/vOlt4+wcrmOp0jB0OOxbLIHyCC4d6rmwc+TkMMPLn7x3nRSEH736OPs+y9//u5aavSS5sBg7JXYo6TP81fWsMtP/4SCHTT3//bpyJK9XEOqfPnpW0eMysxBCD0zDR7v7t5sI03EJRRuZvzPZ7SrNNR8REYiYoEwOyAfe6+fxZvvk6b2cIf5b21yi/qDoL/B+qinqyW9v8Fq77E2bxOjaX7XMW8Nc9E/kyxqJ14/PeFy12sGgT7ME+fjZau0lXBsfMKlHABDBzv71nilR4E+0pKo2U4/tzS4ZKPC2dAk/sa5B+L0+kPi4iE3O3iEeyBIWjQcPN/Qsr104mDwVKO3wRUfS7LU4NNtkEnJuhBWuukhd1nPGR4W0cwam0bplu3VolM8EHCqsUWo563pCYrpPx6nP9/eI/2r+HXSZ6hbZAls2CL/yZq0ngqvwETP+DqhQ1n09LDZd2TbTSF84mCnIfx4tkEZx798/AIEZkwgU5sgcjgcYqVd2+TfVcpS6mvVjIaq5R76PhzRE3HizYdt/ySi+w23QRL57yw6mbL1aRWMuS35vZFFfpoI7/tI2Du/3yYmUTnls90fyy9mzRPAf669gWZfFhogmJ/o3WPUqW2TFgZNJBZfQiaKL+79KZk+H28TgkRDi4wJKbioUvN8mJ0qofWXuT1V+zH1InR2kdHcN35PrhQZ7Dg5spgl6SbdE/x4B7ecpMXDRoSUGE2b66usZuDaK2+iJdAr79G3+InwFGNLvrJW1F32xXu+tlS2/YVKQnP5QuYudynwW0JOee2naTpXxgeXSrO4tso3JTSwCGt4kEIJS2uvp0Y1BwZpyD79fZIjgx3np2LCpVHz4DLh0lj69W+SZTP1qnRUUHEQwn9VsXo90bP25SpfYOqDgIqnpBpeV38r//MpX72CJqFQL7eSy31bNNdLWRWNTmhc8ubF32ebwRBqDqdtmAyf7nGto9mavN/aXO6gZHy4N17W6JrmBufzWdlKZbsPHY+mDgpQtCJaWmF5VOLHu8kD0UJeB8HRtd6Y+13e7dVkdjCXm8yXscQbzcrGjz8WZttblBuD7Andn19R591+8fTgcFAEPjQ/x3CQuz20RjVJQweDQ01eZTTwoICh6sSaBnm9bCUNkF4EGd0qEpfLmuq0KIw5ppCkm4ysCtVoqqcEvweBuSGQqU0gtFyxOu3oLbkElJOTVjxaF8t9t3TRF58/KH+le1BrW2mRxELN6paksQM5y6Zfaj+iRTZN7WoSTbpkj42Y5tF0mpCz708Xx+QsqwIHNLMo33sJeR3SkWNTR7hDdLXdVsVM+QRmp4pnDbdRaDrnyYx6bIWxjVUi50B4Ryj/IEU3NR9MbRu5OpRxM3JWH0RD1+VfoYTByO8il8Zffd4IHIiFuJqztz2eXbLDexfOUzNTu6R7/9b3rblxpnyCu4VnQhWVzVD+tS8de/lLX9czG1YtEU/t0q+3i/wD4dJwLg5C+A1VazyhsyNZjqfpNmElq2LECMhVpl+tbiXvGrkNKmVATYsdlNcd6KJJK1ovQ3jJ4nfSuR0ckk5vGUFIliE/MRY15n5DV8sEL+wDbXas2d7ScFYGCKypi9yXIDIY9MKFCNNEFWqLz8Q87YCnOHCxNVvryhzD9vI2riGttlW0YufFhkNb9PSIsqYGtpO7EPTAB8+fYOZGpRDhD9DiGiJ5QhoNXKWGm20XPPxX669VVpF58IVnxZQ24dBNq3BuYdRsSnNlNfNHDRJAIG0CWdkEF8+lmeUdOVrZHFdOzlG38Q3ISn0B4SkVF00rnupWPdBAc+v+ZMkKH1d5jfVrOv0Vc5uW8L9ncfoJiSIckLyoxXQvNyZU4IAnK9AUrlIgs95lILppmvupC8ljKqlUdfx9Gt3k06HN/TJ8cCEyRaBU4IB8Bk+TZ15N2+T2z0otmawg3fvq84Tme8hKoONNsdEP0xZIhpFnTVXa1Z2Bj4fITltN04yIEXjco/zhb+Hmsl5qt8gAgdjRY7jQyn0ycCAqh8LT8hv0+82BA3LmlzaQ3z6LbDjzBD8Y7rPYDSLDjrvWLwZN1oZNgiFf05sKzdbCaCD3gJgdadIVkzdVS5IFyS0GEf5QH7MDgAyg4MR2b0W31TqxcY2IuV+GMEwhD+5HMWURkjvEcJk4Wyo8qmL2rDh0U1gnujtB2UMzf4ggAQRyTCDT7+raRrFwsXf72+smvvWYCDpMK+Uuj90kw2rX8u/ApOWy7z7uSNeD9LHnPqlP88JhLpMQpxcxf5tKeRVfVXNfulbKbzcH0WU44LLYeudYpFe/mdIVteCCrCqX7LHnFqfsj6w/8jbPfLxPpD2KcrnxG3r4PymPzH+ZRTfLq65hp0amWYQifPDi47SO1wIHShu52h4/kp6f4OwoJSWM//BeiheoIqyNqR8lz0/MvOf8jrXLTAkHYrtE7ZW3yKhH8jJ27hR5XKzp5+nmGJokxwP7o4y5ZOYJLxuXcz9GJGzyExjVxd/d9FLa6LFZuVrr0ZpYOMb1rQfJule9rokN7dTn1OFgwkZEEapnJk+7RVjCLoOzViOgnBbTF+My6CJD/uQVYBTXkOqpuAYZEwkueksTFSQkelqm/lmKNAhaWpqqqxsv9uspjdRoQrCf31VW4Yqfel1PbVaC+IpfM0copzLY46qXaRCqaMpb2hUuB1GGekTygX03dXeI7L7TFoZkY4PfgcBsEMjUJmC0cCF/pub21/yZar9AvZ90lq5OkTtd66Z1jL+eezj3V3n1BZD5BUfNIUo2lMlT5k0HQT9z9adIYKz9iKfR7Vksc+PvY2LavuqjAxT+5xc/EfrG5S5aZItiTt2v38MzCo05XoQVQls/Ydp38PtWygpUHvvFflrrmzzw9sPyReYRv9D89lyTHZrYyrOXeeRCFvVOhcWclWxCJDCW3/570pZvf7h6kSfMQ/6ylN/+Id2rbYsw74wwxRSyfD9B5t2sbfQHp6fdsyUr5dRW+8kvaHpfcxtl80m3/7srn6KfZVEBhV0UZVAJASJtcG2VyEP87eYbLrGnlpGFocraKvIxiOvTX3NkyifI5v0EFESghqSGv32aXXk4vQ2N7/SFgnuMmVzXNP0fpM9fptPKJ796G8UC5N/U/uX9PC4ginnTQX2U+b0qG9e06UD64ZJ5jjRTgCY8ZpMokKg2jwW4tOz6zWfWyYy8DWtr5LaFu8brKaVOW+/q+fk8yb93XYtK3+N3kBtf3aJn7/N4P+u7S6T0i0xD7uHXZkc+H3OTQoTttcQFO6bV3n2uoZ36TgexQ4HvCzDyA8quXccOdqotA+ZGjXct8IREqpOwXYInNOgbJag7x4yoBKuoq2+KK+UtdlJpdSOlRnJRp1eK7Yi23SQ3iEOSZvrPDWqCwGwQWBQbf/ezSz8zG02hjXlBIPbcbZU/vXn0H43tiPOiW+l2ItJ+xf4159NNJ0yUStZwvV83BdJtE/VmhQB/rdPYVlMuwqy0ikZAoLAIZOwnKCz1oc2sEyi//ckuVpTv7Zk5KrKH6k/p72uauTxIKCQCiPEX0mhAl7kiAJtgrsgXb7sVvn8Mb9z6vfSTNIu3q1bN6X1N1/QvVAfJfBlEx34gxj/vhxgdTIcAYgfpUEIdEAABEAABEJj/BOAnmP9jjB6CAAiAAAiAQDoEYBOkQwl1QAAEQAAEQGD+E4BNMP/HGD0EARAAARAAgXQIwCZIhxLqgAAIgAAIgMD8JwCbYP6PMXoIAiAAAiAAAukQyMImkMcaJT2gKJ2WUQcEQAAEQAAEQKCQCGRhExSS+tAFBEAABEAABEAgRwQyswnEC9jpFevUuDzFQD+/VRxhQGe5DnfI81s7hrXzC7QDXun17VYHw2sdS64oaX8tRx2BGBAAARAAARAAgRkRyMwmKK8LTLaNijNa/P3isGN1iIvU4eJ+35lGea6rvy8Qk4e2RXsj8rfx3lCcedzb9IPgZqQ4bgYBEAABEAABEMgpgcxsghRNxzfu4Oe8yfOUR0ZYua+Bmwe95DNQh8D6d9TxA2FFua516oPJtuty2h0IAwEQAAEQAAEQyJJATm2C0qoqoQadpzzZJs5vrW7kRsEZ8hREeq2nxWepL24DARAAARAAARDID4Gc2gQ2KtZuc3t4+GC41888XW7EDfIzjJAKAiAAAiAAAjMmkIVNUL56BTV78hzPNExdyl0eDyUkBv2s1NPIExH0ghzD1PRQAwRAAARAAARmjUAWNgGFBiiLMNTM31Kg7ztwVlhmGlIEocGnpxLMWvfQEAiAAAiAAAiAQJoEZuOs5MjRkvqLXaMtsAnSHBRUAwEQAAEQAIE5IJCNnyAzNYc76qNwEmTGDLVBAARAAARAYPYJ5NMmiAd8FFwI+j3u0dbq2e8aWgQBEAABEAABEMiAwGzEDjJQB1VBAARAAARAAATmiEA+/QRz1CU0CwIgAAIgAAIgkAUB2ARZQMMtIAACIAACIDAPCcAmmIeDii6BAAiAAAiAQBYEYBNkAQ23gAAIgAAIgMA8JFB4NoHcrWCcsDwPoWfWpXcCPjpUmn/2qRMmM7sftUEABEAABEAgLQKFZxNItS+ei6Wlf0aVxgJ3yMn1ipL21zK601SZC+nIfnLmb3S23p5K4FW+AB0g+Va3J1uN+X2Rfarjsvt3BPKAdyb64V4QAAEQAIG5J1B4NkGpL9A2OZn7lx7SZLyqeX14kuZX+tzQO4N5fSbDdl3jbuZ/2WSRvNMXCu5pnIXDobzdo7Lv9PlHvFNyJoOIe0EABEBgfhLIs00w3EFnInQMM3q9MT8coV2fiCMd/J/OFzstC9nYgE+rbAkrmK77AknPZIo994SfJsW269Qw1u4UZzmz2HO3GT4D7qXX/fMmp4J2MdJOi+xVzUHmdyt/g++5MSlQ/Ep+bgu8Iy/tK2kPCM/EbYGI8P+L1XntDXvYnl7d0RAbeCG0WzMJTKv5VCYLmThaQ6J1XROTS8Co4PTwyhs5BKG81qhyXWidsjSU2E2t9WlC5ucfDHoFAiAAAvOYQJ5tAkHuZJ+vd+3kpNdPByHtH+BO68jR3kZyBnB/QBc/NVFlD9S28ot0wJK1DHdUhkN+r6hPny1qTU0GgX6930VnMiWZRsd6fxryfKMh/UOYYs99z3AqTO2UTda20SL7fJeX+cNqwR24vUIaFvWn1Cp8tJs1X60ZFnu2jtz3Qf/uULP73I6psD/4Qi+ZC7WNfrZbMwq4Yv4bpKXyWsfLjWodH97jd2eVPUBmjftE11tCvfA1hibOj3Bo66rKs/dT/dFuj/+AYYqR3bN/zXm6zvX/e+7YcOwmY05C5vFfDroGAiAAAvOPwGzYBKEVO/i7jatpLmSh8RE+uW6Rq3TGSldvpP+mkT3g70sIgcd6T4dYadc28dbk2rXc4OgdzukAmVbzSeW+dnhryH+f8saX3/5kl1eb8r3d20Q/Per/UowpfGAJHFzXargxiNWJc9LfkEkhrwPrftJ3lbindpuhCf0zuLVSeTKs6RSa+6S87mZP8BwfHll2h6XFwx0bp0ZizLmbVMlJSCbKoy4IgAAIgMDcEpgNm8CzvErOUdwNIFf5IqYgPvX+lACqW/tdjMWbK+UtyqkwMkLBAv1iMLWYlO2YK5Tf/pP+3bvrxSRquOUdRXiqvpiBeD18YAkcWAIQ7uz6M3I2REt2zb3PwxxGMecT6MYH2Su6+4QnMyqPCN2leS9o3HZq+QeO3XQSkgEUVAUBEAABEJhrArNhEyT2kXYb0hTu6hexgGmRAjsitVtk4EBUju4XqQNVVaXkZugalQEF8XE+aali9XoW+mlfRsn2IlJAn/DGratSmQWhkbd1vUdGzDOx7QCr8IE5cCA883v29Ks0wHB2NgG15unmDn/9ozlkcvKgZdjNnLQJISAAAiAAArNFYC5sAtE36TyIDezPZPKrbSSHgSrljes85Cc4nF68oPbb3Z7g1vu0lEBKxDOyD7hjnMprHVdvDdlwr6rymq9y88KycUDGArRIvExmlCED5yJv+V7ijgPvag6FOwzS8ROoGVoYE6op8kCEtn5PJTnm+BnKops51gDiQAAEQAAE8kpgLmyCUt8OFwuFKykQUDm+g8cFZJFvK5LRBBkUEGEC86aD+ijzewM+8hAwVl4XoHv9wen7F+yIkWP8rW6m+9VfbpQLaB7+ZzLQ/kRVWH8HgHnTAd/BKCPrstS2hf173NI/L/0H5FHoX6+i9ZVbr+lPY6cfDx8EQ8aOA67J/X4t5L9/TTeHIIrK5+f2ioxlyNzD61p5HiLXgTIE+3fryu0UqYX6JghToqI5nyCr9xNk0U27kcA1EAABEACBAiWAs5ILdGCgFgiAAAiAAAjMMoG58BPMchfRHAiAAAiAAAiAQBoEYBOkAQlVQAAEQAAEQGABEIBNsAAGGV0EARAAARAAgTQIwCZIAxKqgAAIgAAIgMACIACbYAEMMroIAiAAAiAAAmkQgE2QBiRUAQEQAAEQAIEFQAA2wQIYZHQRBEAABEAABNIgUHg2gXxzkTrUII0eoAoIgAAIgAAIgEAuCBTeO4vIJuhsDtFBBi3qpMFcdPPMyOZ7pxIE3fRU9T1rcyGcvfeztt8+Ld4uqMqty47dvTwnoiEEBEAABEAABGaLQOHZBPnsuZy8l+x9ueqaXDaTJ7G5VBGyQAAEQAAEQCAVgTzHDsSZyB3DLHJUnkqgHzwU6VBnJTtc7AyYzzA0H3lgDiuYrvvEYYkZlhNPD2++4c2fXdJuI3fCDcP3v/Qe4z+8+bOX+D/5p+1tQxtRR35+eCZpe5fevl9Ii730pqivNSQk0L2idfqMnFBiyLZQkk1aiYukgJCm1Muwm6gOAiAAAiAAAmkQyLNNIDQ42efrXTs56fUz5t8/wGfXyNHeRnnAcUuXh/nrVfZAbavt6cnDHZXhkN+rnYm8RZ05SAaBfr3fFWruNE46TKPjoso17iWMXe6LvCdvOBGm+MKSb31tqfjX5acfZ3tfrj72/JU1kfcfJUOBiohB1Dz4+WMvVx9+cPGL95rsCac2X4k9ysq5EBL4k3G91tl/ePNVd/Wxp0iBqR9x4bqzofrYy5+/u/by07fqtgLd9LtHH2ff59fZ0OOXNBsi3W6iHgiAAAiAAAikQWA2bILQih2t1YxVN5JREBofIa1qt8hTCRkrXb2R/nvxnNkrYKu2v8/iOaDzAntPh1hp1zaSTALXkmx/b3rnJpvkr13GZ9lX3uPNX3r7R8+zmgeX6WGFm54SIYZlS9YwVcdsNJTXfpqmed2eoKl9l+Y/4J4GrQyxT3+fjIxlSxuox+en9H4Orfocz2ZYe+VNJHx0il16ry+it77069/ktsKruh8iwhoe/GI5W1p7PQ3Yhxd0x0YaI4wqIAACIAACIJAegdmwCTzLq4Qywg0gV/kipiA+4mTk5KW6lZ+nLE9PNrYkjIxQsEC/GEwtxrYRMctGfhe5xGKR3w2xxQ210klgLktWKgPmvQvn6bo299/6/pC1GncqiM8TytMgfr1qSTn/39Kvt1cfa6d5XZWaSpr1qSy/h26hhMSxj6zSEnT41Mpl/Er517507OUvfV38jAICIAACIAACOSUwGzZBosK0s4CmcFc/jx209fvT6E/tFhk4EJWj+0XqQFVVKbkZukZlDEJ8uDci01L+tc/dxJf745FXLrNbP2c33U5doD0FfGpfunIViacURTX3J07/mbbtXD82+mHuhEESCIAACIAACKRDYC5sAqGXdB7EBvanYxNoPaltJIeBKuWN6zzkJziccbwgEcvyr9zKg/S0mfAmt80GwthL777I1K9E/oEM/+e6yCiGyhV4jxsotVfekputkrlWFfJAAARAAATmJ4G5sAlKfTtcLBSupEBA5fgOHheQRb6tSEYTZFBA5B6aNx3UR5nfG/CRh4D86HUButcflDEI8/6FDIdKzPQU2kicg1+8l+f5b3v8svEmg7VVlFo49Phvta0H5hxDI59g89NGLmHaulBwYdlNKjDx26fZlYdNgYa0haAiCIAACIAACGRNYGG9n8ABE23zu/X9NeZXGIn9Bbl7qVHWw4MbQQAEQAAEQGDWCMyFn2DWOpdeQ+/97PH3h+CoTw8WaoEACIAACMxfAgvbJhBvDRJvNoSjfv4+4+gZCIAACIBAegQQO0iPE2qBAAiAAAiAwHwnsLD9BPN9dNE/EAABEAABEEifAGyC9FmhJgiAAAiAAAjMZwKwCebz6KJvIAACIAACIJA+AdgE6bNCTRAAARAAARCYzwTms00Qe+62kvbXsho97WBi/m6ibF5AlFWjuCkHBCLtV2R+PmYO2s1ExERP596DM37/ZiYtzrO6QwfbO3uyOBt9nmHIWXdmxnM4uLk9Z8/z4NG9DwxMZNWzmfUiqyYL6CYahc7jY9MUGhvo3Hw06VE6024pEptAnJnkE+csp1si+yq3XtPfdh2vL/Ycmt85OP7D5JP9si8+IU9JTrc1u3pmw0IcmfhD/ZzDmYjN2b10OjPXyvJpezsTxklVofc+WYSnca50DrpW++3uk+7bAu/MWBT9jYm/JfqjSvolRd9ECV+I/ErSWybOx8tWlc1Yw3kmIH78gfbgYDqdisfPsrKV4mWmBVyKx/IrIJ4TFy6yNcuz+tsooF7MwVM5Nj7BVpRWTGs5Nj7hypBnkdgEGUN+rcO92x/eqQ40FG8vNp1rfOZ9OsJAO5kwY9mZ3XDrMnlYIn344cgFVMRRjaTYU/zVzjUPfp7/nOv3NCixvPuzdJzjVb5A+JrmhxJO1s4Y++CZoaa1ZBJOvH6aNbqSfEmVrSplZ+kPUitjA/09pQ0P1TnfMny6pwimtIyJzfSGibFoaYV+bmgyaenXnKlOM7m/eCy/GfKs9h5r27U9i/PnbOhmD20seird52cmo1qg99LXlO3cP3Q8mrGNlcX7CWKBzspm6bijYwlbfPRnHDlaQicReNyjgTr+rw5+ZoG/v61VTMnyn7LoF22E8PMOOps3urtOhptDRmXz7VKIp6tFHXngNEAUNag8e/+kdBLwIt5ePETTM51KLNwGu55ffPfzcpYin8ElMhFEoTMPq67RpVrvosuxl97c9jiTN4qf9aMQaM1N7z4Sd9ZqRxVMu10J1l6c/JUwqWE0KrQiBa58VeqjaWuvoYMQJyLJrgtRNHnLI56t/TKjYwTq7INXrnmcW1SM6QC1OqINXQ6zitUVsO+mYMUe/Pz3WYyomoVLfeTtunBnVqLeWOCOVSP3fSCfP1XeCfiu3sq6zwdun25MW+iQY+CucKL3ssnr+K1H3s7u5S0/UEYAOQn6V7W0NPFVLP0c7NFku9yqDpd/ev2hlk1mPfjF8fpjW4RjilbMnWNb27wbxL0kf2dU/FTakHCXzaiSeyMoXYVl25UaXMLxtbtuHlf90vpCC9kgu6VlZVjKN+ozQwjTO+4gxEYF7RLJ7zyoPPw1+7TuWPHy6+XTgbu8CgWzESJZ7WNBicU8NPasOM8+iZCeIV0TR9VN3ddGzTysnKc+4pbuSLUtzSU0anokVB/pyulNXraTRs3llZ1K8rAlwe30vDncYgbLqGkb4PpF6tER9lBL6QvyedaeQ73vZoWtjzdvpXed9tdhIpN4i/EXl3qAzMzNz+dOpvdC77RDNx0eCZvRTErc/pem5yfhz1D9IRNv7dvAToJ4JLS/F16BBPZVqL99uz9wOfRs+ncU7+apRu17IN2uxMbfnZz6IO3Pha4nF7Pdf93Pb3nFv3sxC7wi7+0P0PWbu35j/CCuizpPdo9amnAQ8ptuD1UWQhKET/7rX7Pdiz0vX0hPz/NdXuYPWzp18fkHB2+4fug1flH8/OD/PC8qvPakvDg5NfY/77l+8IYnLxiqTrty/qf/dsP1//b8GK8vfh584qQmUAm/8IQuZLpA2dDJIbrxngf/jd8rf/7pRaEJafhv9zzI9ZE/i4aEQKWt6WcHIRkMpc7HpMN0DqYui9bNXZZambspRAkmlq6ZtbLvphBCTDgKk0ATZDNwJ1b64zHa7WG7w5an5S26xDzd59N6hH7Te8+TvSNTH4y8/NQ9L/8m+S2RwO7/GPhXWYfqq59Jwu7dT/yrhPybI0/qP39A9afLtFz81//rP4rW5Y2acP5zcmV467v/r4iuiUnIPU8qxXgddf1fn9j91D2aTL0XZiGTpIkSKFq3EeL01UHC7buptf4BF6404ULssDgL0YQbwB1ZcSHaQKT+orN0X39u+WgqsJbRNPhMk2ztHX8MLI+EppW4yDlwUXysbR+P1A+t8/Nmd68FrKlF83UTN96Xp+7Z/dQR/s2sX//XI+JPw/z887YsTKxClARLHX67/hhMhzbtC81S3/it5U9M63Kybto8EklGM+3vVcvzY3psTH93qR5C7ctHHzj9IXf4A5ePlv58muSnwXP645Fh7CDeG4qTP2CbWICJk4ujvWp1vKXfz0LNR3z7ucPggDy6UB6F7G/gvgSjOAuhOtq9VVUkQROeroGj6o2MBD1VX7TctLT2eurq1KsU0b/0Xl+E1Vy/VOp0zd2aY2DZkjX07/NTGQfUpcAHlwkHAz95mT3//gm99ecv2R2iyIZWfY6HEtZeeRMZeaNTWvXLa77J9ZHBjguUMiLCHDd984tC2+W3PLiYRX4XuaSqOwjJEFdC9WVf/JbRhfEjtEa/9XPCoSLKrctEBGTpylXkAeKaxCK/GyKfwW3imGnRnRfDxrGQpjMkRwwmbFo3hewh9unvk69i2dIGer74QFjOjC7/2ueswu2FCEnlBPHUiGUkKaYw9UFKJ4HsJPkh2bpqWsdTNC5ldLOcwnUX4zy7J378sTDb7uZr/cFwX9TlVQ7V+HCvkUBgGzG1XKSwhQwNjg0ED7KGQ9J5wMitmtQNKFtvUd4F0lyLL/Iboys0J4Q+2jz+OsH0NZz2SL1gEsKq1zWxiQt8re8gxOFRGzwa7HF5Nd+JVil+vDtatv0W5SDRuynHfrqT016IqEnr2gThmbFyUFuNoMbQqGX2rltG00kQs/aOV6NHgrlbNB97zSaXHnLiTBgPP9Xs21KWXUDd+Xmz0dAa3jLIW4CL8LzMeuGx6jibttysadICZJaINX9m9BEnITWbeFhh6GBwqMkr/WdCoIwTJXsk7NgOkx+lZp/Vx6b9dSTm6Dh103HMcvCLoRfCE01e9Tc4w3AGuaNkSpPKCXD8A6e/Tvu4m1OSQfKOZmgTTIyEmDrmmJL+KF5gKrWtXj+Lh0KlXQd4BEEvnqqE0GoyIfpd5atXZDtE74ycnH5ree2n6auVpis5hzXUcj85L0YqnB5ByLDhsY9o4PTJT4QDTMXIJ7AE1LVshuX3UKxdRDREWbxSepTXVsn8g9joh0m0cRCSof7TqguLRNhP0iJx6+oZVb9QqR6d34ySY//y07fKXMVEhqZ8AlNQZlo3ldxVS8SDIxIdeGbD1AVpcNqXRFbmWl9c7QmeG8kcBE/Tbd9LsYNomP9Avr6eYIqc6gqyCeJjZH+I7+V6GTWgeUukI4jC/2LXX6ty4uwiptOMBvkly+f1eN9d7XtJk83twbPGjGLXMWqFTRzslJX37ryoGxNUuUxaKlQq6lqOGV+pNVu1r/UNW3Zx7zHlOhiq0le2OZvPSch0Zazd134vviINDjT5GYh4Q3Ly0Iu9EKmS3h09hcqZVc32loazQYElVQK2VUNDFcsEzzlrGY7V3kPuiZ0CuHUjCTfyjN5xSdSdMlNiimYFas8G74i7fgO3vbLIP03yvE0fHRF7FiYvLwZ5rhKL8k0E/NPZt0abwnk19WDTTzXbLdkD0405yrCRdqSwrXmnZCv8T0kKvytcJuf1ZI+E3TPOB8K1TsbULMUmwdCpm6ILto+E42jaqWJ7jacKGY8xH1ONM/3d7Vsh/5ZTbZmhR4KWBPHjF9Z6m/hiQ3tynP/Ac5hgSN3K0CYoq/LwpfzoZNuk9tGDtpGOoN/j8nvizfdZNgiERhKCs8mE6KRj5+gBLa2qSns4jIpXVW20uUtbfUZoDqv9dK1c+FIY+94pHrnnSXDLaBmaTan4JH3fmiY/EmWe/7IR6XSPmIDzX9Yuu7uW208nwlOUHnGLXWqk0ORTK5cxYRxQboHKo+QkDRMnp6pemqLvlTTL2+dC3tVZPDxiymxwUcS0bdcxbw2Ps6bMnyqrIH+ZWvFoUy9Nw9rOgomePrXu57rbZkebjYbhforBC+eEmFe8u0gB+UlcdltR8O8Foa366BO/Q0qj7SKGCzEVXkd+BWecF+kwsemp0bybpjr2Cx07IRYDS59ok7Iq3fQDjqVl+8Vg6n1uNsnb5glejKYpF5I/MCSczzHm7/ppU7uYFI3CrUA+eRBwMW1QE8JioGpmmyzNp51Xc3jeHCTo3i9uyKrucJ23txjPm+bScMpfE6JtjLmylSsmzvPniBbNZcro5KMm/qbUR62kuQSnR8JBc/sseoeFsl03hVyHR8JhNDMYBuPZ4C4Qi2OPm938W6XsYGfq/TWD4bGV1WWr2FhMM9Md/8B1R0Kimllu4sjQJiht9JSSn+DwtOUb5QzyvMIdW1oPuD2h8H0BYSeWuzweih30WZPAHYWY+jR8mNIYPesalcNBmBGh8ZH0BqeqyhsaeTuxrggfRN5/+nkjcCCryNV27KV3tUzD5K0Il/6ltx/VEt+kr3vo8Usm33h6eqZRSznM/0FuERx/lZwQZk++vQTao1+yZEbb9AWr5y+Rz0MPsliauvT2j7gmV1KYQzhgLj/9EyNekEa30qwiYyXvHxF7OC1BihQCYhSoWF9liVhRjuGSK3zPTd/BO02UtNNp3a+2HqRStrR0DZvoPkKeYa90jYoivxYpH03Ps5OXaZWpCvkGE99SQDlBPENQfr/TdyvroYVReoW7K6Knp+/lE18lNksr8yJGb0H3efArw8G7tFCIkxAH1fhKsTdqt8tcC7KIblqL8LWYir0Qy5LIMLDSZZU8EuTEUNdKjabdpi8+XpbtkeoBUPeKh0Q+EtyR3klPC/cK0JJd2n80H/PbtWdP1uPe4zT3Zzo9bw4jJHfKkFdMz3rjT539qHHdHLfe6M9z/HiP9soNiqaRfIpEMM2Lzshujp963faVEkkeiWnKk+To6eHpf8MmW5YnFervrrDrZqJQh0fCPJp8d3FKJ5OSqx5jPsQWN7q52ZT7a6LB7uXCv8KGKPm0qYH7VJwfTuHgkYUnFepvKeDxPlW0ndUOj4Plchb7DqwbAVz9k1uq5E4Ev3eylXv/ZAVtd4DYTRBSjepbBqYLqZX7DrSa+i4GdWdswFcZlr9Mb9/BT28e/UdrHoPMhCcBNz1lbAsUGexC7K3L9rJLu86LXQNaTYOV2gWg7y9YfPdTn+679/01SpR584K2ZUDuOzDhVu0mS8g3JfPrN5rl6JsRHITImyL7Sty7KZ8uvfC5rSjVqHkjhl0fZXtWXOZumnqvumbd9KH93mmPhtokIqsZcOyF6I3NaN+BTLDfXj0t+9fyh2P+h0wmt+RL6wnMlGC8dbzTujFBbUYw5R7r6egUK63oNjYd2O9ccFLEyLqnGlpyuHVbhH4r/+o832CzmcIkxOiRgxBHItbce12OUzdJjpEfbmCxSw63aGLOx7bf5ZEZQNLDzNCyVUQkxltG0yG9XEIxMtj13SI2uzm07QwTKrE8ZtnDIpUx7Qdx5u38vNndo2vi8h5a3m/d8GLMZCql37oLZpo4jbB5U4yQn5BaP32/iZzztL05CU++U1ct+wiMzQu2Oxrsu+nwSCQbTXFLOrt+jMeYRq3+fKfaguTQd/s+isqUGMRzL/gDQEFAzedn+wduedis30KZbVnS1MnCJnB+MGf4G2ETMLWhcYayXutY4mZh6260GYosotvFvruNM+s+twDOahsURd+FTWDskCxcHmQSHVg9zSIsXH2hGQjYEuDf6Tb760Brlgk47PSbZS1mq7kMYwezpdaM27muNbzH796XLEVtxm0UpABaIl9RMmODgF7hQNmCS74l3lhQXIXsIfeJrscSXETF1Qdou9AJiKgBfwuC9tqAhQ5kjvovogb8jSO5einTHPUjk2bnq5+AM5j25qJMwCzYuto7gqZHMYrCT0C5FL03LFT/0IJ9aNFxEACBHBEoJJsgR12CGBAAARAAARAAgSwIzNfYQRYocAsIgAAIgAAILGgCsAkW9PCj8yAAAiAAAiCgE4BNgIcBBEAABEAABECAE4BNgOcABEAABEAABEAANgGeARAoWgL8aIZUL/Cfu87Ru2VSnBMxm7plzIreYJN4hIGTvoXV01xQ5T3abLwOLxciU8igLX+pTgGYBS3QhCAAPwEeBBCwI6C9DZSmk9QvyScBYhZJc5Km3edpyUw6MvrxP7M4funPf9md5ZOvrjixysVAFFZPMyBI7/5L98XJGUjNpqrtISDZCMI9OSAAmyAHECFi/hHQDjugN9Izx5e9G92mo3HYPjozSb68PUXJ8mwSq1Sbw4VTtTvz36c9/xXWt7wTK+eBqE7j7CuJM+PToWY+CjmS4HBuEB180EQnIdmcR5yjdqeJmeGZwvlSa6HKze/7CcQhBRu73Ceb5VEF/HCEWoHafN6Bv79NO1zRcuSBcd102IFZyEIdNPQ7nwSsLydXLRlvVrdtmpwEZ9Ydc8cfMI4qsK1nede6qKHeZs8bHa9XL60z3jAv34dPL06XRySYjlTgdU5NO9JeHoKiXlmfQmfRvLmzRv3p735nhlitY4YyNkLESQT71p3aqR0TYBzqaAg3v8nfTCbpG/6pg0fYViHZ5fY2ng7S+Yri5fCWExym8UxglXQghM4WenJE+FEUgq3p1fe8odPr9TfSG6Nu302HB9dm1MSL/Vd41SORcIKAaYBMxwqYzgKgEzLp5Gs5vuP1/FAD00DYPOGqvt3hBVJlm8Ma+Nv46U2LdJyHPEgpjefNfFqB5TQNu1c4W4424Gd+ih45HKVheZKNyuYDLMwHFtgdpZHPL5Vikj0LNkGIlXaNtvjKhztKgn55TlLkaAfbIuwAaQQoW0EYCobdoHE03VhMaKFr8RIQE89DLZvYQOdjzJv8kGJxfk+Q3dLSxCfOsa1tpnNgbQnYHSpjf7SPmPhZKWsk4WLO613XopSxHP+j/6XQ2TMT8vQU8SXO9iVVJuGEFSlFTBhl6sYEVe0adRYizm6m73HTXWbhptnU2rXkj42cnOThPZpZIA5z0s4TEocTOh+VZJJuMxBDPQNlTXVliQcN8C5MuOJlYnAtb7+3PR3KoZsOHeM9shs1XT0xga3xqtfrWgbIEMm1OuuWj4ehIVfvYll0hTA3rY/EdM3HBo7H6jZtmGZuWlo0hKg5WxolFiPMvqNmDc01bI/jslQ2qepw9ID90262q8zP2MI6vyDTr+FZiB14um4RL58X5x37z/AjCGqlQUCldPVG+u/Fc8YxqdH98pzlhJJ44HKmHUV9EEibADkzGT/VnlEcOvnpumISDR5cUc+nYXEe7gXbA2FNTdt5Si1ObApbGIfKs4k1DWKOF0cn68VyZLC6OnSQjlX1ysqMV0h+JOtwcGeUDqPjx7CaCp15P9GkHXGboKpVMXGTvRB+BDBfTMuFnV7ixx/jB74pm4nYmrqZ9tjwijX7ttTw20sbHqpjdJIvP1raEq2wBAvsWAlE0VPRREQ1ZBBIVVz8CGOz8qxRaU5nCuvX7aIPmXXTedRKNz3knjg+zE/d1Q0CWiWbGep60MHEPS7NeBUoxHHbvETZejUQdGCx0SGbeEoFGQSqguWk4BdMo8aq1zWZH3K90VQDaNHQUtkmIDU20E/nED6kxiLLMBn/w2T6Q8gPDk75t5yqEwvi97NgE2gc5fQvCy3920vEh05V1kttq5f+FWrulL/qUCcYVbf207Mcb66UtxxdeAcbLYhHsSA6yRPU2/fSAjQa5j+QU7QnmDx/niZRtt2tT34T57njOVnh+W7C4DBKfLhXTmy88GlGTUg84ttwMz9/PLHYJM3xmYBry1MdeRfKps33FiF8gnet0+YA/Q/zNB36vElr0aoqV6xprWWatxfC+PevPPSdijElU3fYxEHKaRca8kNgldFAAWzvGgE8Zbo7l8bVFspQE5opYJngrZOiU4KhzUAoDImTkGhUmH2JxS7BwrGbdk9F0lGrqKtnwSDTPAQcJrdj1l+bqAmnwaIiy5UzJBtCmoYapekt83aNgTb/PtFUooQJc4uG7cX7rj353ApMeDasbXKk9hVsUk+4NONvxKJqzfaWhrPyITdvuqn2HnJP7BTdPzisWuZWY7zvLslEOFG2qwfbQUhBfAPNvRKzaBPEz51kzLO8iscLgn6eW9A2OdnW7zdDqG4VFye5EcD8+weU+6B2C7+oKjs4EuaeJTQofgIVdS3HWhpctMZt23WMcgbJ+92W7Eg0vqAx5jke9T9L30TJit3Kks/92hf9cP9BbUFjXeDSt2qZlu3oJESorT6pQhjTl8JSbX3pHD/eHTUvrewTDBPX0yTB8iVuzBZiZuU81cfioqjZLq7vW9F3V9INlvRFL6YWUkZMaYROWDbmCX4wTFF/faXrlEjonGA4bb60WBXcgNNmU7tUyqTdnG5UcLPPYdSk/9y7qi84aL5vRanVtcPnfj49U2Kgxlab/CxDxid73Qp0TDC0kFQmnal1Q4gluTKd5FPDdWGh4KCJvqbno2l255Ru+gHvZsv2i0Hz5h3+l0vXucUgtzUKe8hrMLFEAB2EFP8XWA56MHs2QSTcHGIej4uHEahw44D+kgf2W2wCrUe1a+0vN5qcXznoPUSAwHQC9CUlvna1rQdJGAkngem7eF96z6ej3UChXAqWK8evee3FUxZ6jKUqX4irou2ZZOQZjp96PVXkQu9M+fKy6Olhm10S8TFhiXOXtUgdM5dEL4i9EMu3vDFbVJA3PnraMr3ZobUxMoxq3DBSkQIxT9AEnFCfPD085c2YRexYaQLtB4Iv9EWJH+/hi06zNcaxMHe98q/oNUUGg1yhptlNpYLjqOkB9Zpr1010DyhD00E4hTMmeqPTjFHzEn84eJfFoUW9kwOdOMTc5SDK4MBxejx4i3pNkxDNYSNB8WjFShs/ii7cQUPpRlKFh/zFdM6LHBo1mjZ68ksOsQCpCY+19ZAzLFVBQCGB0KzkGKo2PV0tAZ94biJHS+rln52rv5/V118USYiWTQfG/gLLpgPyHogsRRQQyBMB+nI/vlbmrJ3elDJHj2np0PJr9Oheuwxqq6ZGCreeeq2nwVOAn5LbZaKiJTfelF6uNST/ghJy4EV6uSimTQr2pCx53VrSuH6R1p2034F2PagEBZJh5KsbjdoIcdhDYVXb0NwhvdxWZy3trlxt0yijWUQkGJoS42X6ob6JwynznOTbDIRs1Zp+b8lRT8iuN8bIPED8MdDtKXO6u12nrLsAxKhpeZTmTHs9pcAs3GjUTkkbyYYCBvaER0u/S99HYGrRslmANh0ky3hN6KxTqr/tThl9aCyj6fAXMX2bjLJObOsn+7PK01dKcYmdBZuA6aZAcaGBtiAwlwTstifMpT4Ltm3bLR7FQMN2T0QxKA4d55LA7MUO5rKXaBsEio6Ac8S36LpS1Ao7bVso+E7l5NVYBd9LKJhrArAJck0U8kAgFwSKdirKRecLScZcvEM6J/1PJ+8vJw1ByLwikN/YwbxChc6AAAiAAAiAwLwmAD/BvB5edA4EQAAEQAAE0iYAmyBtVKgIAiAAAiAAAvOaAGyCeT286BwIgAAIgAAIpE0ANkHaqFARBEAABEAABOY1AdgE83p40TkQAAEQAAEQSJsAbIK0UaEiCIAACIAACMxrArAJ5vXwonMgAAIgAAIgkDYB2ARpo0JFEAABEAABEJjXBGATzOvhRedAAARAAARAIG0CsAnSRoWKIAACIAACIDCvCcAmmNfDi86BAAiAAAiAQNoEYBOkjQoVQQAEQAAEQGBeE4BNMK+HF50DARAAARAAgbQJwCZIGxUqggAIgAAIgMC8JgCbYF4PLzoHAiAAAiAAAmkTWBQbfzftyqgIAiAAAiAAAiAwbwn8/4RTfzkAa092AAAAAElFTkSuQmCC)