* 1. ***TP N°4: Interfaces, Excepciones y Enumerativos***

|  |
| --- |
| La siguiente guía cubre los contenidos vistos en la clase teórica **3. Java Enums, Interfaces** |

* + 1. ***Ejercicio 1***

Indicar si los siguientes fragmentos de código compilan o no compilan, y en los casos que sí compila, indicar la salida obtenida. Justificar.

***1.1***

|  |
| --- |
| public interface A {  boolean even(int value);  } |

|  |
| --- |
| public interface B {  boolean even(int value);  } |

|  |
| --- |
| public class C implements A, B {  @Override  public boolean even(int value) {  return value % 2 == 0;  }  } |

***1.2***

|  |
| --- |
| public interface Greeting {  String initialGreeting();  } |

|  |
| --- |
| public abstract class GreetingImpl implements Greeting {  public String finalGreeting();  } |

***1.3***

|  |
| --- |
| public interface Greeting {  String initialGreeting();  } |

|  |
| --- |
| public class GreetingImpl implements Greeting {  @Override  public String initialGreeting() {  return "Hola";  }  } |

|  |
| --- |
| public class GreetingTester {  public static void main(String[] args) {  Greeting greeting = new GreetingImpl();  if (greeting instanceof Greeting) {  Greeting var = (Greeting) greeting;  System.out.println(var.initialGreeting());  }  if (greeting instanceof GreetingImpl) {  GreetingImpl var = (GreetingImpl) greeting;  System.out.println(var.initialGreeting());  }  }  } |

***1.4***

|  |
| --- |
| public interface A {  int sum(int num1, int num2);  } |

|  |
| --- |
| public interface B extends A {  double sum(double num1, double num2);  } |

|  |
| --- |
| public class C implements B {  @Override  public double sum(double num1, double num2) {  return num1 + num2;  }    } |

* + 1. ***Ejercicio 2***

Se cuenta con una interfaz Function que ofrece un método evaluate con el fin de evaluar una función matemática de una variable real:

|  |
| --- |
| public interface Function {  double evaluate(double x);  } |

De esta forma, se pueden tener implementaciones diversas que correspondan a distintas funciones matemáticas, como se muestra a continuación:

|  |
| --- |
| public class LinearFunction implements Function {  private final double a, b;  public LinearFunction(double a, double b) {  this.a = a;  this.b = b;  }  @Override  public double evaluate(double x) {  return a \* x + b;  }  } |

|  |
| --- |
| public class QuadraticFunction implements Function {  private double a, b, c;  public QuadraticFunction(double a, double b, double c) {  this.a = a;  this.b = b;  this.c = c;  }  @Override  public double evaluate(double x) {  return a \* Math.pow(x,2) + b \* x + c;  }  } |

|  |
| --- |
| public class SineFunction implements Function {  @Override  public double evaluate(double x) {  return Math.sin(x);  }  } |

Realizar otra implementación que incluya al módulo Function que permita representar la **composición de dos funciones**. La clase a implementar debe llamarse **CompositeFunction** y debe recibir en el constructor dos funciones a componer, como se muestra en el siguiente programa de prueba. La salida esperada se indica en los comentarios:

|  |
| --- |
| public class FunctionTester {  public static void main(String[] args) {  Function f1 = new LinearFunction(2, 0); // y = 2x  Function f2 = new QuadraticFunction(1, 0, 0); // y = x^2  Function f3 = new CompositeFunction(f1, f2); // y = (2x)^2  System.out.println(f3.evaluate(1)); // 4.0  System.out.println(f3.evaluate(2)); // 16.0  Function f4 = new SineFunction(); //y = sin(x)  Function f5 = new CompositeFunction(f1, f4); // y = sin(2x)  Function f6 = new CompositeFunction(f5, f1); // y = 2 sin(2x)  System.out.println(f6.evaluate(0)); // 0.0  System.out.println(f6.evaluate(Math.PI / 4.0)); // 2.0  }  } |

Analizar desde el punto de vista del paradigma de la programación orientada a objetos las distintas implementaciones de la interfaz Function. ¿Se podría plantear alguna jerarquía de clases distinta para poder reutilizar código?

* + 1. ***Ejercicio 3***

Se cuenta con la interfaz Movable que cuenta con cuatro métodos pensados para mover objetos geométricos en las cuatro direcciones del plano 2D.

|  |
| --- |
| public interface Movable {  void moveNorth(double delta);  void moveSouth(double delta);  void moveWest(double delta);  void moveEast(double delta);  } |

Implementar todo lo necesario para que las figuras geométricas del ***TP N°3*** puedan moverse en el plano, donde mover una figura en una dirección implica mover en esa dirección a todos los puntos que la definen. Actualizar el diagrama de clases. Realice un programa de prueba que mueva a una elipse.

1. ***Ejercicio 4***

Se desea agregar la posibilidad de mover los objetos geométricos en las ocho direcciones del plano. Esto es, permitir además mover un objeto hacia el noreste, noroeste, sureste y suroeste. Por ejemplo el método moveNorthEast recibirá dos delta (un delta para el eje x y otro delta para el eje y). **Implementar todo lo necesario, actualizar el diagrama de clases y actualizar el programa de prueba.**

***Ejercicio 5***

HTML es un lenguaje utilizado en el desarrollo de páginas web. Permite describir la estructura de un documento, así como darle formato. Para hacer esto, utiliza “etiquetas” que permiten indicar el formato a aplicar. A continuación se describen algunas de estas etiquetas:

* **b**: Permite definir un texto en **negrita**. Ejemplo: <b>hola</b>
* **i**: Permite definir un texto en **cursiva**. Ejemplo: <i>hola</i>
* **a**: Permite definir un **enlace**, agregando un atributo que indica la página a la cual se desea ir al hacer clic en el enlace. Ejemplo: <a href="www.itba.edu.ar">Ir a la página del ITBA</a>

**Estas etiquetas pueden anidarse para combinar distintos formatos**. Por ejemplo, el siguiente texto HTML muestra la cadena de texto “hola” en negrita y en cursiva: <b><i>hola</i></b>. El siguiente código hace lo mismo: <i><b>hola</b></i>.

Se cuenta con una interfaz HTMLText que representa un texto HTML y provee un método para obtener el código fuente.

|  |
| --- |
| public interface HTMLText {  String source();    } |

¿Por qué no se puede incluir en la interfaz un método default con la implementación del método toString()?

Implementar todo lo necesario para que con el siguiente programa de prueba

|  |
| --- |
| public class HTMLTester {  public static void main(String[] args) {  PlainText text = new PlainText("Hola");  HTMLText boldText = new BoldText(text);  HTMLText italicText = new ItalicText(text);  System.out.println(boldText);  System.out.println(italicText);  HTMLText boldItalicText = new BoldText(italicText);  System.out.println(boldItalicText);  text.setText("ITBA");  System.out.println(boldText);  System.out.println(italicText);  System.out.println(boldItalicText);  HTMLText linkText = new LinkText(text, "itba.edu.ar");  HTMLText linkBoldText1 = new LinkText(boldItalicText, "itba.edu.ar");  HTMLText linkBoldText2 = new BoldText(linkText);  System.out.println(linkText);  System.out.println(linkBoldText1);  System.out.println(linkBoldText2);  text.setText("Ejemplo");  System.out.println(linkBoldText1);  System.out.println(linkBoldText2);  }  } |

se obtenga la salida siguiente salida:

|  |
| --- |
| <b>Hola</b>  <i>Hola</i>  <b><i>Hola</i></b>  <b>ITBA</b>  <i>ITBA</i>  <b><i>ITBA</i></b>  <a href:itba.edu.ar>ITBA</a>  <a href:itba.edu.ar><b><i>ITBA</i></b></a>  <b><a href:itba.edu.ar>ITBA</a></b>  <a href:itba.edu.ar><b><i>Ejemplo</i></b></a>  <b><a href:itba.edu.ar>Ejemplo</a></b> |

Realizar el diagrama de clases correspondiente.

* + 1. ***Ejercicio 6***

Implementar la familia de clases que modelan a las expresiones de verdad not, or y and de forma que con el siguiente programa de prueba se obtenga la salida indicada en los comentarios.

|  |
| --- |
| public class ExpressionTester {  public static void main(String[] args) {  SimpleExpression exp1 = new SimpleExpression(true);  SimpleExpression exp2 = new SimpleExpression(false);  Expression exp3 = exp1.not();  Expression exp4 = exp1.or(exp2);  Expression exp5 = exp3.and(exp4);  System.out.println(exp1.evaluate()); // true  System.out.println(exp3.evaluate()); // false  System.out.println(exp4.evaluate()); // true  System.out.println(exp5.evaluate()); // false  exp1.setValue(false);  System.out.println(exp3.evaluate()); // true  System.out.println(exp4.evaluate()); // false  System.out.println(exp5.evaluate()); // false  exp2.setValue(true);  System.out.println(exp5.evaluate()); // true  }  } |

En cuanto a Expression ¿corresponde que sea una clase abstracta o una interfaz? ¿Por qué?

***Ejercicio 7***

Implementar la clase Interval, que permite representar un conjunto de valores en un intervalo dado. Se debe ofrecer como mínimo el siguiente comportamiento:

* + Interval(double start, double end, double increment) Crea un intervalo con todos los valores entre start y end, separados entre sí por una distancia de increment.
  + Interval(double start, double end) Crea un intervalo con todos los valores entre start y end, en donde el incremento es 1.
  + long size() Devuelve la cantidad de elementos que posee el intervalo.
  + double at(long index) Devuelve el elemento que ocupa el lugar 1, 2, etc.
  + long indexOf(double valor) Devuelve el lugar que ocupa el valor en el intervalo (1, 2, etc) o 0 si no pertenece al mismo.
  + boolean includes(double valor) Devuelve true si el valor pertenece al intervalo y false en caso contrario.
  + String toString()
  + boolean equals(Object other)
  + int hashCode()

En los casos en donde los parámetros podrían ser inválidos (por ejemplo si en el método at el índice es inválido, o si en el constructor se especifica un incremento 0) validarlos, y lanzar una excepción de tipo IllegalArgumentException. ¿Es necesario agregar la cláusula throws IllegalArgumentException a estos métodos? ¿Por qué?

Escribir un programa de prueba para testear los métodos de la clase Interval.

* + 1. ***Ejercicio 8***

Añadir a la implementación anterior el método count, que cuente la cantidad de elementos dentro del intervalo que cumplen con una determinada condición especificada por el usuario. La idea consiste en modelar la condición a través de una interfaz con un único método, que se utilizará para evaluar cada elemento del intervalo. Diseñar esta interfaz IntervalCondition e implementar el método count.

Modificar el programa de prueba de forma que la invocación al método count reciba una clase anónima que implemente la interfaz IntervalCondition.

***Ejercicio 9***

Agregar a la implementación del ***Ejercicio 7*** del ***T.P. Nº3*** una excepción no verificada para que cuando se intente hacer una extracción y la cuenta bancaria no tenga fondos, se obtenga un error en lugar de simplemente no hacer la operación.

Para el mismo programa de prueba del ***Ejercicio 7*** del ***T.P. Nº3***:

|  |
| --- |
| public class BankAccountTester {  public static void main(String[] args) {  CheckingAccount myCheckingAccount = new CheckingAccount(1001, 50);  myCheckingAccount.deposit(100.0);  System.out.println(myCheckingAccount);  myCheckingAccount.extract(150.0);  System.out.println(myCheckingAccount);  SavingsAccount mySavingsAccount = new SavingsAccount(1002);  mySavingsAccount.deposit(100.0);  System.out.println(mySavingsAccount);  mySavingsAccount.extract(150.0); // No se realiza por falta de fondos  System.out.println(mySavingsAccount);  }  } |

se debe obtener la siguiente salida:

|  |
| --- |
| Cuenta 1001 con saldo 100,00  Cuenta 1001 con saldo -50,00  Cuenta 1002 con saldo 100,00  Exception in thread "main" java.lang.RuntimeException: No cuenta con los fondos necesarios.  at ar.edu.itba.poo.tp4.bank.BankAccount.extract(BankAccount.java:18)  at ar.edu.itba.poo.tp4.bank.BankAccountTester.main(BankAccountTester.java:15) |

***Ejercicio 10***

Agregar a la implementación del ***Ejercicio 8*** del ***T.P. Nº3*** las excepciones verificadas para los siguientes casos:

* Cuando al agregar un nuevo número amigo, si se superó el límite de amigos del grupo se lance un error en lugar de no agregarlo (TooManyFriendsException)
* Cuando al agregar un nuevo número amigo éste ya existe (AlreadyExistsFriendException)
* Cuando al eliminar un número amigo éste no existe (FriendNotFoundException)

Para el siguiente programa de prueba:

|  |
| --- |
| public class FriendCellPhoneBillTester {  public static void main(String[] args) {  FriendCellPhoneBill my\_bill = new FriendCellPhoneBill("4444-4444", 3);  my\_bill.setCost(98);  try {  my\_bill.addFriend("5555-5555");  my\_bill.addFriend("6666-6666");  } catch (TooManyFriendsException | AlreadyExistsFriendException ex) {  // No ocurre  }  my\_bill.registerCall("5555-5555", 10);  my\_bill.registerCall("6666-5555", 10);  System.out.println(my\_bill.processBill());  try {  my\_bill.addFriend("6666-6666");  } catch (AlreadyExistsFriendException ex){  System.out.println(ex.getMessage());  } catch (TooManyFriendsException ex) {  // No ocurre  }  try {  my\_bill.addFriend("4444-4444");  my\_bill.addFriend("7777-7777");  } catch (TooManyFriendsException ex) {  System.out.println(ex.getMessage());  } catch (AlreadyExistsFriendException e) {  // No ocurre  }  try {  my\_bill.removeFriend("5555-5555");  my\_bill.removeFriend("5555-5555");  } catch (FriendNotFoundException ex) {  System.out.println(ex.getMessage());  }  }  } |

se debe obtener la siguiente salida:

|  |
| --- |
| 9.9  Error for number 6666-6666: Friend already exists  Error for number 7777-7777: Too many friends  Error for number 5555-5555: Friend not found |

¿Existe una similitud entre los mensajes de error? ¿Cómo puede aprovechar eso para el diseño de las clases de excepciones?

* + 1. ***Ejercicio 11***

Implementar la clase Polynomial y realizar el diagrama de clases correspondiente.

Para esta implementación **se deben hacer todas las validaciones necesarias** realizando el manejo de errores con excepciones propias. Implementar todo lo necesario para que el siguiente programa de prueba:

|  |
| --- |
| public class PolynomialTester {  public static void main(String[] args) throws InvalidGradeException, InvalidIndexException {  Polynomial fourthGradePol = new Polynomial(4);  fourthGradePol.set(2, 3.1); // 3.1 \* x^2  fourthGradePol.set(3, 2); // 2 \* x^3 + 3.1 \* x^2  System.out.println(fourthGradePol.eval(2)); // 28.4  System.out.println(new Polynomial(3).eval(5)); // 0  try {  new Polynomial(-4);  } catch (InvalidGradeException e) {  System.out.println(e.getMessage()); // 0  }  fourthGradePol.set(7, 1.5); // 1.5 \* x^7  }  } |

produzca la siguiente salida:

|  |
| --- |
| 28.4  0.0  Grado Inválido  Exception in thread "main" ar.edu.itba.poo.tp5.polynomial.InvalidIndexException: Índice Inválido  at ar.edu.itba.poo.tp5.polynomial.Polynomial.set(Polynomial.java:16)  at ar.edu.itba.poo.tp5.polynomial.PolynomialTester.main(PolynomialTester.java:16) |

Notar la sentencia throws en el *signature* del método main. ¿Qué funcionalidad cumple? ¿Qué cambios debería hacer en el programa de prueba para eliminar esa sentencia e igual poder ejecutar el programa?

* + 1. ***Ejercicio 12***

Se cuenta con la siguiente interfaz para representar una lista lineal simplemente encadenada:

|  |
| --- |
| public interface LinearList {  /\*\*  \* Agrega un elemento al final de la lista.  \*/  void add(Object obj);  /\*\*  \* Obtiene el i-ésimo elemento de la lista.  \*/  Object get(int i);  /\*\*  \* Modifica el i-ésimo elemento de la lista colocando un nuevo valor.  \*/  void set(int i, Object obj);  /\*\*  \* Elimina el i-ésimo elemento de la lista.  \*/  void remove(int i);  /\*\*  \* Busca el índice de la primer ocurrencia de un objeto en la lista.  \*/  int indexOf(Object obj);  /\*\*  \* Retorna el tamaño de la lista.  \*/  int size();  } |

Escribir un programa de testeo que use esta interfaz. Luego realizar una implementación de la misma y utilizar dicha implementación en el programa anterior para verificar su correcto funcionamiento.

***Ejercicio 13***

Dada la siguiente jerarquía de excepciones:
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indicar para cada uno de los siguientes programas si compilan o no. En el caso de que compilen, indicar la salida obtenida. En caso contrario explicar el motivo.

|  |
| --- |
| public class Ej1 {  public static void main(String[] args) {  Ej1 ej1 = new Ej1();  try {  ej1.method();  System.out.println("Método ejecutado");  } catch (Exception2 e) {  System.out.println("Excepción 2 capturada");  } finally {  System.out.println("Finalizando");  }  }  public void method() throws Exception3 {  throw new Exception3();  }  } |

|  |
| --- |
| public class Ej2 {  public static void main(String[] args) {  Ej2 ej2 = new Ej2();  try {  try {  ej2.m3();  } catch (Exception3 e) {  System.out.println("Excepción 3 capturada");  } finally {  System.out.println("Finalizando 3");  }  } catch (Exception2 e) {  System.out.println("Excepción 2 capturada");  } finally {  System.out.println("Finalizando 2");  }  try {  ej2.m1();  } catch (Exception4 e) {  System.out.println("Excepción 4 capturada");  }  }  public void m1() {  throw new Exception4();  }  public void m2() throws Exception4 {  throw new Exception4();  }  public void m3() throws Exception2 {  throw new Exception3();  }  } |

|  |
| --- |
| public class Ej3 {  public static void main(String[] args) {  Ej3 ej3 = new Ej3();  try {  ej3.method();  } catch (Exception2 e) {  System.out.println("Excepción 2 capturada");  } catch (Exception3 e) {  System.out.println("Excepción 3 capturada");  }  }  public void method() throws Exception3 {  throw new Exception3();  }  } |

|  |
| --- |
| public class Ej4 {    public static void main(String[] args) {  throw new Exception2();  }    } |

|  |
| --- |
| public class Ej5 {    public static void main(String[] args) {  throw new Exception4();  }    } |

|  |
| --- |
| public class Ej6 {  public static void main(String[] args) {  try {  System.out.println("Dentro del bloque try");  } catch (Exception4 e) {  System.out.println("Dentro del bloque catch");  }  }  } |

|  |
| --- |
| public class Ej7 {    public static void main(String[] args) {  try {  System.out.println("Dentro del bloque try");  } catch (Exception2 e) {  System.out.println("Dentro del bloque catch");  }  }    } |

|  |
| --- |
| public class Ej8 {  public static void main(String[] args) {  Ej8 ej8 = new Ej8();  try {  try {  ej8.method();  } catch (Exception3 e) {  ej8.method();  System.out.println("Excepción 3 capturada");  } finally {  System.out.println("Finalizando 3");  }  } catch (Exception2 e) {  System.out.println("Excepción 2 capturada");  } finally {  System.out.println("Finalizando 2");  }  }  public void method() throws Exception2 {  throw new Exception3();  }  } |

***Ejercicio 14***

Se cuenta con el siguiente enumerativo Continent que modela a los continentes:

[![](data:image/png;base64,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)](http://www.plantuml.com/plantuml/img/NP312eCm38RlVOeSbRbtK4e77ZP5sLaw35BGLBhqDBPddxDEtN98Fdxo_uIaTzQE_T0B93-0jCI6a1WU0gRAJbKkiu1djN6T1r3NgYZLZ8LKsMMHcwQPvn5gTeOw83tWefWfVBIZxpKRIpjHEzG_xjTsJhJBIVuYajKTpxO3jDRVUeGEkLotga-FlXjB7Di0KGpYALAaTlh46m00)

|  |
| --- |
| public enum Continent {  AFRICA("África", 1100, 30),  AMERICA ("América", 990, 42),  ASIA("Asia", 4400, 43),  EUROPE("Europa", 730, 10),  OCEANIA("Oceanía", 39, 9);  private String name;  private int population;  private int area;  Continent(String name, int population, int area) {  this.name = name;  this.population = population;  this.area = area;  }  public double getPopulationRatio() {  return (double) population / area;  }  @Override  public String toString() {  return name;  }  } |

Investigar en la documentación de Java los métodos de clase de los enumerativos y completar el siguiente programa de prueba

|  |
| --- |
| public class ContinentTester {  public static void main(String[] args) {  System.out.println("Densidades de población:");  for(Continent continent : Continent.............) {  System.out.println(String.format("%s = %.2f", continent, continent.getPopulationRatio()));  }  System.out.printf("%.2f", Continent..........("AMERICA").getPopulationRatio());  }  } |

para que imprima la siguiente salida

|  |
| --- |
| Densidades de población:  África = 36.67  América = 23.57  Asia = 102.33  Europa = 73.00  Oceanía = 4.33  23,57 |

* + 1. ***Ejercicio 15***

Implementar el enumerativo BasicOperation que modele las cuatro operaciones básicas: suma, resta, multiplicación y división.

Implementar además el enumerativo ExtendedOperation que modele las operaciones de potencia y módulo.

¿Cómo se puede modelar el comportamiento en común que tienen ambos enumerativos?

El siguiente programa de prueba:

|  |
| --- |
| public class OperationTester {  public static void main(String[] args) {  double x = 4;  double y = 2;  for(BasicOperation operation : BasicOperation.values()) {  System.out.printf("%.2f %s %.2f = %.2f\n", x, operation, y, operation.apply(x,y));  }  for(ExtendedOperation operation : ExtendedOperation.values()) {  System.out.printf("%.2f %s %.2f = %.2f\n", x, operation, y, operation.apply(x,y));  }  }  } |

imprime la siguiente salida:

|  |
| --- |
| 4,00 + 2,00 = 6,00  4,00 - 2,00 = 2,00  4,00 \* 2,00 = 8,00  4,00 / 2,00 = 2,00  4,00 ^ 2,00 = 16,00  4,00 % 2,00 = 0,00 |