***![](data:image/jpeg;base64,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)*** **Faculty of Arts, Computing, Engineering & Sciences**
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# Abstract

# Introduction

## Project Overview

Software development is an ever growing field with a diverse set of language choices, the TIOBE index shows Java as the most popular language of 2015 (TIOBE 2016) and Oracle states that Java has over 9 million developers worldwide (Oracle 2016). Java is a general purpose programming language designed to have as few dependencies as possible making it widely portable and understandable vastly popular. With an increasing number of self-taught developers emerging due to programmes such as Code Academy (codacademy 2016) and Hour of Code (code.org 2016) it stands to reason that the quality of Java code may be deteriorating. Whilst numerous IDEs (Interactive Development Environment) exist that provide syntax checking for Java developers no IDE offers suggestions based on the code execution or quality of code (NetBeans 2016) (Eclipse Foundation 2016).

This means potentially less well educated developers and shortfall from IDEs, an opportunity exists to create an application that will provide suggestions. The suggestions could be based on execution efficiency or code readability as either would improve the code quality.

The project application will be made up of multiple modules, a module to read, parse and store Java files, another to scan the stored files and discover areas for optimisations and produce suggestions, and finally a front end user interface to present the suggestions in a suitable environment.

## Aims and Objectives

**Aim**

The overall aim is to construct an application that can successfully parse a variety of Java files and produce a variety of helpful suggestions to a developer. The deliverable application will demonstrate the ability to provide a selection of optimisations upon which the application can be expanded to include more.

**Objectives:**

1. Research a variety of “optimisations” (areas of improvement) that can be applied to given Java code
2. Successfully read and store Java files of varying complexity
3. Explore the stored Java code whilst being aware of the context of each element
4. Identify helpful areas of optimisation within the Java code
5. Present the optimisations in a suitable and user friendly interface

## Limitations Remove this and detail specifics in the aims and objectives

The project and deliverable is intended to prove that Java optimisations can be spotted and suggestions provided to improve code quality, only a number of optimisations will be possible in the time frame provided. As a result of the time restriction the application will be written with expandability in mind thus allowing new optimisations to be added at a later date.

# Requirements

A list of requirements is essential to ensure that the application is fit for developers and expandable for future additional optimisations. The requirements will also serve as tests to determine the success of the project and deliverable. Whilst this list of initial requirements is produced it is likely that further requirements will present themselves throughout the development process and will be documented under emerging requirements.

## **Initial requirements**

**Research possible optimisations to Java code the application can provide**

Research will take place to determine a comprehensive list of optimisations that apply to Java code, the list of optimisations will allow the application to focus on specific areas. The areas of the optimisations to be researched will not be restricted as this will allow the application to be specialised at a later date.

**The application can parse a Java file and store the contents in a suitable data structure.**

The application must ensure that it can store a Java file in a suitable data structure, the most suitable data structure will be a Tree. Each node of the tree will have to represent a different “block” of the Java code, for example a package, class, method etc. will each be a node. The application will only be required to operate on one Java file at a time which can be assumed to only have one package but could have multiple classes. The different “blocks” of Java the application must handle are: Packages, Classes, Methods, Loops, Conditions, Try/Catch blocks and simple statements.

**The application can traverse the stored data structure and identify areas for optimisations.**

In order for the application to succeed it is essential that areas of the Java code can be inspected to determine if optimisations can be applied. The application should have the ability to inspect each line of Java and identify in order to determine if it’s an area for optimisation.

**Optimisation suggestions should be presented to the developer through a User Interface (UI).**

The application should have an interface with developers in order to provide suggestions, the interface should be simple to use and not require multiple applications to be running, i.e. integrate the suggestion interface into the developer’s current Java editor.

**Execution time of the application should be kept to a minimum.**

It is unacceptable for the application to slow a developers workflow, thus the application should prioritise time efficiency, this requirement is only likely to become an issue when the application is to be applied to large Java files with thousands of lines of code.

# Research

Before tackling the design and development of the application is important to first understand the parameters of the application, the parameters being the "parsability", storage and traversal of Java code along with the final output of the application.

## Optimisations

The first step in producing an application that provides Java optimisation suggestions is to produce a set of possible optimisations. All areas of optimisations will be considered during this stage in order to get a broad picture of current optimisation methods, from this broad list a small selection will be chosen to implement in the application.

A variety of different approaches to optimisation exist covering varies areas: Speed, Memory, Readability, portability, etc.

*Full list of the listed optimisations along with a more detailed explanation is available in the appendix of this report.*

## Chosen Optimisations

The chosen optimisations for the application will focus on the execution speed of Java, the two optimisations that will be implemented are for loop unrolling and Recursion prevention.

For loop unrolling is the process of taking a for loop that has a known number of iterations and replacing it with the same code repeated for the number of iterations. Unrolling for loops removes the need for a sizeable amount of Java bytecode, bytecode being the instruction set the JVM uses, without a for loop no extra variable, condition and goto statements are required (Troy Downing 1997). The table below shows the original Java and the compiled bytecode, the for loop code produces 11 line of bytecode, and a total of 35 instructions will be called during the execution (4 \* 6 + 11, 4\*6 being the number of instructions executed as a result of the goto). In comparison the unrolled version produces only 8 line of code and a total of 8 instructions will be executed to produce the same result.

|  |  |  |
| --- | --- | --- |
| Java for loop Code | Java bytecode | |
| int j = 0;  for(int i=0; i<5; i++){  j++;  } | 0: iconst\_0  1: istore\_1  2: iconst\_0  3: istore\_2  4: iload\_2  5: iconst\_5  6: if\_icmpge 18  9: iinc 1, 1  12: iinc 2, 1  15: goto 4  18: return | load int value 0 onto stack  pop stack, load int value into var 1  load int value 0 onto stack  pop stack, load int value into var 2  load int var from var 2  push int value 5 onto stack  pop two ints of stack, if value 2 is greater or equal to value 1 goto 18:  increment var with constant  increment var with constant  goto 4:  return void |
| Java unrolled loop | **Java bytecode** |  |
| int j = 0;  j++;  j++;  j++;  j++;  j++; | 0: iconst\_0  1: istore\_1  2: iinc 1, 1  5: iinc 1, 1  8: iinc 1, 1  11: iinc 1, 1  14: iinc 1, 1  17: return | load int value 0 onto stack  pop stack, load int value into var 1  increment var with constant  increment var with constant  increment var with constant  increment var with constant  increment var with constant  return void |

(Meyer and Downing 2016)

(Lindholm et al. 2015)

Recursive calls often require a large amount of stack space and can often lead to stack overflows, a stack overflow occurs when the call stack pointer exceeds the bounds of the allocated space I.E. when an application recurses too deeply (Oracle 2016). The JVM will throw a StackOverflowError when this occurs which often causes applications to crash. Another issue with recursive calls in Java is that they’re often slower than their iterative alternatives, this is a result of the heavy cost of function calls along with overhead associated with managing the stack.

The use of recursion is often to aid in the readability of code, recursive methods are often shorter and more elegant (fewer loops). Every recursive function can be transformed into an equally effective iterative function by replacing recursive calls with iterative alternatives (Drozdek 2012) and by doing so reduce the risk of crashing along with potential increases in time and memory efficiency (Mäyrä and Rönkkö 2007).

## Implementation Language choice

Whilst the application will be working with Java code the application does not have to be implemented using it, although consideration will be made for Java alternatives will be considered in order to choose the most appropriate language. A suitable implementation language will provide object orientation, appropriate data structures and rapid development.

**Python**

Python is a general purpose programming language with libraries for everything from networking and file I/O to Threading, it uses mutable data types (No type casting required) and requires little “Boiler plate” code so allows rapid development (McConnell 2009). Python supports multiple programming paradigms including object orientated, Functional and Procedural and is growing in popularity across the industry from rank 13 in 2003 to rank 4 in 2015 according to the TIOBE index (TIOBE 2016). The philosophy of the python language is described in the "Zen of Python" which is a collection of 20 software principles, amongst the principles are "Readability counts" and "Beautiful is better than ugly" (Peters 2004), with these principles Python code is easy to understand and will allow for the application to be easily open sourced and expanded by future developers.

Python is shipped as standard with OS X, El Captain (Apple operating system) and Ubuntu (The most popular Linux distribution) and is straight forward to install for windows. Along with the cross platform support for Python there are also a variety of editors available to develop in, for example Atom has syntax highlighting for Python as standard along with plugins available for Visual Studio, Eclipse and many more (Python Software Foundation 2016). Python applications can be run at the command line and thus would allow for simple integration into an atom plugin.

**Java**

Java is another general purpose programming language with a huge array of libraries, it relies on a large amount of “boiler plate” code but does run on the JVM so would allow for a very portable application assuming it only needed to run on the Command Line. Java would allow for relatively easy implementation of a plugin for an IDE such as Eclipse or NetBeans, and with my existing Java knowledge would not require a large amount of learning.

**C++**

C++ is another general purpose language that is closely linked to the hardware allowing for more powerful and efficient applications (Memory management, parallelism). Whilst performance is a priority for my application (i.e. a quick return time of suggestions) is necessary I will be able to achieve the required level with both Java and Python. C++ compiles to an executable file so would be widely portable but would only work in a console or using a GUI I produce.

**Final choice**

The application will be developed using Python as it allows for rapid development and prototyping due to its lack of boiler plate code. With its ability to run on the command line it should be straight forward to integrate into an IDE or editor. Python is heavily documented and should be simple to learn in a short time frame allowing application development to start with minimum delays.

## Data Structure Abstract Syntax Tree

Choosing a suitable data structure to hold the java files is quite straight forward, Java is written like a hierarchy, a package has many classes, which has many variables and methods etc. Therefor a tree structure fits well, the type of tree to be used is known as an Abstract Syntax Tree (AST). An AST is a tree representation of the abstract syntax structure of code, each node of the tree is responsible for managing a construct in the code though not every detail will need to be stored, thus the abstract nature (Object Management Group (OMG) 2011). ASTs are the industry standard for representing programming languages, for example both Netbeans and Eclipse, the most widely used Java editors utilise them (The Eclipse Foundation 2016) (NetBeans 2016).

An alternative approach to designing a custom Abstract Syntax tree would be to use an existing tool such as Antlr, Antlr is a language recognition tool that takes a set of rules (Grammar) and generates a parser that can build and walk parse trees (Parr 2016). Whilst an Application program interface (API) exists for Python to utilise Antlr it is limited to version 3.1.3 whereas the current version is 4.5.2, support is also no longer provided for the Python API.

## AST Traversal

To discover possible optimisations the AST will be traversed using a “Walker”, a custom Walker will be designed as opposed to using an integrated one in a tool such as Antlr. The Walker will perform both breadth and depth first searches of the AST, for example finding all the Class objects in the tree will require a breadth first search as the walker does not need to progress deeply into the tree. When searching for recursion each Statement object needs to be visited in order to detect all possible instances of recursion.

## Implementation Platform

**Eclipse/NetBeans Plugin**

Eclipse and Netbeans are the most common IDEs for Java developers, they provide comprehensive syntax guidance for developers as well as project builders (Ant) and GUI builders. Developing plugins for these IDEs is complex and would limit the application implementation to a language that will run on the JVM, whilst it is possible for python to run on the JVM using Jyphon (Jyphon 2016) it would limit the python version to 2.7.

**Atom Package**

Atom is a relatively new open source text editor “A hackable text editor for the 21st century” (Atom Team 2016) growing in popularity amongst developers. Atom is built upon Electron which is an application allowing cross platform applications to be developed using web technologies (Github 2016). Atom uses packages to allow extensions and add-ons to be built directly into the editor using the atom package manager and generator. The package generator provides the package structure along with set up code and menu entries, Atom packages are written using CoffeeScript which transcompiles to JavaScript. Transcompiling is the process of taking one languages source code as input and returns the equivalent code in the new language.

As of 03/02/16 there are 4,828 packages publicly available for atom, some examples of popular packages are:

* Mini Map, Provides a preview of the complete source code of a file (Cai 2016)
* Merge Conflicts, Provides the ability to resolve Git conflicts within Atom (Wilson 2016)
* Linter, Provides a top-level API to its users that allows them to visualize errors and other kind-of messages (Brain 2016)

The User Interface for Atom must be written using the Atom API and CoffeeScript which is not yet heavily documented, the lack of documentation can be overcome by the quantity of packages that exists which are open source. The user interface can be expected to look similar to current packages, see below.
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\*Example User Interface for Atom package.

With Atom and all of its packages being open sourced via Github (Kuychaco 2016) it will provide an excellent platform to make the application available to developers once completed.

**Command Line Interface**

A simple program that is called at the Command Line and prints its output to a file or to the console would achieve the goal of providing suggestions to a user and would allow for the application to developed in almost any language. The Command Line interface is not user friendly and would require the developer to exit their development environment to run the application thus interrupting their workflow.

**Implementation platform choice**

The application will be developed initially as a Command Line application, this application will then be integrated into an atom plugin. The atom plugin will have the ability to feature custom keyboard shortcuts for developers and maintain all of the developers coding inside a single editor. The application will have the ability to be indexed within all of atoms packages, making it easily accessible to Java developers.

# Design

## Abstract Syntax tree

The AST will hold the java code and make it easily accessible to the parser, each java container will have to be aware of its parent and children where applicable. The children will be implemented using Python lists which can expand and shrink as the java code is read in, parents will be implemented using object references. As Python uses Duck Typing the parent objects can be of any type thus allowing a statement to have a loop or method as its parent. Duck typing allows for a function to be applied to an object even if the object doesn’t formally meet the requirements of the function, i.e. the function will attempt to perform the operation no matter what the object is. The name Duck typing is derived from the expression, “If it looks like a duck and quacks like a duck, it's a duck” (Python Software Foundation 2016).

Class Diagram for Abstract Syntax Tree:
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Java packages will be contained within the *PackageHolder* class, the application will only be designed to handle a single package so there will only ever be one P*ackageHolder*. The only special attribute a package will need is a list of imports, the name, line number and all of its children will also be stored. A *PackageHolder* will only have *ClassHolders* as children.

Classes are handled by the *ClassHolder* class which will need to be aware of special attributes of classes, inheritance (E.g. extends Runnable, Implements Thread) and class variables (class attributes). *ClassHolder* will also have to be aware of the class name, line number and all of its children. A *ClassHolder* will only have methods as its children although technically the variables (class attributes) are also children but will be separated into their own list of strings as they require no special operations.

All class methods will be held within *MethodHolders*, the *MethodHolder* will have to contain the parameters of a method, the scope (public/private), if the method is static (true/false) and the return type (int, String, etc.). *MethodHolders* will also hold the method name, line number and any children, the children of a method should only be statements.

*StatementHolder* will hold basic statements, it is a super class which extends to three child classes, *TryCatchHolder*, *ConditionHolder* and *LoopHolder*. The majority of lines within a Java file will be held in S*tatementHolders* where only the parent, name and line number are required.

Condition, Loop and *TryCatch* holders all inherit from the basic statement holder, they share the simple nature of having a parent, name and line number but they also require holders for their specific children.

White space and comments within the Java are recorded as *StatementHolders*, there is no need to create a separate class to hold them as no operations will ever be required of them.

## Parser

To store the Java code in the abstract syntax tree each line of the Java code must be evaluated to determine the type of line. For example both a C style for loop with an iterator and a for each loop must both be detected as for loops. To evaluate each line of code Regular expression and substring matching will be applied. The use of substring matching should be limited as to avoid matching patterns in comments, for example checking if a line contains the word “package” could detect multiple packages within the Java, instead the work package followed by white space and a string, then terminating with a semicolon will be much more reliable.

To build up and test the regular expressions the website RegExr will be used (Skinner 2016).

Python contains regex libraries and will only require the import library being imported, substring matching is also build into the default string class therefore no external libraries will be required.

When the parser detects a pattern match vie Regular expression or substring match a new object will be created, if the line of code is not a simple statement the parser will have to know a new block\* has been entered. All future statements found will then have to be associated with the new block via the children attributes and their own parent attribute. To determine the end of a code block the parser will have to be aware of closing block lines “}”, once a block closer is found the parser will have to return to the parent of the new block and then continue to parse and add new children to that.

\*block referring to code encapsulated within brackets { }

Reference the paper “Understanding Source Code Evolution Using Abstract Syntax Tree Matching” (Neamtiu, Foster and Hicks 2005)

## Interface

The application will produce a textual account of the optimisations it has found, it will be able to identify the location of the Java code the optimisation relates to along with providing replacement code when appropriate. An appropriate area for replacement code would be when a for loop can be unrolled, though this should be limited to only showing 5 iterations of the loop as not to bombard developers with data.

The interface will be presented within atom via an overlay popup which will output the suggestions, the suggestions will also be copied using atoms clipboard API to the developer’s clipboard giving them the ability to paste the suggestions into their code.

In order for atom to call the Python part of the application it will have to make use of “Buffered Processes” (Atom Team 2016), the buffered process will pass a command line call to the Python code and the output will be recorded in an atom variable ready to be printed out.

## Testing

Insert test plan here Actual test plan should be moved to appendix, just talk about what testing needs to take place and a few examples.

A helpful aid in testing software applications is to have the ability to build a stack trace and user trace of the application, these traces show the path through the code. Any failing tests will need to be fixed and the easiest way to identify the area of code responsible for a failure will be through trace files. As part of the application a tracing utility should be constructed, the utility will produce text files detailing what methods have been called and the parameters passed to them.

# Implementation

## Development approach

A software development approach is a structure applied to the development a specific project, a variety of different approaches exist which all value qualities such as Risk, Requirements and feedback differently (Jain 2011).

**Spiral**

The Spiral methodology utilises a series of phases that cascade as the development process progresses, the different phases are Planning, Risk Analysis, Engineering and Evaluation. The risk phase primarily involves gathering requirements, Risk Analysis focuses on research and consideration of different solutions, The Engineering phase is where the actual development and testing takes place and finally the Evaluation phase allows for review of the application before a new spiral starts. (Boehm 2002)

**Waterfall**

The Waterfall method defines several phases that are completed sequentially, one after the other and moving only to the next phase only when its preceding phase is completed (Bassil 2012). The Waterfall approach is best suited to projects that have fixed requirements, as the application is to be integrated into atom which is still in early stages of development the requirements for the project may change.

**Scrum**

Scrum is part of the Agile movement, Agile being the response to the failure of older static development approaches that can’t respond to changing requirements. The Scrum approach has 3 main roles, Product owner, Scrum master and Team; the Product Owner leads in terms of vision and direction of the project, Scrum Master ensures the team is not impeded in any way from achieving Sprint goals. The Team is responsible for self-organising and completing Sprints, Sprints are time periods in which a set of goals should be completed (James 2015).

The most suitable approach for the implementation of the application is the Spiral methodology, each stage of the application (Parser, Walker, GUI) will represent one spiral, as one stage of the application is completed only then will the next have its solution finalised. The Scrum aspect of a Sprint will also be utilised during the application development as it will provide deadline targets and ensure the development process doesn’t stall.

## Source Control

With the scope and modularity of this project it is essential that the code be developed with version control in mind, having a history and different branches will allow for bug fixes and feature additions whilst limiting the introduction of regressions. The tool I have chosen to use is Git, with Github being the repository provider. Whilst other source control applications exist such as Mercurial and Subversion, Git is the most popular and most heavily documented which will help when merge conflicts arise.

## Parser

Using Python as the implementation language allows for easy file reading, the “readLines” method in the standard python libraries allows for each line of a file to be added to a Python list. With the list containing each line of the Java code I will be able to iterate over it and test it against the different regex patterns for determining the properties of a line. When a line successfully matches a regex pattern the appropriate AST object is created and stored.

An example of the regex used to detect different java constructs,

re.search("(package)\s.+(;)", line):

re.search("((public)|(private))\s.\*(\().\*(\))", line):

re.search("((private)|(public))\s((static)\s)?[A-z]\*\s[A-z0-9]+\s\*((\;)|(\=.\*\;))", line):

re.search("((if)|(else if)|(switch))\s?(\()[0-9A-z\-\=\&\|\!\^\>\<\[\]\s\(\)\.\"\'\,\+]+(\))|(else)", line):

re.search("((for)\s\*(\().+(\)))|((while)\s\*(\().\*(\)))[^;]|(do)\s\*\{", line):

In line order: package, method, class attribute, condition, loop.

## Optimisation detection

To detect for loops that are suitable to be unrolled I will first get all the for loops within the AST, from this I will remove the iterable style for loops. With just the C-style for loops left each will need to have its iterating range checked, if the range is of a fixed amount (E.G. 0-5, int i = 0; i < 5; i++) then the loop can be deemed as unroll-able. With the suitable loops detected each one is analysed to determine if it’s suitable to output the unrolled alternative, the criteria for this being if the number of iterations is less than 5 as anymore would produce an unwieldy output. Loops too large to be unrolled will simply output a suggestive message.

In order to detect recursion I will get every method within the Java code, if the methods have any parameters then I will attempt to get the parameter types. Each statement within each method is then checked for the method name, if the method name is found the parameters of the call are then checked. The method name and parameter lists are then compared and if they match a recursion has been found.

## Atom Plugin

The user interface will be based off of Atoms developer tutorials, a simple overlay will appear with the application output. I’ll use the Buffered Process interface within the Atom API (Application Program Interface) to run the Python application which will take the Java files path as an argument, the file path will be gotten using the Atom API.

# Testing

A brief explanation of the testing process for the different aspects of the application is included within this section though a full breakdown of each test performed is available within the appendix.

Throughout the development of each module of the application testing has taken place, for example during the development of the parser each new Java structure (E.G. Package, Method, Loop) was tested to ensure it could be detected in any format. Once each individual structure had been tested independently they were then tested dependently on larger Java files in order to ensure different structures wouldn’t be detected incorrectly.

To test that no elements of the Java code where missing I would run a functioning Java class through the parser and once it had been stored in the tree it would then print it back out to the console. With the output I would then try to rerun it ensuring it functioned the same as the original Java code. This output also proves that the structure of the stored Java code matches that of the original, I.E a parent is aware of all of its children and stores them in the correct order.

As a result of the parser testing being very detailed, testing that for loops can be detected was not necessary when testing the for loop unrolling suggestions feature. Testing that a for loop could be unrolled successfully required presenting differently sized loops to the application, along with nested loops and loops that didn’t use a literal iterator limit in the condition (E.G. Literal: (int i = 0; *i < 5*; i++) Non Literal: for (int i = 0; *i < count*; i++)),

Testing the recursion aspect of the application required

Time efficiency stress testing

# Evaluation

To measure the success of the application as a whole I will refer back to the initial list of requirements outlined in section 3 along with evaluating the tools, techniques and development process utilised during this project. As I’ve been unable to find any similar applications I will be unable to compare the application with current industry tools. Finally I will evaluate the overall success of the complete application and its usability.

## Requirements

**Research a variety of “optimisations” (areas of improvement) that can be applied to given Java code**

I was able to discover over 20 possible optimisations that can be applied to Java code, the range of optimisations researched are of varying complexity, for example simply using start() on a thread over run() is much easier to implement then detecting objects will be fully dereferenced ready for garbage collection. The optimisations fall into two categories, runtime and compile time, runtime being optimisations that can only be suggested based on the execution of the Java code, compile time on the other hand are optimisations that can be applied based only on the Java code in its written form. An example of a runtime optimisation I discovered is using Appropriate Primitive Types, It’s not possible to accurately determine all the possibilities a variable can be assigned, An example of a compile time optimisation is For Loop unrolling, when the number of iterations of the loop is defined as a constant in the code It is always possible to unroll the loop.

The application has been developed to focus on compile time optimisations, specifically Recursion detection and For Loop unrolling as these are sufficiently challenging to demonstrate the thoroughness of the parser and walker. As a result of the high number of optimisations to pick from I feel this objective has been met to a very high standard allowing for two very interesting optimisations to be implemented that have previously not been integrated into an automated tool.

**Successfully read and store Java files of varying complexity**

To meet this requirement I’ve developed a custom parser and Abstract Syntax Tree (AST - data structure) to store Java code, each element of the parser and AST has been tested and results can be found in the Appendix. The test results show that all the desired aspects of Java code can be discovered, whilst this meets the requirements of this requirement the complexity of the parser is lacking in comparison to other tools. Tools such as Antlr are much more detailed in what the produce, for example Antlr is able to take a single statement and break it down in to individual components, so a statement such as 100 + 5 would be represented as digit – operator – digit – line terminator, and the same statement in my parser simply stores this as a statement object.

The varying complexity of Java files can be defined in many ways, for this requirement I will define a very complex Java file as one which creates a large AST (E.G. Several hundreds of individual nodes that require a depth of over 50 nodes). To determine the integrity of the tree with large Java files I’ve implemented the methods “getNodeCount” and “countChildren”, together these methods count the total number of nodes created. From visually counting the number of expected nodes in a large Java file and comparing that with the value returned by the aforementioned methods reveal that the application reaches this requirement. To ensure that the nodes are stored correctly and no data is lost I’ve implemented the ability to print out the Java file from only the data within the AST, a function “printNode” exists in each object holder to achieve this. By comparing the original data with the printed AST data I’m able to determine that no data is ever lost, further reassuring that this requirement is met.

**Explore the stored Java code whilst being aware of the context of each element**

By implementing my own AST walker the stored Java code can be fully explored, this is demonstrated in the application by the ability to pull out all the for loops when detecting loops to unroll. With pythons type checking facilities I’ve been able to determine the exact type of element the walker is visiting at any time allowing for easy tree traversal.

A drawback with the simplicity of the parser I discovered whilst implementing the walker was that matching elements such as method calls to their definitions required complex string matching and manipulation. Had I stored method calls more atomically (method name and list of parameters) instead of just as general statements I would have been able to implement a more powerful walker providing the ability to construct call trees and hierarchy. The walker is able to adequately provide an interface to the AST allowing for optimisations to be found so I deem this requirement to be sufficiently achieved though room for expansion is certainly available.

**Identify helpful areas of optimisation within the Java code**

With the two chosen optimisations being for loop unrolling and recursion detection I’ve been successfully able to demonstrate the ability to find areas for optimisation. Searching for for loops to unroll required checking that at compile time the number of iterations is fixed, by analysing the iterator and condition of the loop I’ve been able to reliably identify viable for loops. Identifying instance of recursion was much more difficult, it required analysing each method and determining its parameter types. I’ve been able to implement type checking in a number of ways, I can check for literal values (E.G. strings – “test” and ints – 56), method calls with return types and local variables. This type checking is sufficient for most Java files but unfortunately I’ve not been able to implement type checking for some of Java’s classes such as Calendar though by implementing String checking I’ve proven this would be possible. With a list of parameter types in a method call and a methods definition I’ve been successfully able to identify recursion providing proof this requirement has been fulfilled.

**Present the optimisations in a suitable and user friendly interface**

As discussed in the research chapter of this report I’ve chosen to use an Atom plugin as my user interface for this application, having used the Atom package generator I’ve been able to draw a simple

**Execution time of the application should be kept to a minimum.**

As detailed in the initial requirement description the time efficiency of the application will only become an issue when very large Java files are passed to it. During the development process I experimented with threading, specifically when searching the tree for objects I would have multiple threads running in parallel when conducting depth first searches. Unfortunately I was unable to successfully implement this and thus the functionality has been left out of the application.

To test that time efficiency is not an issue I’ve performed a series of stress tests of files in the range of 500- 2000 lines as described within the testing chapter of this report, the results show that even for large files the execution time for the application is almost instant and thus will not affect a developer’s progress. If the application were to be expanded to analyse multiple Java files or to incorporate further areas for optimisation suggestions parallelism and time efficiency improvements would become more important.

## Development process

Having chosen to adopt a Spiral development approach I’ve successfully been able to develop the different modules of the application to their fullest and have each component integrate well into the application as a whole. Initially I set myself the goal of completing each module of the application in a Sprint, each sprint was set to be a month, this approach was very successful and allowed for the bulk of the application to be completed within a few months. The difficulties in development came when tackling bugs, whilst I had allotted time to fix bugs I’ve made the decision to leave known bugs in the application. The bugs that have been left do not affect the core functionality of the application, for example a bug where block terminators “}” fail to be correctly aligned when outputting the contents of the AST.

# Reflection

## Emerging requirements

Throughout the development process of the project and countless meeting with my project supervisor some new requirements emerged, these requirements are based on the usability of the application.

**The application should not only make suggestions but also offer replacement code where applicable.**

It is not enough to just tell a developer that an area of their code can be optimised the application should be able to provide the optimised code. The optimised code should also be easily accessible, i.e. copied to the developer’s clipboard.

**The atom plugin should be fully portable.**

As atom is designed to be a portable editor it is essential to ensure that my application has no hard coded paths, as such I should ensure that the plugin is aware of the current file being edited and the runnable python application.

The new requirements were simple tasks to implement and greatly improve the legitimacy of the application,

## Personal Development

Having never used the Python programming language prior to this project it has been the primary learning experience, through the use of Python documentation and countless stack overflow questions I’ve become proficient in the Python language. Using the Regex python library I’ve been able to further my knowledge in the use of regular expressions and pattern matching. Throughout the development and testing process I’ve had the opportunity to further study debugging utilities, I’ve discovered the Python inspect library and have been able to create my own trace files, showing every method call throughout the execution of the program.

Throughout the research aspect of this project I was able to discover more of the inner working of the JVM, having previously never looked at Java byte code I’ve become aware of some of the simple instruction available. With this deeper Java knowledge I’m now aware of the best practices and how to improve Java application performance.

This application is the first time I’ve approached creating a plugin for an editor, the Atom documentation has provided an easy introduction to process along with the opportunity to learn CoffeeScript. As a result of this learning I feel comfortable producing further helpful plugins both for my own convenience, future colleagues and other developers.

## Further work

More optimisations

Parallel

Improved GUI
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# Appendix

## Research - Optimisations

**For Loop Unrolling**

For loops can be unrolled to increase efficiency if the number of iterations is known, the efficiency comes from the reduction in the amount of code required to run, no new variable is require, no condition tests, incrementing and GOTO statements are required (Troy Downing 1997). An example of loop unrolling:

|  |  |
| --- | --- |
| for (int i=0; i<3; i++){  checkStatus(i);  } | checkStatus(0);  checkStatus(1);  checkStatus(2); |

**Recursion Optimisation**

The JVM struggles to optimise recursion in terms of performance,

**JIT – Just In Time Compilation**

**Appropriate Primitive Types**

Correct data types used, long and doubles require 64bits to store, the JVM operand stack is only 32bits and thus two positions on the stack are required which eats up more memory, Longs and doubles should only be used when absolutely necessary. JAVA VIRTUAL MACHINE

**Full Object Dereferencing - Garbage Collection**

Objects can only be free for garbage collection when no more references to it exist, a common mistake is people leaving an object reference hanging.

E.g.: A class defining a football team holds a reference to the player objects, a player may retire and not have its reference removed from the team thus occupying memory.JAVA-THE GOOD PARTS

**Deprecated Classes**

Oracle warns against the use of deprecated classes as they may be removed from the standard JRE (Java runtime environment) at any time thus reducing the longevity of applications. As most IDEs already warn users against this I will no implement this. Better, Faster, Lighter Java (book)

**Cut & Paste code**

Cut and paste applications typically lead to bloated applications as not all parts of the cut code is truly required, all methods should be written from scratch. Better, Faster, Lighter Java (book)

**Printing Exceptions to Console**

Not all applications will have access to a console output so relying on this to print exceptions should be avoided, instead log files can be used to write exceptions to. Hardcore Java (book)

**Run()/ Start() for Threads**

When trying to start a new thread by using Run() instead of Start() no new thread is created, the Start() method is what creates the new thread and then calls Run() allowing the application to run concurrently rather than sequentially.

**ArrayList RemoveAll()/ Clear()**

When you wish to clear an ArrayList it is almost more efficient to use clear() over RemoveAll() as clear() gives you O(n) performance, while removeAll(Collection c) is worse, it gives O(n^2).

**Code In-Lining**

**Conditional Statement Ordering**

**Constant Folding**

**Constant Propagation**

**Strength Reduction**

I\*5 – i+I+I+I+I

**Common Sub-Expression Elimination**

(I+j) \* (i+j) – t = i+j; t\*t

## Test Results

|  |  |  |
| --- | --- | --- |
| Test Description | Expected Outcome | Actual Outcome |
| Parser | | |
| Detect Packages | Packages are identified and no instances of wrongful detection |  |
| Create *PackageHolder* | Package is stored with name and line number |  |
| Detect Imports | Imports are identified and no wrongful detections |  |
| Append imports to PackageHolder | Import line is stored in the imports list of PackageHolder |  |
| Detect Classes |  |  |
| Create *ClassHolder* |  |  |
| Associate Class with Package |  |  |
| Detect Class attributes |  |  |
| Detect Methods |  |  |
| Create *MethodHolder* |  |  |
| Associate Method with Class |  |  |
| Detect Method parameters |  |  |
| Detect Method scope |  |  |
| Detect if Method is static |  |  |
| Detect Method return type |  |  |
| Detect Statement |  |  |
| Create *StatementHolder* |  |  |
| Associate Statement with Method |  |  |
| Detect Try Catch blocks |  |  |
| Create *TryCatchHolder* |  |  |
| Detect statements and associate with try block |  |  |
| Detect statements and associate with catch block |  |  |
| Detect C style for loop |  |  |
| Detect *foreach* style for loop |  |  |
| Detect while loop |  |  |
| Detect do while loop |  |  |
| Create *LoopHolder* |  |  |
| Detect statements and associate with loop |  |  |
| Detect if statements |  |  |
| Detect else statements |  |  |
| Detect *elseif* statements |  |  |
| Detect switch statements |  |  |
| Create *ConditionHolder* |  |  |
| Walker | | |
| Get all Classes |  |  |
| Get all Methods |  |  |
| Get all For Loops |  |  |
| Get all Statements |  |  |
| Optimisation detect | | |
| Get for loops with constant number of iterations |  |  |
| Get child statements within for loop |  |  |
| Store un-rollable loop |  |  |
| Output unrolled version of loop |  |  |
| Detect a method call |  |  |
| Get parameters of method call |  |  |
| Get parameter types |  |  |
| Get all method names |  |  |
| Check method call and parameters against parent method |  |  |
| Store recursive call |  |  |
| Output location of recursive call |  |  |
| GUI | | |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |