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options(tidyverse.quiet = TRUE)  
library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.6.3

## Warning: package 'ggplot2' was built under R version 3.6.3

## Warning: package 'tidyr' was built under R version 3.6.3

## Warning: package 'readr' was built under R version 3.6.3

## Warning: package 'dplyr' was built under R version 3.6.3

## Warning: package 'stringr' was built under R version 3.6.3

library(caret)

## Warning: package 'caret' was built under R version 3.6.3

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)

## Warning: package 'rpart' was built under R version 3.6.3

library(rattle)

## Warning: package 'rattle' was built under R version 3.6.3

## Loading required package: bitops

## Rattle: A free graphical interface for data science with R.  
## Version 5.4.0 Copyright (c) 2006-2020 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(RColorBrewer)

parole = read\_csv("parole.csv")

## Parsed with column specification:  
## cols(  
## male = col\_double(),  
## race = col\_double(),  
## age = col\_double(),  
## state = col\_double(),  
## time.served = col\_double(),  
## max.sentence = col\_double(),  
## multiple.offenses = col\_double(),  
## crime = col\_double(),  
## violator = col\_double()  
## )

head(parole)

## # A tibble: 6 x 9  
## male race age state time.served max.sentence multiple.offens~ crime  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 1 33.2 1 5.5 18 0 4  
## 2 0 1 39.7 1 5.4 12 0 3  
## 3 1 2 29.5 1 5.6 12 0 3  
## 4 1 1 22.4 1 5.7 18 0 1  
## 5 1 2 21.6 1 5.4 12 0 1  
## 6 1 2 46.7 1 6 18 0 4  
## # ... with 1 more variable: violator <dbl>

parole = parole %>% mutate(male = as\_factor(as.character(male))) %>%  
mutate(male = fct\_recode(male,  
"male" = "1",  
"female" = "0"))  
  
parole = parole %>% mutate(race = as\_factor(as.character(race))) %>%  
mutate(race = fct\_recode(race,  
"white" = "1",  
"other" = "2"))  
  
parole = parole %>% mutate(state = as\_factor(as.character(state))) %>%  
mutate(state = fct\_recode(state,  
"Other" = "1",  
"Kentucky" = "2",  
"Lousiana" = "3",  
"Virginia" = "4"))  
  
  
parole = parole %>% mutate(crime = as\_factor(as.character(crime))) %>%  
mutate(crime = fct\_recode(crime,  
"Other" = "1",  
"larceny" = "2",  
"drug-related" = "3",  
"driving-related" = "4"))  
  
parole = parole %>% mutate(violator = as\_factor(as.character(violator))) %>%  
mutate(violator = fct\_recode(violator,  
"no-violation" = "0",  
"violated-parole" = "1"))  
  
summary(parole)

## male race age state time.served   
## male :545 white:389 Min. :18.40 Other :143 Min. :0.000   
## female:130 other:286 1st Qu.:25.35 Kentucky:120 1st Qu.:3.250   
## Median :33.70 Lousiana: 82 Median :4.400   
## Mean :34.51 Virginia:330 Mean :4.198   
## 3rd Qu.:42.55 3rd Qu.:5.200   
## Max. :67.00 Max. :6.000   
## max.sentence multiple.offenses crime violator   
## Min. : 1.00 Min. :0.0000 driving-related:101 no-violation :597   
## 1st Qu.:12.00 1st Qu.:0.0000 drug-related :153 violated-parole: 78   
## Median :12.00 Median :1.0000 Other :315   
## Mean :13.06 Mean :0.5363 larceny :106   
## 3rd Qu.:15.00 3rd Qu.:1.0000   
## Max. :18.00 Max. :1.0000

set.seed(12345)  
train.rows = createDataPartition(y= parole$violator, p=0.7, list= FALSE)  
  
train = parole[train.rows,]  
test = parole[-train.rows,]

head(parole)

## # A tibble: 6 x 9  
## male race age state time.served max.sentence multiple.offens~ crime  
## <fct> <fct> <dbl> <fct> <dbl> <dbl> <dbl> <fct>  
## 1 male white 33.2 Other 5.5 18 0 driv~  
## 2 fema~ white 39.7 Other 5.4 12 0 drug~  
## 3 male other 29.5 Other 5.6 12 0 drug~  
## 4 male white 22.4 Other 5.7 18 0 Other  
## 5 male other 21.6 Other 5.4 12 0 Other  
## 6 male other 46.7 Other 6 18 0 driv~  
## # ... with 1 more variable: violator <fct>

tree1 = rpart(violator ~., train, method="class")  
fancyRpartPlot(tree1)
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printcp(tree1)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = train, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] age multiple.offenses race state   
## [5] time.served   
##   
## Root node error: 55/473 = 0.11628  
##   
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.030303 0 1.00000 1.0000 0.12676  
## 2 0.018182 3 0.90909 1.1091 0.13253  
## 3 0.013636 4 0.89091 1.2182 0.13788  
## 4 0.010000 8 0.83636 1.2000 0.13702

plotcp(tree1)
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Task 4: Based on the diagnostic tool above, the ideal CP to reduce error is .030303

tree2 = rpart(violator ~., train, cp=.030303, method="class")  
summary(train)

## male race age state time.served   
## male :375 white:271 Min. :18.40 Other : 95 Min. :0.000   
## female: 98 other:202 1st Qu.:25.10 Kentucky: 83 1st Qu.:3.300   
## Median :33.50 Lousiana: 58 Median :4.400   
## Mean :34.15 Virginia:237 Mean :4.185   
## 3rd Qu.:42.40 3rd Qu.:5.200   
## Max. :65.10 Max. :6.000   
## max.sentence multiple.offenses crime violator   
## Min. : 1.00 Min. :0.0000 driving-related: 65 no-violation :418   
## 1st Qu.:12.00 1st Qu.:0.0000 drug-related :103 violated-parole: 55   
## Median :12.00 Median :1.0000 Other :231   
## Mean :13.03 Mean :0.5518 larceny : 74   
## 3rd Qu.:15.00 3rd Qu.:1.0000   
## Max. :18.00 Max. :1.0000

Task 5: The majority class in the training set is clearly no-violation with a count of 418 versus violated-parole at 55.

treepred = predict(tree1, train, type="class")  
head(treepred)

## 1 2 3 4 5 6   
## no-violation no-violation no-violation no-violation no-violation no-violation   
## Levels: no-violation violated-parole

confusionMatrix(treepred,train$violator, positive="violated-parole")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction no-violation violated-parole  
## no-violation 400 28  
## violated-parole 18 27  
##   
## Accuracy : 0.9027   
## 95% CI : (0.8724, 0.9279)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.1095   
##   
## Kappa : 0.4862   
##   
## Mcnemar's Test P-Value : 0.1845   
##   
## Sensitivity : 0.49091   
## Specificity : 0.95694   
## Pos Pred Value : 0.60000   
## Neg Pred Value : 0.93458   
## Prevalence : 0.11628   
## Detection Rate : 0.05708   
## Detection Prevalence : 0.09514   
## Balanced Accuracy : 0.72392   
##   
## 'Positive' Class : violated-parole   
##

treepred\_test = predict(tree1, test, type="class")  
head(treepred\_test)

## 1 2 3 4 5 6   
## no-violation no-violation no-violation no-violation no-violation no-violation   
## Levels: no-violation violated-parole

confusionMatrix(treepred\_test, test$violator, positive="violated-parole")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction no-violation violated-parole  
## no-violation 171 13  
## violated-parole 8 10  
##   
## Accuracy : 0.896   
## 95% CI : (0.8455, 0.9345)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.3797   
##   
## Kappa : 0.4309   
##   
## Mcnemar's Test P-Value : 0.3827   
##   
## Sensitivity : 0.43478   
## Specificity : 0.95531   
## Pos Pred Value : 0.55556   
## Neg Pred Value : 0.92935   
## Prevalence : 0.11386   
## Detection Rate : 0.04950   
## Detection Prevalence : 0.08911   
## Balanced Accuracy : 0.69504   
##   
## 'Positive' Class : violated-parole   
##

Task 7: When the model is applied to the testing data, the accuracy is .896 which is close to the accuracy of the training set (.9027). The accuracy on the testing data is also stronger than the No Information Rate metric which is .8861. With the accuracies being about the same on the training and testing data and with gains over the No Information Rate, I feel confident that this model is not being overfit.

blood = read\_csv("Blood.csv")

## Parsed with column specification:  
## cols(  
## Mnths\_Since\_Last = col\_double(),  
## TotalDonations = col\_double(),  
## Total\_Donated = col\_double(),  
## Mnths\_Since\_First = col\_double(),  
## DonatedMarch = col\_double()  
## )

head(blood)

## # A tibble: 6 x 5  
## Mnths\_Since\_Last TotalDonations Total\_Donated Mnths\_Since\_First DonatedMarch  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2 50 12500 98 1  
## 2 0 13 3250 28 1  
## 3 1 16 4000 35 1  
## 4 2 20 5000 45 1  
## 5 1 24 6000 77 0  
## 6 4 4 1000 4 0

summary(blood)

## Mnths\_Since\_Last TotalDonations Total\_Donated Mnths\_Since\_First  
## Min. : 0.000 Min. : 1.000 Min. : 250 Min. : 2.00   
## 1st Qu.: 2.750 1st Qu.: 2.000 1st Qu.: 500 1st Qu.:16.00   
## Median : 7.000 Median : 4.000 Median : 1000 Median :28.00   
## Mean : 9.507 Mean : 5.515 Mean : 1379 Mean :34.28   
## 3rd Qu.:14.000 3rd Qu.: 7.000 3rd Qu.: 1750 3rd Qu.:50.00   
## Max. :74.000 Max. :50.000 Max. :12500 Max. :98.00   
## DonatedMarch   
## Min. :0.000   
## 1st Qu.:0.000   
## Median :0.000   
## Mean :0.238   
## 3rd Qu.:0.000   
## Max. :1.000

blood = blood %>% mutate(DonatedMarch = as\_factor(as.character(DonatedMarch))) %>%  
mutate(DonatedMarch = fct\_recode(DonatedMarch,  
"Yes" = "1",  
"No" = "0"))

set.seed(1234)  
train.rows2 = createDataPartition(y= blood$DonatedMarch, p=0.7, list= FALSE)  
  
train2 = blood[train.rows2,]  
test2 = blood[-train.rows2,]  
  
head(train2)

## # A tibble: 6 x 5  
## Mnths\_Since\_Last TotalDonations Total\_Donated Mnths\_Since\_First DonatedMarch  
## <dbl> <dbl> <dbl> <dbl> <fct>   
## 1 0 13 3250 28 Yes   
## 2 1 16 4000 35 Yes   
## 3 2 20 5000 45 Yes   
## 4 1 24 6000 77 No   
## 5 4 4 1000 4 No   
## 6 2 9 2250 22 Yes

blood\_tree = rpart(DonatedMarch ~., train2, method="class")  
  
fancyRpartPlot(blood\_tree)
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printcp(blood\_tree)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = train2, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.072 0 1.000 1.000 0.078049  
## 2 0.016 3 0.784 0.880 0.074580  
## 3 0.012 6 0.736 0.912 0.075556  
## 4 0.010 8 0.712 0.928 0.076030

plotcp(blood\_tree)
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Task 9: The optimal complexity parameter seems to be 0.016 accoarding to the printcp, it clearly shows that is the parameter that will result in the lowest error. But instead of manually applying that value, I will use the snippet below to prune back to the optimal cp.

blood\_tree2 = prune(blood\_tree, cp=blood\_tree$cptable[which.min(blood\_tree$cptable[,"xerror"]), "CP"])  
  
fancyRpartPlot(blood\_tree2)

![](data:image/png;base64,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)

#blood\_tree2 = rpart(DonatedMarch ~., train2, cp=0.016, method="class")  
  
#Training Prediction and Confusion Matrix  
blood\_treepred = predict(blood\_tree2, train2, type="class")  
head(blood\_treepred)

## 1 2 3 4 5 6   
## Yes Yes Yes No No Yes   
## Levels: Yes No

confusionMatrix(blood\_treepred, train2$DonatedMarch, positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 53 26  
## No 72 373  
##   
## Accuracy : 0.813   
## 95% CI : (0.7769, 0.8455)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 0.002713   
##   
## Kappa : 0.4107   
##   
## Mcnemar's Test P-Value : 5.476e-06   
##   
## Sensitivity : 0.4240   
## Specificity : 0.9348   
## Pos Pred Value : 0.6709   
## Neg Pred Value : 0.8382   
## Prevalence : 0.2385   
## Detection Rate : 0.1011   
## Detection Prevalence : 0.1508   
## Balanced Accuracy : 0.6794   
##   
## 'Positive' Class : Yes   
##

blood\_treepred\_test = predict(blood\_tree2, test2, type="class")  
head(blood\_treepred\_test)

## 1 2 3 4 5 6   
## No Yes Yes No No Yes   
## Levels: Yes No

confusionMatrix(blood\_treepred\_test, test2$DonatedMarch, positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 18 20  
## No 35 151  
##   
## Accuracy : 0.7545   
## 95% CI : (0.6927, 0.8094)  
## No Information Rate : 0.7634   
## P-Value [Acc > NIR] : 0.65710   
##   
## Kappa : 0.2468   
##   
## Mcnemar's Test P-Value : 0.05906   
##   
## Sensitivity : 0.33962   
## Specificity : 0.88304   
## Pos Pred Value : 0.47368   
## Neg Pred Value : 0.81183   
## Prevalence : 0.23661   
## Detection Rate : 0.08036   
## Detection Prevalence : 0.16964   
## Balanced Accuracy : 0.61133   
##   
## 'Positive' Class : Yes   
##

When the model was applied to the testing data it had an accuracy of .7545 which unfortunately resulted in a performance drop of roughly 6%. The model also performed about a percent worse than the No Information Rate. The predictions overall were not great.