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**Ejercicios realizados**: todos a excepción del último.

**Comentarios relevantes:**

**Ejercicio 1**

Hemos implementado la búsqueda proximal con el algoritmo visto en teoría. Busca las comillas en la query para decidir si hacer búsqueda literal.

**Ejercicio 2**

Para hacer la búsqueda proximal, tenemos dos clases:

*PositionalIndexBuilderImp,* que usa:

PositionalDictionary (diccionario de PositionalPostingsList) para la creación; es una lista de PositionalPostingImpl.

*PositionalIndexImpl*, que usa:

PositionalDiskHashDictionary: Como DiskHashDictionary, pero carga también la lista de posiciones al obtener un posting.

Nos hemos basado en el índice de disco para esta implementación.

**Ejercicio 3**

Para el PageRank, hemos usado dos mapas hash de paths del documento: una docID-path y otra path-docID, ya que nos parecía que su coste en memoria merecía la pena respecto a solo tener el primer mapa, y buscar docID a partir de path mediante una búsqueda lineal.

Para obtener el score, realizamos las iteraciones necesarias, parando en dos casos: si se llega al límite pasado por parámetro, o si, para todos los documentos, la diferencia entre el PageRank de esta iteración y el de la anterior es menor que cierto umbral definido como constante en la clase. Esto hace que tarde menos, y dependiendo de los ceros de la constante de umbral, los valores serán más o menos parecidos a no hacer dicha comprobación, manteniéndose igual la ordenación.

En cuanto a los nodos sumidero comprobamos, a partir de los links obtenidos de archivo, si hay sumideros. Si hay, ajustamos todos los PageRanks con la fórmula . Esta fórmula es una simulación de agregar un enlace a todos los nodos, a cada nodo sumidero, lo cual sería muy costoso de hacer en memoria.

Como apunte final, añadir que no hemos omitido la división entre N.

**Ejercicio 4**

Hemos programado un crawler muy básico que en sucesivas iteraciones explora páginas. Para ello, primero se descarga el archivo *robots.txt*, añadiendo las páginas *Disallow* a una lista. Después, mediante Jsoup, obtenemos el contenido de dicha página y sus enlaces, que añadimos a la frontera de crawling. Así vamos explorando la web.

De manera paralela, guardamos cada documento con el IndexBuilder pasado por parámetro, y creamos un archivo de grafos (from -> to) que puede ser usado por PageRank.

Para **ejecutar**, hemos usado un TestCrawler.java, que se basa en el PositionalIndexBuilderImpl.

**Ejercicio 5**

Se ha creado la clase CombinedEngine, en ella se ha implementado una clase, para combinar un número arbitrario de motores de búsqueda, cada uno con un peso que gradúe su influencia en el resultado combinado. En el método *search*, primero se obtienen los rankings de cada motor independiente. Una vez obtenidos, se desarrolla el algoritmo *min-max* para devolver un ranking compensado, ya que cada ranking tiene valores en diferentes escalas.

En este algoritmo, primero se obtienen los mínimos y los máximos de cada ranking devuelto.

A continuación, se obtienen todos los scores de los documentos aplicando la siguiente fórmula a cada uno de ellos:

,

El resultado obtenido de cada score, se multiplica por el peso correspondiente a cada motor. Este resultado final se introduce en una hash, para que cada documento tenga una lista de scores. Estos scores se sumarán, para obtener el ranking final combinado.