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Abstract

Our organization's current approach to the detection of malignant breast cancer diagnoses, as informed by our utilization of William Wolberg's Breast Cancer dataset, exhibits limitations in success. The existing machine learning model, which relies upon linear regression techniques, achieves a coefficient of determination of 75%. Our rigorous exploration of linear regression variations, including Lasso and Ridge, failed to yield notable enhancements in outcomes. Evidently, linear regression methodologies prove suboptimal in comparison to more sophisticated classification models.

Upon transitioning to classification-oriented methodologies, significant advancements were observed. Specifically, a logistic regression model attained an impressive accuracy rate of 96%, while a random forest model similarly achieved a 96% accuracy rate. Given these remarkable outcomes, we advocate for a strategic shift in our approach towards the detection of malignant breast cancer diagnoses. Adopting classification models promises to be a pivotal step in advancing our corporate trajectory and enhancing our contribution to the field.

Where we are

Currently, our utilization revolves around a dataset that has noisy data. Within this dataset, a total of 699 entries are documented. Notably, certain entries exhibit missing data, while instances of duplications are also present. In its entirety, the dataset comprises of 11 columns, most of which contribute to the data's comprehensive representation. Acknowledging the pivotal significance of data cleanliness, we have diligently undertaken a series of measures to enhance the integrity of our results.

The necessity for data cleansing is underscored by several key reasons. Firstly, it promotes the elimination of inaccuracies stemming from missing values, thereby enabling a more comprehensive and accurate analysis. Furthermore, the elimination of duplicate entries ensures the quality of our dataset and prevents skewed results from influencing our outcomes. The extraction of irrelevant attributes is another integral aspect of data refinement, exemplified by the removal of the "Sample code number" column. This strategic omission is substantiated by a calculated chi-contingency test, affirming its insignificance within our analytical framework. It is worth noting that we have also applied a K-Nearest Neighbors (KNN) imputer to effectively address instances of missing values, enhancing the cohesiveness of our dataset.

**Code snippet of original data cleansing:**

|  |
| --- |
| import os  import pandas as pd  from sklearn.impute import KNNImputer  from scipy.stats import chi2\_contingency  # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)  print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)  # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  knn\_imp = KNNImputer(n\_neighbors=10, weights='distance', metric='nan\_euclidean')  df["Bare Nuclei"] = knn\_imp.fit\_transform(df)    df.head() |
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Figure 1. Training score vs Testing score

Illustrated in Figure 1 is a comparative evaluation of training and testing scores of our current linear model. The learning curve is a graphical representation that tracks the progress of our machine learning model's learning process. It serves as a visual depiction of how well the model is adapting and improving as it receives more exposure to the data.

The learning curve consists of two essential lines: the training score and the testing score. These lines offer insights into how the model's performance evolves during its learning journey. The training score, as showcased in the learning curve, reflects the model's proficiency in comprehending the training data. Initially, the training score is approximately 0.72, indicating that when the model began its learning process, its performance stood at around 72%. As the model continues to analyze and learn from the training data, its performance progressively improves, ultimately reaching a score of about 0.80. The testing score, depicted alongside the training score in the learning curve, signifies the model's success in making predictions on new and unseen data. At the outset, the testing score starts at roughly 0.68. This indicates that when the model encountered previously unobserved data, its accuracy stood at 68%. However, with each iteration of learning and refinement using the training data, the model becomes better equipped to handle fresh data. This enhancement is mirrored in the rise of the testing score to approximately 0.76.

Initially, our linear regression model exhibited a commendable coefficient of determination (R2 score) at 75% and a marginally elevated Mean Squared Error (MSE) of 0.06 on our test data. An R2 score of 75% indicates that approximately 75% of the variability observed in the dependent variable is explained by our linear regression model. This means the model's predictions capture a significant portion of the underlying patterns and trends in the data. In other words, the higher the R2 score, the better the model's ability to represent the observed data points. In our scenario, the marginally elevated MSE of 0.06 indicates that, on average, the squared differences between our linear regression model's predictions and the true data points are 0.06. The MSE serves as a metric to gauge the overall "fit" of the model's predictions to the actual data. Lower MSE values signify that the model's predictions are closer to the observed values, indicating higher predictive accuracy. Remarkably, scores retrieved through cross-validation seek the potential for refinement as seen in Figure 2. The training score portrayed by cross-validation had a notable elevation to the R2 score of 85% and a substantially reduced MSE of 0.02, signifying an avenue for enhancing our original model's precision.
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Figure 2. Cross Validation Scores

Furthermore, the elucidation of potential feature importance, as demonstrated in Figure 3, casts light on the attributes deemed most influential by the original linear regression model. The ascendancy of "Uniformity of Cell Size," "Uniformity of Cell Shape," and "Bare Nuclei" which would become more prominent with further future testing. These three features emphasize their significance within our analytical framework being top 3 of 4 features.
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Figure 3. Potential Feature Importance

An endeavor was made to explore the significance of features through the utilization of a linear regression variation known as Lasso. Regrettably, this attempt yielded unsatisfactory outcomes. The coefficient of determination was merely 0.19, and the Mean Squared Error (MSE) stood at 0.18. Despite these discouraging results, the analysis did manage to underscore the importance of certain features. These features are "Uniformity of Cell Size," "Uniformity of Cell Shape," and "Bare Nuclei". Evidenced by their non-zero coefficient values, contrasting with the remaining features that exhibited coefficient values of 0 emphasizing their importance.

Subsequently, another effort was undertaken to employ a linear regression variation called Ridge. However, this endeavor proved to be less impactful, promising a potential that wasn't fully realized. Through multiple rounds of cross-validation, attempts were made to identify the optimal alpha value for the original Ridge model. The exploration led to a selected alpha value of 673.42, which, while considerably high, yielded an R2 score of 0.75 and an MSE of 0.06, mirroring the outcomes of the initial model.

**Code snippet for linear regression and its variations (Lasso and Ridge):**

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  import numpy as np  import os  from scipy.stats import chi2\_contingency  from sklearn.impute import KNNImputer  from sklearn.model\_selection import train\_test\_split, cross\_validate, learning\_curve  from sklearn import linear\_model  from sklearn.linear\_model import RidgeCV  from sklearn.metrics import mean\_squared\_error, r2\_score  %matplotlib inline  # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)    # Perform Linear regression, and with Lasso and Ridge  def linear\_regression(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  lin\_reg\_modes = ['','Lasso','Ridge']  print(name+" Linear Regression Dataset:\n")  for x in lin\_reg\_modes:  if x == 'Lasso':  regr = linear\_model.Lasso()  elif x == 'Ridge':  r\_alphas = np.logspace(0, 5, 100)  ridge\_model = RidgeCV(alphas=r\_alphas, scoring='r2')  ridge\_model = ridge\_model.fit(x\_train, y\_train)  regr = linear\_model.Ridge(alpha=ridge\_model.alpha\_)  else:  regr = linear\_model.LinearRegression()  scores = cross\_validate(regr, X, y, cv=cv, scoring=('r2', 'neg\_mean\_squared\_error'), return\_train\_score=True)  regr.fit(x\_train, y\_train)  y\_pred = regr.predict(x\_test)  linear\_regression\_results = "\tLinear Regression " + x + ":\n\n" \  + "\t\tCoefficient of determination: {}\n".format("%.2f" % r2\_score(y\_test, y\_pred)) \  + "\t\tMean Square Error: {}\n".format("%.2f" % mean\_squared\_error(y\_test, y\_pred)) \  + "\t\tCross Validation ({} fold) Scores:\n\t\tNegative Mean Square: {}\n\t\tr2 scores: {}\n".format(cv, str(scores["test\_neg\_mean\_squared\_error"]), str(scores["test\_r2"])) \  + ("\t\tRidge Model alpha value {}\n".format("%.2f" % ridge\_model.alpha\_) if x == 'Ridge' else '') \  + "\t\tFinal Coefficients:" + str(regr.coef\_) + "\n\n"  print(linear\_regression\_results)  # Produce learning curve  train\_sizes, train\_scores, test\_scores = learning\_curve(regr, X, y, cv=cv, train\_sizes=np.linspace(0.1, 0.99, 10))  # Create mean of train and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  x= [i for i in range(1, cv + 1)]  plt.plot(x, abs(scores["test\_neg\_mean\_squared\_error"]), label="MSE")  plt.plot(x, scores["test\_r2"], label="r2")  plt.legend()  plt.title("Cross Validation Scores")  plt.ylabel("Value")  plt.xlabel("K Folds")  plt.show()  # Plot learning curve lines (mean of training and test scores)  plt.figure()  plt.plot(train\_sizes, train\_mean, '--', label="Training score")  plt.plot(train\_sizes, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Learning Curve")  plt.xlabel("Training Set Size")  plt.ylabel("R2 Score")  plt.legend(loc="best")  plt.show()  # Show coeffecient weights, possible feature importance  plt.figure()  plt.title("Potential Feature Importance")  plt.bar([x for x in X.columns], abs(regr.coef\_))  plt.xticks(rotation=90)  plt.ylabel("Coeffecient Value")  plt.show()  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)  print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)  # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  knn\_imp = KNNImputer(n\_neighbors=10, weights='distance', metric='nan\_euclidean')  df["Bare Nuclei"] = knn\_imp.fit\_transform(df)  df.head()  linear\_regression(df, "Data") |

What we could do

We have approached data cleansing from a fresh perspective this time around. Instead of relying on the K-Nearest Neighbors (KNN) imputer to fill in missing values, we opted to remove those entries altogether due to concerns about potential data noise introduced by the imputer. Alongside the elimination of duplicate entries and the exclusion of the "Sample code number" column, we have taken a more rigorous approach by identifying and addressing outlier entries. Our commitment to maintaining data integrity led us to address these outliers, with 61 entries being carefully removed following the principles of Gaussian distribution. Notably, the "Single Epithelial Cell Size" column accounted for 30 outliers, and the "Mitosis" column accounted for 31 of these outliers.

As a result of these adjustments, we re-executed the linear model and observed a slight enhancement in the R2 value, which increased by 5% and now stands at 80% when making inferences on the test dataset. The Mean Squared Error (MSE) stands at 0.05. This suggests that the KNN imputer might not be the most suitable approach for analyzing this data with it inserting calculated values. Furthermore, the removal of outliers has contributed to the linear model's accuracy.

**Code snippet of better data cleansing:**

|  |
| --- |
| import pandas as pd  import os  from scipy.stats import chi2\_contingency  from numpy import mean  from numpy import std  # Find outliers with Gaussian distribution, and drop if wanted  def find\_outliers(name: str, df: pd.DataFrame, dropInPlace: bool):  columns = df.columns  outliersList = []  outlierText = ""  for c in columns:  data\_mean, data\_std = mean(df[c]), std(df[c])  cut\_off = data\_std \* 3  lower, upper = data\_mean - cut\_off, data\_mean + cut\_off  outliers = df.loc[(df[c] < lower) | (df[c] > upper)]  for o in outliers.index:  if len(outliersList) > 0:  index = None  for ol in outliersList:  if ol != o:  index = o  break  if index != None:  outliersList.append(o)  else:  outliersList.append(o)  if(len(outliers.index) > 0 ):  outlierText += "{} Outliers for column {}\n".format(len(outliers), c)  droppedText = "\n"  if (dropInPlace):  df.drop(outliers.index, axis=0, inplace=True)  droppedText = "{} rows dropped".format(len(outliersList)) + "\n"  outlierText = "Finding Outliers for {}\n\nIn total, there are {} rows with outliers".format(name, len(outliersList)) + "\n" + outlierText + droppedText  print(outlierText)  # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)  print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)    # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  df.dropna(inplace=True)  find\_outliers("Clean Dataset", df, True)  df.head() |

In the realm of improving our linear regression model, we employed cross-validation. Cross-validation is a technique used in machine learning and statistics to assess the performance of a predictive model and ensure that its results are not overly influenced by the way the data is split into training and testing sets. It is especially useful when working with limited amounts of data or when you want to have a better understanding of how well your model generalizes to new, unseen data. Initially, our model was evaluated, yielding an R2 score of 0.71. A higher R2 score indicates better model fit, and the initial score of 0.71 indicated room for improvement.

The most intriguing progress surfaced after the application of cross-validation, which entails training and testing the model on distinct data subsets. This brought about significant enhancements. The R2 score surged from 0.71 to 0.87, resembling the transition from solving 71% of a puzzle to solving 87%, highlighting an improved fit to the data. Furthermore, the MSE plummeted from 0.07 to 0.02, signifying the model's predictions became closer to actual values. This analogy can be likened to gaining proficiency in hitting a target, with darts landing nearer to the bullseye. The R2 score and MSE improvements observed post cross-validation reflect the model's heightened proficiency in comprehending the data and generating precise predictions. This advancement is pivotal, augmenting the model's effectiveness and reliability within real-world scenarios.

![](data:image/png;base64,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)

Figure 4. Cross-validation results of the r2 score and the MSE score

When it comes to diagnosis, we want to make sure we are as accurate as possible. There is the potential to achieve an R2 score of 87%. That would be 13 out of 100 people getting an inaccurate diagnosis. This ratio is too high, and we need to approach this problem differently and more effectively. We have decided to switch from linear regression to classification models instead as this was driven by the nature of the problem we are dealing with. Linear regression is primarily used for predicting continuous values, like predicting the price of a house based on its features. However, in our case, we are dealing with a classification task where we want to categorize cases into specific classes (malignant or not malignant). This is a fundamentally different problem than predicting a continuous value.

Classification models are designed specifically for tasks like these, where the goal is to assign data points to distinct categories or classes. These models consider the relationships between features and classes to make accurate categorizations. Given that our aim is to classify breast cancer cases as malignant or not, using classification models is a more suitable approach.

In our context, we will be using a logistic regression model and a random forest classification model in this case. Logistic regression is a fundamental classification algorithm that models the probability of an instance belonging to a particular class. It is a linear model that uses the logistic function to map its output into a probability range between 0 and 1. In the case of binary classification, like malignant or benign, logistic regression calculates the likelihood of an input belonging to the positive class (e.g., malignant) based on the features. It's relatively simple and interpretable, as the coefficients associated with each feature provide insight into their impact on the classification decision. However, logistic regression assumes a linear relationship between features and the log-odds of the target class, which might not capture complex interactions in the data.

A random forest, on the other hand, is an ensemble learning technique that consists of multiple decision trees. Each tree is built using a subset of the data and a random subset of features, making the model robust and capable of capturing nonlinear relationships and interactions between features. When making predictions, the random forest combines the predictions of individual trees to arrive at a final classification. This ensemble approach tends to be more accurate and resistant to overfitting compared to a single decision tree. Random forests also provide feature importance scores, which help in identifying which features contribute the most to the classification.

By performing a Logistic regression model on our dataset, we have been given excellent results. A superb accuracy score of 96%. Accuracy in this case is the ratio of correct predictions to total predictions. It is a measure of overall correctness and is calculated as (true positives + true negatives) / (true positives + true negatives + false positives + false negatives). As seen in Figure 5., there is a confusion matrix that lays out the true positives, true negatives, false positives, and false negatives for the test data from the logistic regression model. When it comes to this analytic framework, we considered it a binary classification. The model either predicts malignant diagnosis or not, nothing in between. This allows us to generate this confusion matrix. In our case, the calculated accuracy is 0.966, which means the model is correct about 96.6% of the time.
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Figure 5. Confusion Matrix of Test data in the logistic regression model

The AUC score (Area Under Curve) is a measurement of how well the model can distinguish between the two classes (malignant and benign in this case). A value of 1 would indicate perfect separation, while a value of 0.5 suggests random guessing. So, with our logistic regression model achieving a mean AUC score of 0.9939 indicates that the model is excellent at distinguishing between the two classes, with truly little overlap. Recall (Sensitivity) is the ratio of true positives to the total actual positives. It shows how well the model finds all positive cases and is calculated as tp / (tp + fn). Here, the recall is 0.968, indicating the model correctly identified 96.8% of actual positive cases. Precision is another measurement of the ratio of true positives to the total predicted positives. It tells us how many of the predicted positive cases are actually positive and is calculated as tp / (tp + fp). In our case, the precision is 0.979, meaning that when the model predicts a case as malignant, it is correct about 97.9% of the time. Specificity is the ratio of true negatives to the total actual negatives. It shows how well the model finds all negative cases and is calculated as tn / (tn + fp). Here, the specificity is 0.961, indicating the model correctly identified 96.1% of actual negative cases. Log loss is another measurement tool, which measures the performance of a classification model where the prediction is a probability value between 0 and 1. It quantifies how well the predicted probabilities match the true classes. Lower log loss values indicate better performance. This model's log loss is around 1.02 for test data, which is a measure of how well the predicted probabilities align with the actual classes.

In summary, the logistic regression model has performed remarkably well. It has achieved high accuracy, recall, precision, and AUC score, indicating its strong ability to classify between malignant and benign cases accurately. Much better than the linear regression model we have been previously using.
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Figure 6. to show no overfitting of the logistic model

Attaining high accuracy can sometimes stem from overfitting the model, a situation that is problematic when dealing with new and unanticipated data. Like thoroughly memorizing answers to practice questions before a test, an overfitted model tends to overly specialize on training data intricacies. This makes it less adaptable to novel data scenarios, leading to diminished performance. However, illustrated in Figure 6, the transformative trajectory of the model's accuracy during its learning process becomes apparent that it may be slightly overfitted. As shown, the logistic regression model's attainment of a 96% accuracy threshold may have some overfitting patterns, which signifies that the model may be on some merits merely memorization based. Some of the patterns exhibited such as the gap between training and testing accuracy, along with the fluctuations in the testing accuracy, could be indicative of overfitting, especially as the training dataset size increases.

**Code snippet of logistic regression:**

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  import numpy as np  import os  from numpy import mean  from numpy import std  from scipy.stats import chi2\_contingency  from sklearn.model\_selection import train\_test\_split, cross\_val\_score, learning\_curve, validation\_curve  from sklearn.linear\_model import LogisticRegression  from sklearn.metrics import mean\_squared\_error, r2\_score, ConfusionMatrixDisplay, log\_loss, confusion\_matrix, accuracy\_score  %matplotlib inline  # Find outliers with Gaussian distribution, and drop if wanted  def find\_outliers(name: str, df: pd.DataFrame, dropInPlace: bool):  columns = df.columns  outliersList = []  outlierText = ""  for c in columns:  data\_mean, data\_std = mean(df[c]), std(df[c])  cut\_off = data\_std \* 3  lower, upper = data\_mean - cut\_off, data\_mean + cut\_off  outliers = df.loc[(df[c] < lower) | (df[c] > upper)]  for o in outliers.index:  if len(outliersList) > 0:  index = None  for ol in outliersList:  if ol != o:  index = o  break  if index != None:  outliersList.append(o)  else:  outliersList.append(o)  if(len(outliers.index) > 0 ):  outlierText += "{} Outliers for column {}\n".format(len(outliers), c)  droppedText = "\n"  if (dropInPlace):  df.drop(outliers.index, axis=0, inplace=True)  droppedText = "{} rows dropped".format(len(outliersList)) + "\n"  outlierText = "Finding Outliers for {}\n\nIn total, there are {} rows with outliers".format(name, len(outliersList)) + "\n" + outlierText + droppedText  print(outlierText)  # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)  def logistic\_regression(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  log\_reg = LogisticRegression(solver='liblinear')  cv\_score = cross\_val\_score(log\_reg, x\_train, y\_train, cv=cv, scoring='roc\_auc')  # Fit classifier with training data  log\_reg.fit(x\_train, y\_train)  # Get predictions  y\_train\_predict = log\_reg.predict(x\_train)  y\_test\_predict = log\_reg.predict(x\_test)  # Print results  cmTrain = confusion\_matrix(y\_train, y\_train\_predict)  cmTest = confusion\_matrix(y\_test, y\_test\_predict)  tp = cmTrain[0][0] + cmTest[0][0]  tn = cmTrain[1][1] + cmTest[1][1]  fp = cmTrain[0][1] + cmTest[0][1]  fn = cmTrain[1][0] + cmTest[1][0]  acc = (tp + tn) / (tp + tn + fp + fn)  precision = tp / (tp + fp)  recall = tp / (tp + fn)  sensitivity = recall  specificity = tn / (fp + tn)  results = "\t\tAccuracy: {}\n".format("%.2f" % accuracy\_score(y\_pred=y\_test\_predict, y\_true=y\_test)) \  + "\t\tMean Cross Validation Area Under Curve Score: {}\n".format(cv\_score.mean()) \  + "\t\tConfusion Matrix (Training + Test): tp: {} tn: {} fp: {} fn: {}\n".format(tp,tn,fp,fn) \  + "\t\tTotals (Training + Test): Accuracy: {} Recall: {} Precision: {} Sensitivity: {} Specificity: {}\n".format(round(acc,3), round(recall,3), round(precision,3), round(sensitivity,3), round(specificity,3)) \  + "\t\tLog loss on training data: {}\n".format(log\_loss(y\_train,y\_train\_predict)) \  + "\t\tLog loss on test data: {} \n".format(log\_loss(y\_test,y\_test\_predict))  print(name+" Logistic Regression Dataset:\n")  print(results)  # Plot Confusion matrix  ConfusionMatrixDisplay.from\_estimator(log\_reg, x\_test, y\_test)  # Produce learning curve  train\_sizes, train\_scores, test\_scores = learning\_curve(log\_reg, X, y, cv=cv, train\_sizes=np.linspace(.1, 0.99, 10))  # Create mean of train and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  # Plot learning curve lines (mean of training and test scores)  plt.figure()  plt.plot(train\_sizes, train\_mean, '--', label="Training score")  plt.plot(train\_sizes, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Learning Curve")  plt.xlabel("Training Set Size")  plt.ylabel("Accuracy Score")  plt.legend(loc="best")  plt.show()  # Define the range of parameter to be tested  param\_range = [0.001, 0.05, 0.1, 0.5, 1.0, 10.0]  train\_scores, test\_scores = validation\_curve(log\_reg, X, y, param\_name="C", param\_range=param\_range, cv=cv)  # Calculate mean for training and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  # Plot validation curve lines (mean of training and test scores)  plt.figure()  plt.plot(param\_range, train\_mean, '--',label="Training score")  plt.plot(param\_range, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Validation Curve")  plt.ylim([0.5, 1.0])  plt.xlabel("Value of regularization term")  plt.ylabel("Accuracy Score")  plt.legend(loc="best")  plt.show()  # Show coeffecient weights, possible feature importance  plt.figure()  plt.bar([x for x in X.columns], abs(log\_reg.coef\_[0]))  plt.ylabel("Coeffecient Value")  plt.xticks(rotation=90)  plt.show()  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)    print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)  # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  df.dropna(inplace=True)  find\_outliers("Clean Dataset", df, True)  df.head()  logistic\_regression(df, "Logistic Regression") |

Although overfitting is indicative of producing bad results when faced with unanticipated data. This model still performs very well considering the AUC and log loss scores. Instead of running the risk of an overfitted model, perhaps we can have better luck with the random forest and hopefully deter from overfitting. A random forest is like a group of experts coming together to make a decision. Imagine you want to make a decision, and you ask multiple people for their opinions. Each person is like a "tree" that offers an opinion based on a subset of information. Then, you combine all these opinions to make the final decision. In the case of a random forest, these "trees" are individual decision trees, and they work together to improve the accuracy and reliability of predictions. Unfortunately, it is also prone to overfitting.
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Figure 7. Random Forest scores

In our case, we have generated 100 trees in the forest and achieved an accuracy score of 96%. The Mean Cross Validation Area Under Curve (AUC) Score is 0.989. The mean AUC score tells us how well the random forest model can distinguish between the two classes (malignant and benign) on average. A value close to 1 indicates excellent separation. In this case, the mean AUC score of 0.9896 suggests that the random forest is very good at distinguishing between malignant and benign cases. We can see as illustrated in Figure 7 our scores dependent on how many trees in the forest.
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Figure 8. Out-of-bag Error vs number of Trees

In a random forest, each tree is trained on a different subset of the data. The OOB error measures how well each individual tree performs on the data it did not see during training. It is like testing each "tree expert" on problems they have not encountered before. In our case, achieving an OOB error of 0.03 (3%) is very good. A low OOB error suggests that each tree in the forest is performing well on unseen data, which in turn contributes to the overall accuracy of the random forest. Therefore the random forest is not overfitted whereas the logistic regression model potentially could be.
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Figure 9. TP vs FP rate of Random Forest.

In medical diagnosis, the aim is to strike a balance between true positives, which is correctly identifying cases of disease, and false positives which is incorrectly identifying cases as disease. While it is important to catch as many actual cases as possible, having a high TP rate, it is equally crucial to minimize the number of false positives, which is a low FP rate. A high TP rate is indicative of the model's effectiveness in correctly identifying true cases, and a low FP rate shows that the model is being cautious in not falsely diagnosing cases. Achieving this balance ensures that the diagnostic process is reliable, accurate, and trustworthy for both patients and healthcare professionals. While it is important to focus on true positives and the model's ability to catch actual cases of disease, false positives should not be overlooked. Striking a balance between true positives and false positives is essential for a medical model to provide accurate and responsible diagnostic outcomes. As can be seen in Figure 9, the TP vs FP rate is close to 100% true positive. We still want to get as close to 100% accuracy as possible, as a misdiagnosis in the medical field is what we want to avoid.

**Code snippet of random forest:**

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  import numpy as np  import os  from numpy import mean  from numpy import std  from scipy.stats import chi2\_contingency  from sklearn.model\_selection import train\_test\_split, cross\_validate  from sklearn.metrics import roc\_auc\_score, roc\_curve, accuracy\_score  from sklearn.ensemble import RandomForestClassifier  %matplotlib inline  # Find outliers with Gaussian distribution, and drop if wanted  def find\_outliers(name: str, df: pd.DataFrame, dropInPlace: bool):  columns = df.columns  outliersList = []  outlierText = ""  for c in columns:  data\_mean, data\_std = mean(df[c]), std(df[c])  cut\_off = data\_std \* 3  lower, upper = data\_mean - cut\_off, data\_mean + cut\_off  outliers = df.loc[(df[c] < lower) | (df[c] > upper)]  for o in outliers.index:  if len(outliersList) > 0:  index = None  for ol in outliersList:  if ol != o:  index = o  break  if index != None:  outliersList.append(o)  else:  outliersList.append(o)  if(len(outliers.index) > 0 ):  outlierText += "{} Outliers for column {}\n".format(len(outliers), c)  droppedText = "\n"  if (dropInPlace):  df.drop(outliers.index, axis=0, inplace=True)  droppedText = "{} rows dropped".format(len(outliersList)) + "\n"  outlierText = "Finding Outliers for {}\n\nIn total, there are {} rows with outliers".format(name, len(outliersList)) + "\n" + outlierText + droppedText  print(outlierText)  # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)  def random\_forest(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  # number of tress to produce  num = 100  numTrees = np.linspace(15, num, 10)  rf = RandomForestClassifier(oob\_score=True, random\_state=0, n\_jobs=8)  error\_array = []  roc\_auc\_score\_array = []  cv\_score\_array = []  accuracy\_score\_array = []  # Iterate over number of trees  print(name+" Random Forest Dataset:\n")  print("\t\tNumber of trees in forest:")  for i in range(len(numTrees)):  print("\t\t {}".format(int(numTrees[i])))  rf.set\_params(n\_estimators=int(numTrees[i]))  scores = cross\_validate(rf, X, y, cv=cv, scoring='roc\_auc', return\_train\_score=True)  cv\_score\_array.append(np.mean(scores['test\_score']))  rf.fit(x\_train, y\_train)  y\_predict = rf.predict(x\_test)  roc\_auc\_score\_array.append(roc\_auc\_score(y\_test, y\_predict))  accuracy\_score\_array.append(accuracy\_score(y\_pred=y\_predict, y\_true=y\_test))  oob\_error = 1 - rf.oob\_score\_  error\_array.append(oob\_error)  # Evaluate model performance on the test data  y\_rf\_pred\_prob = rf.predict\_proba(x\_test)  results = "\t\tRandom Forest scores with {} trees\n".format(num) \  + "\t\tAccuracy: {}\n".format("%.2f" % accuracy\_score(y\_pred=y\_predict, y\_true=y\_test)) \  + "\t\tMean Cross Validation Area Under Curve Score: {}\n".format(np.mean(cv\_score\_array[-1])) \  + "\t\tRandom Forest Area Under Curve Score: {}\n".format(roc\_auc\_score(y\_test, y\_rf\_pred\_prob[:,1]))  print(results)  # Plot scores graph  plt.figure()  plt.title("Scores Over Number of Trees")  plt.plot(numTrees, roc\_auc\_score\_array,'--', label="Test AUC score")  plt.plot(numTrees, cv\_score\_array, '.', label="Mean Cross Validation Area Under Curve Score")  plt.plot(numTrees, accuracy\_score\_array, label="Accuracy score")  plt.ylabel("Scores")  plt.xlabel("Number of Trees")  plt.legend(loc="best")  plt.show()  # Plot OOB error graph  plt.figure()  plt.title("Out-of-bag Error Over Number of Trees")  plt.plot(numTrees, error\_array)  plt.ylabel("Out-of-bag Error")  plt.xlabel("Number of Trees")  plt.show()  # Show coeffecient weights, possible feature importance  plt.figure()  plt.title("Potential Feature Importance")  plt.bar([x for x in X.columns], abs(rf.feature\_importances\_))  plt.xticks(rotation=90)  plt.ylabel("Coeffecient Value")  plt.show()  fpr, tpr, \_ = roc\_curve(y\_test, y\_rf\_pred\_prob[:,1])  # Plot FalsePositiveRate to TruePositiveRate  plt.figure()  plt.title("TP vs FP Rate")  plt.plot(fpr,tpr)  plt.ylabel("True Positive Rate")  plt.xlabel("False Positive Rate")  plt.show()  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)  print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)  # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  df.dropna(inplace=True)  find\_outliers("Clean Dataset", df, True)  df.head()  random\_forest(df, "Random Forest") |
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Figure 10. Feature importance of Random Forest model.

Previously highlighted, the feature importance indicates the pivotal role of certain attributes like "Uniformity of Cell Size," "Uniformity of Cell Shape," and "Bare Nuclei" in prediction. This concept can be likened to identifying key elements in a recipe. These attributes significantly contributed to the accuracy of the random forest's classification ability, as demonstrated in Figure 10. The model's effectiveness, underscored by AUC scores, OOB error, TP vs FP, and feature importance, suggests its potential alignment with our company's objectives.

Further refinement might be achieved by incorporating a novel feature to bolster model performance. It's evident from Figure 10 that "Uniformity of Cell Size," "Uniformity of Cell Shape," and "Bare Nuclei" are standout attributes. Confirming this, the chi contingency test identifies these columns as the most interdependent. Combining these attributes into a new feature, possibly through averaging, holds promise for enhancing the random forest's accuracy.

Upon reevaluating the random forest with this new feature, the accuracy decreased from 96% to 94%. However, Figure 11 depicts the assimilation of the new feature as the most influential. Unfortunately, in this context, accuracy takes precedence, and integrating the new feature might not be the optimal choice.
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Figure 11. Feature importance with new feature in random Forest.

**Code snippet of adding the new feature:**

|  |
| --- |
| # Essentially just add this line of code before the random\_forest function call in the previous code snippet  # To add the new feature to the dataset  df["CellSize+CellShape+BareNuclei/3"] = (df["Uniformity of Cell Size"] + df["Uniformity of Cell Shape"] + df["Bare Nuclei"]) / 3 |

Final Directional Path

In conclusion, our investigation into improving the detection of malignant breast cancer diagnoses based on William Wolberg's Breast Cancer dataset has yielded significant insights. Initially relying on linear regression techniques, we encountered limitations with an achieved coefficient of determination of 75%. Even after exploring variations like Lasso and Ridge, notable enhancements remained elusive. The transition to classification models marked a turning point, where both a logistic regression model and a random forest model achieved remarkable accuracy rates of 96%. These findings advocate for a strategic shift towards classification models in our pursuit of improved breast cancer diagnosis.

Our journey began with a dataset containing noisy and missing data, necessitating rigorous data cleansing efforts. We addressed missing values, duplicates, and outliers to bolster data integrity. The utilization of cross-validation exposed room for enhancement in the linear regression model, leading to a higher R2 score of 87% and a reduced Mean Squared Error (MSE) of 0.02. Transitioning to classification models proved highly promising. The logistic regression model exhibited excellent accuracy, AUC score, recall, precision, and specificity, effectively outperforming the linear regression model. However, the potential for overfitting was observed, prompting consideration of the random forest model.

The random forest approach demonstrated impressive accuracy and AUC scores, reflecting its capability to distinguish between classes effectively. The Out-of-Bag (OOB) error, an indicator of model generalization, remained low, suggesting that overfitting was minimized. Feature importance analysis highlighted key attributes like "Uniformity of Cell Size," "Uniformity of Cell Shape," and "Bare Nuclei," suggesting their critical role in classification. Despite the potential benefits of a novel feature, its integration resulted in decreased accuracy, prompting caution in its implementation.

In essence, the journey from linear regression to classification models has showcased the potential for improved accuracy and robustness in breast cancer diagnosis. The logistic regression and random forest models have demonstrated significant promise, advocating for their adoption to enhance our diagnostic capabilities and contribute effectively to the field. By embracing classification methodologies, we strive to achieve more accurate and reliable outcomes, thereby making a meaningful impact on the lives of patients.

*Code Implementation*

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  import numpy as np  import os  from numpy import mean  from numpy import std  from scipy.stats import chi2\_contingency  from sklearn.impute import KNNImputer  from sklearn.model\_selection import train\_test\_split, cross\_validate, cross\_val\_score, learning\_curve, validation\_curve  from sklearn import linear\_model  from sklearn.linear\_model import LogisticRegression, RidgeCV  from sklearn.metrics import mean\_squared\_error, r2\_score, ConfusionMatrixDisplay, log\_loss, confusion\_matrix, roc\_auc\_score, roc\_curve, accuracy\_score  from sklearn.ensemble import RandomForestClassifier  %matplotlib inline  col\_names = ['Sample code number', 'Clump Thickness', 'Uniformity of Cell Size', 'Uniformity of Cell Shape', 'Marginal Adhesion', 'Single Epithelial Cell Size', 'Bare Nuclei', 'Bland Chromatin', 'Normal Nucleoli', 'Mitosis', 'Class']  df = pd.read\_csv(os.path.join(os.path.abspath(''),"breast+cancer+wisconsin+original\\breast-cancer-wisconsin.data"), na\_values="?", names=col\_names)  pd.set\_option("display.min\_rows", df.shape[0]+1)  pd.set\_option('display.max\_rows', df.shape[0]+1)  # Find outliers with Gaussian distribution, and drop if wanted  def find\_outliers(name: str, df: pd.DataFrame, dropInPlace: bool):  columns = df.columns  outliersList = []  outlierText = ""  for c in columns:  data\_mean, data\_std = mean(df[c]), std(df[c])  cut\_off = data\_std \* 3  lower, upper = data\_mean - cut\_off, data\_mean + cut\_off  outliers = df.loc[(df[c] < lower) | (df[c] > upper)]  for o in outliers.index:  if len(outliersList) > 0:  index = None  for ol in outliersList:  if ol != o:  index = o  break  if index != None:  outliersList.append(o)  else:  outliersList.append(o)  if(len(outliers.index) > 0 ):  outlierText += "{} Outliers for column {}\n".format(len(outliers), c)  droppedText = "\n"  if (dropInPlace):  df.drop(outliers.index, axis=0, inplace=True)  droppedText = "{} rows dropped".format(len(outliersList)) + "\n"  outlierText = "Finding Outliers for {}\n\nIn total, there are {} rows with outliers".format(name, len(outliersList)) + "\n" + outlierText + droppedText  print(outlierText)    # Find contigency  def find\_contigency(df: pd.DataFrame):  columnDependenciesString = ""  columns = df.columns  for c in columns:  if c != "Class":  contigency= pd.crosstab(df[c], df['Class'])  chi, p, dof, expected = chi2\_contingency(contigency)  if p > 0.05:  columnDependenciesString += "{} column INDEPENDENT -> {} p-value\n".format(c, "%.2f" % p)  else:  columnDependenciesString += "{} column DEPENDENT -> {} p-value\n".format(c, "%.100f" % p)  print("Find dependencies with current features:\n\n"+columnDependenciesString)    # Perform Linear regression, and with Lasso and Ridge  def linear\_regression(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  lin\_reg\_modes = ['','Lasso','Ridge']  print(name+" Linear Regression Dataset:\n")  for x in lin\_reg\_modes:  if x == 'Lasso':  regr = linear\_model.Lasso()  elif x == 'Ridge':  r\_alphas = np.logspace(0, 5, 100)  ridge\_model = RidgeCV(alphas=r\_alphas, scoring='r2')  ridge\_model = ridge\_model.fit(x\_train, y\_train)  regr = linear\_model.Ridge(alpha=ridge\_model.alpha\_)  else:  regr = linear\_model.LinearRegression()  scores = cross\_validate(regr, X, y, cv=cv, scoring=('r2', 'neg\_mean\_squared\_error'), return\_train\_score=True)  regr.fit(x\_train, y\_train)  y\_pred = regr.predict(x\_test)  linear\_regression\_results = "\tLinear Regression " + x + ":\n\n" \  + "\t\tCoefficient of determination: {}\n".format("%.2f" % r2\_score(y\_test, y\_pred)) \  + "\t\tMean Square Error: {}\n".format("%.2f" % mean\_squared\_error(y\_test, y\_pred)) \  + "\t\tCross Validation ({} fold) Scores:\n\t\tNegative Mean Square: {}\n\t\tr2 scores: {}\n".format(cv, str(scores["test\_neg\_mean\_squared\_error"]), str(scores["test\_r2"])) \  + ("\t\tRidge Model alpha value {}\n".format("%.2f" % ridge\_model.alpha\_) if x == 'Ridge' else '') \  + "\t\tFinal Coefficients:" + str(regr.coef\_) + "\n\n"  print(linear\_regression\_results)  # Produce learning curve  train\_sizes, train\_scores, test\_scores = learning\_curve(regr, X, y, cv=cv, train\_sizes=np.linspace(0.1, 0.99, 10))  # Create mean of train and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  x= [i for i in range(1, cv + 1)]  plt.plot(x, abs(scores["test\_neg\_mean\_squared\_error"]), label="MSE")  plt.plot(x, scores["test\_r2"], label="r2")  plt.legend()  plt.title("Cross Validation Scores")  plt.ylabel("Value")  plt.xlabel("K Folds")  plt.show()  # Plot learning curve lines (mean of training and test scores)  plt.figure()  plt.plot(train\_sizes, train\_mean, '--', label="Training score")  plt.plot(train\_sizes, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Learning Curve")  plt.xlabel("Training Set Size")  plt.ylabel("R2 Score")  plt.legend(loc="best")  plt.show()  # Show coeffecient weights, possible feature importance  plt.figure()  plt.title("Potential Feature Importance")  plt.bar([x for x in X.columns], abs(regr.coef\_))  plt.xticks(rotation=90)  plt.ylabel("Coeffecient Value")  plt.show()  def logistic\_regression(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  log\_reg = LogisticRegression(solver='liblinear')  cv\_score = cross\_val\_score(log\_reg, x\_train, y\_train, cv=cv, scoring='roc\_auc')  # Fit classifier with training data  log\_reg.fit(x\_train, y\_train)  # Get predictions  y\_train\_predict = log\_reg.predict(x\_train)  y\_test\_predict = log\_reg.predict(x\_test)  # Print results  cmTrain = confusion\_matrix(y\_train, y\_train\_predict)  cmTest = confusion\_matrix(y\_test, y\_test\_predict)  tp = cmTrain[0][0] + cmTest[0][0]  tn = cmTrain[1][1] + cmTest[1][1]  fp = cmTrain[0][1] + cmTest[0][1]  fn = cmTrain[1][0] + cmTest[1][0]  acc = (tp + tn) / (tp + tn + fp + fn)  precision = tp / (tp + fp)  recall = tp / (tp + fn)  sensitivity = recall  specificity = tn / (fp + tn)  results = "\t\tAccuracy: {}\n".format("%.2f" % accuracy\_score(y\_pred=y\_test\_predict, y\_true=y\_test)) \  + "\t\tMean Cross Validation Area Under Curve Score: {}\n".format(cv\_score.mean()) \  + "\t\tConfusion Matrix (Training + Test): tp: {} tn: {} fp: {} fn: {}\n".format(tp,tn,fp,fn) \  + "\t\tTotals (Training + Test): Accuracy: {} Recall: {} Precision: {} Sensitivity: {} Specificity: {}\n".format(round(acc,3), round(recall,3), round(precision,3), round(sensitivity,3), round(specificity,3)) \  + "\t\tLog loss on training data: {}\n".format(log\_loss(y\_train,y\_train\_predict)) \  + "\t\tLog loss on test data: {} \n".format(log\_loss(y\_test,y\_test\_predict))  print(name+" Logistic Regression Dataset:\n")  print(results)  # Plot Confusion matrix  ConfusionMatrixDisplay.from\_estimator(log\_reg, x\_test, y\_test)  # Produce learning curve  train\_sizes, train\_scores, test\_scores = learning\_curve(log\_reg, X, y, cv=cv, train\_sizes=np.linspace(.1, 0.99, 10))  # Create mean of train and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  # Plot learning curve lines (mean of training and test scores)  plt.figure()  plt.plot(train\_sizes, train\_mean, '--', label="Training score")  plt.plot(train\_sizes, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Learning Curve")  plt.xlabel("Training Set Size")  plt.ylabel("Accuracy Score")  plt.legend(loc="best")  plt.show()  # Define the range of parameter to be tested  param\_range = [0.001, 0.05, 0.1, 0.5, 1.0, 10.0]  train\_scores, test\_scores = validation\_curve(log\_reg, X, y, param\_name="C", param\_range=param\_range, cv=cv)  # Calculate mean for training and test scores  train\_mean = np.mean(train\_scores, axis=1)  test\_mean = np.mean(test\_scores, axis=1)  # Plot validation curve lines (mean of training and test scores)  plt.figure()  plt.plot(param\_range, train\_mean, '--',label="Training score")  plt.plot(param\_range, test\_mean, label="Testing score")  # Add title and labels and show the plot  plt.title("Validation Curve")  plt.ylim([0.5, 1.0])  plt.xlabel("Value of regularization term")  plt.ylabel("Accuracy Score")  plt.legend(loc="best")  plt.show()  # Show coeffecient weights, possible feature importance  plt.figure()  plt.bar([x for x in X.columns], abs(log\_reg.coef\_[0]))  plt.ylabel("Coeffecient Value")  plt.xticks(rotation=90)  plt.show()    def random\_forest(df: pd.DataFrame, name: str, cv=5):  y = df['Class']  X = df.iloc[:,~df.columns.isin(['Class'])]  x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, stratify=df['Class'])  # number of tress to produce  num = 100  numTrees = np.linspace(15, num, 10)  rf = RandomForestClassifier(oob\_score=True, random\_state=0, n\_jobs=8)  error\_array = []  roc\_auc\_score\_array = []  cv\_score\_array = []  accuracy\_score\_array = []  # Iterate over number of trees  print(name+" Random Forest Dataset:\n")  print("\t\tNumber of trees in forest:")  for i in range(len(numTrees)):  print("\t\t {}".format(int(numTrees[i])))  rf.set\_params(n\_estimators=int(numTrees[i]))  scores = cross\_validate(rf, X, y, cv=cv, scoring='roc\_auc', return\_train\_score=True)  cv\_score\_array.append(np.mean(scores['test\_score']))  rf.fit(x\_train, y\_train)  y\_predict = rf.predict(x\_test)  roc\_auc\_score\_array.append(roc\_auc\_score(y\_test, y\_predict))  accuracy\_score\_array.append(accuracy\_score(y\_pred=y\_predict, y\_true=y\_test))  oob\_error = 1 - rf.oob\_score\_  error\_array.append(oob\_error)    # Evaluate model performance on the test data  y\_rf\_pred\_prob = rf.predict\_proba(x\_test)  results = "\t\tRandom Forest scores with {} trees\n".format(num) \  + "\t\tAccuracy: {}\n".format("%.2f" % accuracy\_score(y\_pred=y\_predict, y\_true=y\_test)) \  + "\t\tMean Cross Validation Area Under Curve Score: {}\n".format(np.mean(cv\_score\_array[-1])) \  + "\t\tRandom Forest Area Under Curve Score: {}\n".format(roc\_auc\_score(y\_test, y\_rf\_pred\_prob[:,1]))  print(results)  # Plot scores graph  plt.figure()  plt.title("Scores Over Number of Trees")  plt.plot(numTrees, roc\_auc\_score\_array,'--', label="Test AUC score")  plt.plot(numTrees, cv\_score\_array, '.', label="Mean Cross Validation Area Under Curve Score")  plt.plot(numTrees, accuracy\_score\_array, label="Accuracy score")  plt.ylabel("Scores")  plt.xlabel("Number of Trees")  plt.legend(loc="best")  plt.show()    # Plot OOB error graph  plt.figure()  plt.title("Out-of-bag Error Over Number of Trees")  plt.plot(numTrees, error\_array)  plt.ylabel("Out-of-bag Error")  plt.xlabel("Number of Trees")  plt.show()    # Show coeffecient weights, possible feature importance  plt.figure()  plt.title("Potential Feature Importance")  plt.bar([x for x in X.columns], abs(rf.feature\_importances\_))  plt.xticks(rotation=90)  plt.ylabel("Coeffecient Value")  plt.show()  fpr, tpr, \_ = roc\_curve(y\_test, y\_rf\_pred\_prob[:,1])  # Plot FalsePositiveRate to TruePositiveRate  plt.figure()  plt.title("TP vs FP Rate")  plt.plot(fpr,tpr)  plt.ylabel("True Positive Rate")  plt.xlabel("False Positive Rate")  plt.show()    print("Breast Cancer Wisconsin Dataset!\n")  # Find duplicates and remove them  beforeCount = len(df)  df = df[~df.duplicated()]  afterCount = len(df)  print("Removed {} duplicates from the dataset!\n".format(beforeCount - afterCount))  # Find feature importance  find\_contigency(df)  # This has no significance to the data, time to drop  df.drop("Sample code number", axis=1, inplace=True)  # Lets change the Class' column values from 2 and 4 to 0 - 1  df["Class"] = df["Class"].replace(2, 0)  df["Class"] = df["Class"].replace(4, 1)  # Create two different datasets, one clean and the other dirty  df\_dirty = df.copy()  knn\_imp = KNNImputer(n\_neighbors=10, weights='distance', metric='nan\_euclidean')  df\_dirty["Bare Nuclei"] = knn\_imp.fit\_transform(df\_dirty)  df\_clean = df.copy().dropna()  find\_outliers("Dirty Dataset", df\_dirty, False)  find\_outliers("Clean Dataset", df\_clean, True)  linear\_regression(df\_dirty, "Dirty")  linear\_regression(df\_clean, "Clean")  logistic\_regression(df\_dirty, "Dirty")  logistic\_regression(df\_clean, "Clean")  random\_forest(df\_dirty, "Dirty")  random\_forest(df\_clean, "Clean")    # Since the dirty dataset seems to perform worse, maybe we can create a feature to increase model performance  # Combine features and get average Uniformity of Cell Size and Uniformity of Cell Shape  df\_dirty["CellSize+CellShape+BareNuclei/3"] = (df\_dirty["Uniformity of Cell Size"] + df\_dirty["Uniformity of Cell Shape"] + df\_dirty["Bare Nuclei"]) / 3  logistic\_regression(df\_dirty, "Dirty New Feature")  random\_forest(df\_dirty, "Dirty New Feature")  # It was a success with the Dirty dataset, maybe add the new feature to the clean dataset  df\_clean["CellSize+CellShape+BareNuclei/3"] = (df\_clean["Uniformity of Cell Size"] + df\_clean["Uniformity of Cell Shape"] + df\_clean["Bare Nuclei"]) / 3  logistic\_regression(df\_dirty, "Clean New Feature")  random\_forest(df\_dirty, "Clean New Feature") |