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## 20.1-3e

sales <- c(rep(2,4), rep(3,7), rep(4,8), rep(5,5), 6)  
set.seed(44)  
sales\_sim <- sample(sales, 300, replace = TRUE)  
mean\_sim <- mean(sales\_sim)  
mean\_sim

## [1] 3.613333

1. The 300 day simulation resulted in an average of 3.613 stoves per day, .067 stoves/day less than the 25 day average.

## 20.6-6

simulations <- 1000  
  
purchasePrice <- 1.50  
salesPrice <- 2.50  
refundPrice <- 0.50  
  
copiesOrdered <- c(50:60)  
  
for(i in 1:length(copiesOrdered)){  
 set.seed(101)  
 copiesSold <- sample(40:70, simulations, replace = TRUE)  
 SalesRevenue <- salesPrice\*pmin(copiesOrdered[i],copiesSold)  
 PurchasingCost <- purchasePrice\*copiesOrdered[i]  
 Refund <- refundPrice\*pmax(copiesOrdered[i]-copiesSold,0)  
 Profit <- SalesRevenue-PurchasingCost+Refund  
 avgProfit <- mean(Profit)  
 print(paste("Order Quantity:", copiesOrdered[i], "Mean:", avgProfit))  
}

## [1] "Order Quantity: 50 Mean: 46.27"  
## [1] "Order Quantity: 51 Mean: 46.536"  
## [1] "Order Quantity: 52 Mean: 46.74"  
## [1] "Order Quantity: 53 Mean: 46.876"  
## [1] "Order Quantity: 54 Mean: 46.942"  
## [1] "Order Quantity: 55 Mean: 46.932"  
## [1] "Order Quantity: 56 Mean: 46.87"  
## [1] "Order Quantity: 57 Mean: 46.758"  
## [1] "Order Quantity: 58 Mean: 46.598"  
## [1] "Order Quantity: 59 Mean: 46.356"  
## [1] "Order Quantity: 60 Mean: 46.06"

The average profit it highest at an order quantity of 54.

## HW 20.6-7

set.seed(333)  
Stocks\_year0 <- 5000 \* (1 + rnorm(1000, .08, .06))  
Stocks\_year1 <- (2000 + Stocks\_year0) \* (1 + rnorm(1000, .08, .06))  
Stocks\_year2 <- (2000 + Stocks\_year1) \* (1 + rnorm(1000, .08, .06))  
Stocks\_year3 <- (2000 + Stocks\_year2) \* (1 + rnorm(1000, .08, .06))  
Stocks\_year4 <- (2000 + Stocks\_year3) \* (1 + rnorm(1000, .08, .06))  
  
Bonds\_year0 <- 5000 \* (1 + rnorm(1000, .04, .03))  
Bonds\_year1 <- (2000 + Bonds\_year0) \* (1 + rnorm(1000, .04, .03))  
Bonds\_year2 <- (2000 + Bonds\_year1) \* (1 + rnorm(1000, .04, .03))  
Bonds\_year3 <- (2000 + Bonds\_year2) \* (1 + rnorm(1000, .04, .03))  
Bonds\_year4 <- (2000 + Bonds\_year3) \* (1 + rnorm(1000, .04, .03))  
  
Savings\_year5 <- 4000  
  
College\_Fund <- Stocks\_year4 + Bonds\_year4 + Savings\_year5  
  
#a)  
avg\_College\_Fund <- mean(College\_Fund)  
avg\_College\_Fund

## [1] 36076.34

#b)  
sd\_College\_Fund <- sd(College\_Fund)  
sd\_College\_Fund

## [1] 1848.541

#c)  
prob\_35K <- sum(College\_Fund >=35000)/length(College\_Fund)  
prob\_35K

## [1] 0.715

#d)  
prob\_40K <- sum(College\_Fund >=40000)/length(College\_Fund)  
prob\_40K

## [1] 0.019

1. AVerage college fund at the end of year 5 would be $36,076.34.
2. The standard deviation of the college fund at the end of year 5 would be $1,848.54.
3. There is a probability of 71.5% that the college fund will be at least $35,000.
4. There is a probability of 1.9% that the college fund will be at least $40,000.

## HW 20.6-9

library(triangle)  
library(tidyverse)  
  
#a)  
project\_cost <- 5  
bid\_cost <- .05  
RPI\_Bid <- 5.7  
RPI\_Total\_Cost <- bid\_cost + project\_cost  
RPI\_Profit <- RPI\_Bid - RPI\_Total\_Cost  
  
set.seed(99)  
competitor\_1 <- rtriangle(1000, a = (project\_cost\*1.05), b = (project\_cost\*1.40), c = (project\_cost\*1.20))  
competitor\_2 <- rtriangle(1000, a = (project\_cost\*1.05), b = (project\_cost\*1.40), c = (project\_cost\*1.20))  
competitor\_3 <- rtriangle(1000, a = (project\_cost\*1.05), b = (project\_cost\*1.40), c = (project\_cost\*1.20))  
competitor\_4 <- rtriangle(1000, a = (project\_cost\*1.05), b = (project\_cost\*1.40), c = (project\_cost\*1.20))  
  
RPI\_Bids <- rep(RPI\_Bid, 1000)  
min\_bid <- pmin(RPI\_Bids, competitor\_1, competitor\_2, competitor\_3, competitor\_4)  
prob\_RPI\_WIN <- sum(min\_bid==RPI\_Bid)/length(min\_bid)  
  
profit <- double()  
for(b in 1:length(min\_bid)){  
 if(min\_bid[b] == RPI\_Bid){  
 profit <- c(profit, RPI\_Profit)  
 }else{  
 profit <- c(profit, -.05)  
 }  
}  
  
avg\_profit <- mean(profit)  
  
  
#b)  
RPI\_Bid <- seq(5.3,6.0, .1)  
avg\_profits <- double()  
st\_devs <- double()  
for(b in 1:length(RPI\_Bid)){  
 profit <- double()  
 RPI\_Bids <- rep(RPI\_Bid[b], 1000)  
 min\_bid <- pmin(RPI\_Bids, competitor\_1, competitor\_2, competitor\_3, competitor\_4)  
 for(m in 1:length(min\_bid)){  
 if(min\_bid[m] == RPI\_Bid[b]){  
 gain <- RPI\_Bid[b] - RPI\_Total\_Cost  
 profit <- c(profit, gain)  
 }else{  
 profit <- c(profit, -.05)  
 }  
 }  
 st\_devs <- c(st\_devs, sd(profit))  
 avg\_profits <- c(avg\_profits, mean(profit))  
}   
  
parameter\_report <- data.frame(RPI\_Bid, avg\_profits, st\_devs)  
parameter\_report

## RPI\_Bid avg\_profits st\_devs  
## 1 5.3 0.2470 0.02986456  
## 2 5.4 0.3272 0.09278345  
## 3 5.5 0.3610 0.19135207  
## 4 5.6 0.3580 0.28002574  
## 5 5.7 0.3147 0.34986614  
## 6 5.8 0.2436 0.38578215  
## 7 5.9 0.1408 0.36803643  
## 8 6.0 0.0390 0.28488622

#c)  
ggplot(parameter\_report, aes(RPI\_Bid, avg\_profits)) +  
 geom\_line() +  
 geom\_point() +   
 geom\_ribbon(aes(ymin=avg\_profits-st\_devs, ymax=avg\_profits+st\_devs, x=RPI\_Bid, fill = "band"), alpha = .3) +   
 scale\_fill\_manual("", values = 'grey12') +   
 labs(title = "Simulated Avg Profit", y = "Avg Profit (In Millions)", x = "RPI Bid (In Millions)") +  
 theme(legend.position = "none")
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#d)   
  
RPI\_Bid <- seq(5.3,6.0, .01)  
avg\_profits <- double()  
st\_devs <- double()  
for(b in 1:length(RPI\_Bid)){  
 profit <- double()  
 RPI\_Bids <- rep(RPI\_Bid[b], 10000)  
 min\_bid <- pmin(RPI\_Bids, competitor\_1, competitor\_2, competitor\_3, competitor\_4)  
 for(m in 1:length(min\_bid)){  
 if(min\_bid[m] == RPI\_Bid[b]){  
 gain <- RPI\_Bid[b] - RPI\_Total\_Cost  
 profit <- c(profit, gain)  
 }else{  
 profit <- c(profit, -.05)  
 }  
 }  
 avg\_profits <- c(avg\_profits, mean(profit))  
}  
  
bid\_profits <- data.frame(RPI\_Bid, avg\_profits)  
bid\_profits %>% filter(avg\_profits==max(avg\_profits))

## RPI\_Bid avg\_profits  
## 1 5.53 0.36817

1. The probability that RPI will win the bid is 52.1%. The average profit would be $314,700.
2. A bid of $5.5 million maximizes RPI’s average profit.
3. Looking at 71 bid amounts and running 10,000 simulations on each, a bid of $5.53 million maximized the mean profit (368,170).

## HW 28.3

1. Uniform distribution with parameters(302, 496)
2. Max Extreme distribution with parameters(363.9972, 46.4134)

## HW 28.4

library(triangle)  
library(tidyverse)  
  
#a)  
sims <- 1000  
set.seed(333)  
funding <- rnorm(sims, 6, 1)  
design <- runif(sims, 6, 10)  
site\_prep <- rtriangle(sims, 1.5, 2.5, 2)  
foundation <- rtriangle(sims, 1.5, 3, 2)  
framing <- rtriangle(sims, 3,6,4)  
electric <- rtriangle(sims, 2,5,3)  
plumbing <- rtriangle(sims, 3,5,4)  
walls\_roof <- rtriangle(sims, 4,7,5)  
finish\_work <- rtriangle(sims, 5,7,6)  
landscape <- rep(5, 1000)  
  
completion\_times <- funding+pmax(design,site\_prep)+foundation+pmax(electric,(framing + plumbing)) + walls\_roof + pmax(finish\_work, landscape)  
  
  
avg\_completion\_time <- mean(completion\_times)  
avg\_completion\_time

## [1] 35.92028

#b)   
thirty\_six <- sum(completion\_times <= 36)/length(completion\_times)  
thirty\_six

## [1] 0.529

#c)   
tasks <- data.frame(funding, design, site\_prep, foundation, framing, electric, plumbing, walls\_roof, finish\_work, landscape, completion\_times)  
sensitivity <- as.data.frame(t(cor(tasks$completion\_times, tasks)))

## Warning in cor(tasks$completion\_times, tasks): the standard deviation is  
## zero

sensitivity <- sensitivity %>% rename(cor = V1)  
task <- c('funding', 'design', 'site\_prep', 'foundation', 'framing', 'electric', 'plumbing', 'walls\_roof', 'finish\_work', 'landscape', 'completion\_times')  
sensitivity <- data.frame(task, sensitivity$cor)  
sensitivity <- sensitivity %>% rename(cor = sensitivity.cor)  
ggplot(sensitivity %>% drop\_na() %>% filter(cor < .99), aes(fct\_reorder(task, cor), cor)) +  
 geom\_bar(stat = 'identity') +  
 coord\_flip() +  
 labs(title = 'Sensitivity Chart', x='Task')
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1. The average completion time of the project is 35.92 months over 1000 simulations.
2. There is a 52.9% chance that the project completes in 36 months or less.
3. Based on the sensitivity chart, the design of the builing is having the largest impact on completion time.

## 28.10

#a)  
available\_seats <- 150  
operating\_cost <- -30000  
ticket\_price <- 300  
bump\_cost <- -450  
  
reservations\_accepted <- c(180:190)  
sim\_Size <- 1000   
set.seed(1000)  
demand <- round(rnorm(sim\_Size, 195, 30),0)  
  
avg\_profit <- double()  
sd\_profit <- double()  
for(i in 1:length(reservations\_accepted)){  
 actual <- rbinom(sim\_Size, pmin(reservations\_accepted[i], demand), .80)  
   
 filled\_seats <- pmin(available\_seats, actual)  
 avg\_filled\_seats <- mean(filled\_seats)  
   
 denied <- pmax(0, actual-available\_seats)  
 avg\_denied <- mean(denied)  
   
 profit <- operating\_cost + (filled\_seats\*ticket\_price) + (denied\*bump\_cost)  
 avg\_profit <- c(avg\_profit, mean(profit))  
 sd\_profit <- c(sd\_profit, sd(profit))  
}  
  
parameter\_report <- data.frame(reservations\_accepted, avg\_profit, sd\_profit)  
parameter\_report

## reservations\_accepted avg\_profit sd\_profit  
## 1 180 11633.55 3304.927  
## 2 181 11718.45 3193.581  
## 3 182 11780.25 3305.588  
## 4 183 11799.00 3271.755  
## 5 184 11875.50 3351.432  
## 6 185 11898.75 3284.338  
## 7 186 11875.20 3365.571  
## 8 187 11817.00 3337.312  
## 9 188 11874.00 3299.353  
## 10 189 11738.85 3352.839  
## 11 190 11734.95 3387.400

#b)  
ggplot(parameter\_report, aes(reservations\_accepted, avg\_profit)) +  
 geom\_line() +  
 geom\_point() +  
 scale\_x\_continuous(breaks = c(180:190)) +   
 theme(legend.position = "none")

![](data:image/png;base64,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)

#c)  
reservations\_accepted <- c(150:200)  
sim\_Size <- 1000   
set.seed(1000)  
demand <- round(rnorm(sim\_Size, 195, 30),0)  
  
avg\_profit <- double()  
sd\_profit <- double()  
for(i in 1:length(reservations\_accepted)){  
 actual <- rbinom(sim\_Size, pmin(reservations\_accepted[i], demand), .80)  
   
 filled\_seats <- pmin(available\_seats, actual)  
 avg\_filled\_seats <- mean(filled\_seats)  
   
 denied <- pmax(0, actual-available\_seats)  
 avg\_denied <- mean(denied)  
   
 profit <- operating\_cost + (filled\_seats\*ticket\_price) + (denied\*bump\_cost)  
 avg\_profit <- c(avg\_profit, mean(profit))  
 sd\_profit <- c(sd\_profit, sd(profit))  
}  
  
reservations <- data.frame(reservations\_accepted, avg\_profit)  
best <- reservations %>% filter(avg\_profit == max(avg\_profit))  
best

## reservations\_accepted avg\_profit  
## 1 185 11965.2

1. Over 1000 simiulations, accepting 185 reservations yielded the highest average profit (11,898.75). Accepting 180 reservations yielded the lowest average profit (12979.80).
2. Over 1000 simiulations, accepting 185 reservations yielded the highest average profit (11,965.20).