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Hidden Markov Models

The goal of this homework is to fit hidden Markov Models on a real data set and compare them to optimal changepoint models.

library(data.table)  
library(ggplot2)  
library(stats4)  
library(changepoint)

1.Plot the profile.id=79 and chromosome=2 from the neuroblastoma data set (x=position, y=logratio). How many observations are there?

data(neuroblastoma, package="neuroblastoma")  
pro.dt <- data.table(neuroblastoma$profiles)[profile.id=="79" & chromosome=="2"]  
pro.dt

## profile.id chromosome position logratio  
## 1: 79 2 18094 0.200378798  
## 2: 79 2 2063049 0.505890930  
## 3: 79 2 3098882 0.345964030  
## 4: 79 2 7177474 0.449957484  
## 5: 79 2 8107742 0.474046599  
## ---   
## 192: 79 2 239227603 -0.045431429  
## 193: 79 2 239471307 -0.020340448  
## 194: 79 2 240618997 -0.081613766  
## 195: 79 2 242024751 -0.007231569  
## 196: 79 2 242801018 0.048236186

(gg <- ggplot()+  
 geom\_point(aes(x=position, y=logratio), data=pro.dt))
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str(pro.dt)

## Classes 'data.table' and 'data.frame': 196 obs. of 4 variables:  
## $ profile.id: Factor w/ 575 levels "1","2","4","5",..: 76 76 76 76 76 76 76 76 76 76 ...  
## $ chromosome: Factor w/ 24 levels "1","2","3","4",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ position : int 18094 2063049 3098882 7177474 8107742 8179390 8916469 9470069 11607188 11885382 ...  
## $ logratio : num 0.2 0.506 0.346 0.45 0.474 ...  
## - attr(\*, ".internal.selfref")=<externalptr>

***We can find that there are total 196 observations.***

2.Use depmixS4 R package to fit a sequence of Gaussian Hidden Markov Models, from nstates=1 to 10. Use the logLik function to compute the negative log likelihood for each model size. Then plot y=negative log likelihood as a function of x=number of states. After what model size is there a kink in the curve? (that is the model size you should select)

total\_states = 10  
loss.dt.list <- list()  
for (nstates in 1:total\_states) {  
 hmm <- depmixS4::depmix(logratio ~ 1, pro.dt, nstates)  
 hmm.fit <- depmixS4::fit(hmm)  
 loss.dt.list[[paste(nstates)]] <- data.table(nstates, loss=-depmixS4::logLik(hmm.fit))  
  
}

## converged at iteration 1 with logLik: -165.3519   
## converged at iteration 9 with logLik: 188.4415   
## converged at iteration 78 with logLik: 200.6406   
## converged at iteration 78 with logLik: 270.1472   
## converged at iteration 187 with logLik: 280.6051

loss.list <- do.call(rbind, loss.dt.list)  
  
ggplot()+  
 geom\_line(aes(nstates, loss),data=loss.list) +  
 labs(x = "the number of model size", y =" negative\_log\_likelihood")
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***After model size equal 3, there is a kink in the curve***

For the selected model size, plot the segmentation on top of the data (for simplicity use x=index instead of position). Make sure to show the mean (geom\_segment), the standard deviation (geom\_rect), and the changepoints (geom\_vline). How many changepoints are there?

hmm <- depmixS4::depmix(logratio ~ 1, pro.dt, 3)  
hmm.fit <- depmixS4::fit(hmm)

## converged at iteration 9 with logLik: 251.3187

resp.dt.list <- list()  
for(resp.i in seq\_along(hmm.fit@response)){  
 param.list <- hmm.fit@response[[resp.i]][[1]]@parameters  
 resp.dt.list[[paste(resp.i)]] <- data.table(  
 state=resp.i,  
 mean=param.list[["coefficients"]],  
 sd=param.list[["sd"]])  
}  
  
  
resp.dt <- do.call(rbind, resp.dt.list)  
post.dt <- data.table(hmm.fit@posterior)  
  
  
## rle = run length encoding, for more compressed version of hidden  
## markov model, in terms of segments, like optimal changepoint  
## models.  
state.rle <- rle(post.dt$state)  
  
segs.dt <- data.table(  
 n.data=state.rle[["lengths"]],  
 state=state.rle[["values"]])  
segs.dt[, end := cumsum(n.data)]  
segs.dt[, start := c(1, end[-.N]+1)]  
segs.with.params <- resp.dt[segs.dt, on="state"]

pro.dt[, index := 1:.N]  
  
ggplot()+  
 geom\_point(aes(  
 index, logratio),  
 data=pro.dt)+  
 geom\_vline(aes(#changes  
 xintercept=end+0.5  
 ),  
 color="red",  
 data=segs.with.params[-.N])+  
 geom\_rect(aes(#sd  
 xmin=start, xmax=end,  
 ymin=mean-sd, ymax=mean+sd  
 ),  
 data=segs.with.params,  
 fill="green",  
 alpha=0.2,  
 )+  
 geom\_segment(aes(#mean  
 x=start, xend=end,  
 y=mean, yend=mean),  
 color="green",  
 size=2,  
 data=segs.with.params)
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***We total have 8 segments, and 7 changepoints***

4.Run changepoint::cpt.meanvar(method=”SegNeigh”, penalty=”Manual”, Q=the same number of segments as in the HMM) to compute the corresponding optimal changepoint model, and plot that model on top of the data (same as in problem 3). Which model seems to be a better fit, or are they about the same?

n.segs <- 8  
segs.dt.list <- list()  
optimal.models<-changepoint::cpt.meanvar(pro.dt$logratio,penalty="Manual",method="SegNeigh",Q=n.segs)

## Warning in changepoint::cpt.meanvar(pro.dt$logratio, penalty = "Manual", :  
## SegNeigh is computationally slow, use PELT instead

## Warning in segneigh.meanvar.norm(c(0.200378797984026, 0.505890929729957, : The  
## number of segments identified is Q, it is advised to increase Q to make sure  
## changepoints have not been missed.

end <- cpts(optimal.models)  
end <- append(end, length(pro.dt$logratio), after = length(end))  
  
start <- c(1, end[-length(end)]+1)  
  
segs.dt.list[[paste(n.segs)]] <- data.table(start, end)[, .(  
 segments=n.segs,  
 mean=mean(pro.dt$logratio[start:end]),  
 sd = sd(pro.dt$logratio[start:end])  
 ), by=.(start, end)]  
segs.dt <- do.call(rbind, segs.dt.list)  
  
  
  
ggplot()+  
 geom\_point(aes(  
 x=index, y=logratio),  
 data=pro.dt)+  
 geom\_segment(aes(  
 x=start, y=mean,  
 xend=end, yend=mean),  
 color="green",  
 size = 2,  
 data=segs.dt)+  
 geom\_vline(aes(  
 xintercept=start-0.5),  
 color="red",  
   
 data=segs.dt[start>1])
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***There are almost the same. There is a liitle bit difference.But I thougth HMM algorithm fits it better.***

The goal is to systematically compare the negative log likelihood of the two packages (changepoint and depmixS4). changepoint::cpt.meanvar with Q segments should always compute the optimal sequence of Q segment mean/variance parameters (Q-1 changepoints), using dynamic programming. depmixS4/HMM always has nstates <= number of segments, so when there are more segments than states the dynamic programming should have a larger likelihood (better fit to data).

Run HMM for nstates=1 to 10, and compute the number of segments in each model. For each model use changepoint::cpt.meanvar(Q=that number of segments).

Save segment mean/sd/start/end parameters for both algorithms and all model sizes in a single data table.

result.dt.list <- list()  
  
 total\_states <- 9  
 for (nstates in 2:total\_states){  
  
 opt.segs.dt.list <- list()  
   
 hmm <- depmixS4::depmix(logratio ~ 1, pro.dt, nstates)  
 hmm.fit <- depmixS4::fit(hmm)  
   
 resp.dt.list <- list()  
 for(resp.i in seq\_along(hmm.fit@response)){  
 param.list <- hmm.fit@response[[resp.i]][[1]]@parameters  
 resp.dt.list[[paste(resp.i)]] <- data.table(  
 state=resp.i,  
 mean=param.list[["coefficients"]],  
 sd=param.list[["sd"]])  
 }  
  
 resp.dt <- do.call(rbind, resp.dt.list)  
 post.dt <- data.table(hmm.fit@posterior)  
   
   
 state.rle <- rle(post.dt$state)  
  
 segs.dt <- data.table(  
 n.data=state.rle[["lengths"]],  
 state=state.rle[["values"]],  
 algorithm = 'HMM')  
 segs.dt[, end := cumsum(n.data)]  
 segs.dt[, start := c(1, end[-.N]+1)]  
 segs.with.params <- resp.dt[segs.dt, on="state"]  
  
 pro.dt[, index := 1:.N]  
   
 hmm.segs.info=segs.with.params[-.N]  
  
 Nsegments <- length(hmm.segs.info$start)  
  
  
  
 for (seg.index in 1:Nsegments) {  
 start <- hmm.segs.info$start[seg.index]  
 end <- hmm.segs.info$end[seg.index]  
 mean <- hmm.segs.info$mean[seg.index]  
 sd <- hmm.segs.info$sd[seg.index]  
 algorithm <- hmm.segs.info$algorithm[seg.index]  
 result.dt.list[[paste(nstates,seg.index,start,end,mean,sd,algorithm)]] <- data.table(nstates,seg.index,start,end,mean,sd,algorithm)  
 }  
  
 optimal.models<-changepoint::cpt.meanvar(pro.dt$logratio,penalty="Manual",method="SegNeigh",Q=Nsegments)  
 opt.end <- cpts(optimal.models)  
 opt.end <- append(opt.end, length(pro.dt$logratio), after = length(opt.end))  
  
 opt.start <- c(1, opt.end[-length(opt.end)]+1)  
  
 opt.segs.dt.list[[paste(Nsegments)]] <- data.table(opt.start, opt.end)[, .(  
 segments=Nsegments,  
 mean=mean(pro.dt$logratio[opt.start:opt.end]),  
 sd = sd(pro.dt$logratio[opt.start:opt.end]),  
 algorithm = 'OPT'  
 ), by=.(opt.start, opt.end)]  
 opt.segs.info <- do.call(rbind, opt.segs.dt.list)  
  
 for (seg.index in 1:Nsegments) {  
 start <- opt.segs.info$opt.start[seg.index]  
 end <- opt.segs.info$opt.end[seg.index]  
 mean <- opt.segs.info$mean[seg.index]  
 sd <- opt.segs.info$sd[seg.index]  
 algorithm <- opt.segs.info$algorithm[seg.index]  
 result.dt.list[[paste(nstates,seg.index,start,end,mean,sd,algorithm)]] <- data.table(nstates,seg.index,start,end,mean,sd,algorithm)  
 }  
}

head(result.dt <- do.call(rbind, result.dt.list))

## nstates seg.index start end mean sd algorithm  
## 1: 2 1 1 33 0.755056018 1.13626391 HMM  
## 2: 2 2 34 135 0.009681706 0.04711407 HMM  
## 3: 2 3 136 136 0.755056018 1.13626391 HMM  
## 4: 2 4 137 154 0.009681706 0.04711407 HMM  
## 5: 2 5 155 155 0.755056018 1.13626391 HMM  
## 6: 2 1 1 11 0.401781188 0.08316934 OPT

Compute the negative log likelihood using stats::dnorm function, and plot it as a function of the number of segments, different algorithms in different colors (e.g., red=HMM, black=DP). Is the curve lower for DP as expected?

hmm.result.dt <- subset(result.dt,result.dt$algorithm == 'HMM')  
opt.result.dt <- subset(result.dt,result.dt$algorithm == 'OPT')  
  
neg.log.likelihood.list <- list()  
  
 for (nstates\_index in 2:total\_states){  
   
 hmm.mean.dt <- subset(hmm.result.dt,hmm.result.dt$nstates==nstates\_index)$mean   
 neg\_log\_L = -sum(dnorm(hmm.mean.dt, mean = mean(hmm.mean.dt), sd = sd(hmm.mean.dt)))  
 algorithm <- 'HMM'  
 neg.log.likelihood.list[[paste(nstates\_index,neg\_log\_L,algorithm)]] <- data.table(nstates\_index,neg\_log\_L,algorithm)  
   
 opt.mean.dt <- subset(opt.result.dt,opt.result.dt$nstates==nstates\_index)$mean   
 neg\_log\_L = -sum(dnorm(opt.mean.dt, mean = mean(opt.mean.dt), sd = sd(opt.mean.dt)))  
 algorithm <- 'DP'  
 neg.log.likelihood.list[[paste(nstates\_index,neg\_log\_L,algorithm)]] <- data.table(nstates\_index,neg\_log\_L,algorithm)  
  
 }  
  
  
 neg.log.likelihood.dt <- do.call(rbind, neg.log.likelihood.list)  
  
  
ggplot()+  
 geom\_line(aes(  
 nstates\_index, neg\_log\_L, color=algorithm),  
 data= neg.log.likelihood.dt)+  
 xlab("the number of model size") + ylab("negative log likelihood")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArwAAAGwCAIAAADE8iHyAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAANmBJREFUeF7t3T9oHMne7vHWG9zzJn4jbeQV2KDZC0Lc5BrMjjGsQ2lhcWD8ggM7k3FyNA68J7A4wWIHZx1YOonxZOvAsMaBMawUesFIi8Fv8iIEawlskBVdRXeTPTeZW92t6ekZzUxVd1dX15/vsLC21F1d9fn1SI+rq3tmer1exAsBBBBAAAEEEJAJ/JtsA76PAAIIIIAAAgjEAoQGzgMEEEAAAQQQUBIgNCgxsRECCCCAAAIIEBo4BxBAAAEEEEBASYDQoMTERggggAACCCBAaOAcQAABBBBAAAElgRk7b7k8Pj5W6r7CRrOzsxpbUzigoU0YlyFoTYfxsl5eDkoUnHFpOusNNaOxXqIpQ5129jDMNDhbOjqOAAIIIICAWQFCg1lvjoYAAggggICzAoQGZ0tHxxFAAAEEEDArYD40vHv8XfJafXlkdqgcDQEEEEAAAQSqCBgODUcvVx9G91+L15PLb+88flel6+yLAAIIIIAAAiYFDIeGz4cfr7QvxgM8+/Xl8292SA0mi82xEEAAAQQQqCJg9pZLMdHwY/T9xrWzcZfFdYrnc09O/iL+fuHChWwk79+/rzIq9kUAAQQQQAAB7QJmQ8NQThgNDfmxaXyygsZbeLXrV2mQcVXRM7+vl/XyclDi3GBc5t8gVY6osV48p0FaCLOXJ76cOy/tERsggAACCCCAgJUCZkPD2blzHw8/pxBHh5+ic3PJhQpeCCCAAAIIIGC/gNnQEImphjfPk3stj357218Tab8SPUQAAQQQQACByHBoOHtt4/65Z3fEYxruvL385G5yHwUvBBBAAAEEEHBBwHBoECQX78aPaXj9enDbhAtO9BEBBBBAAIHgBcyHhuDJAUAAAQQQQMBNAUKDm3Wj1wgggAACCBgXIDQYJ+eACCCAAAIIuClg9uFOykYaH+505tEPI4f9497flTti74Yan2di1SAZl1XlmN4ZiuVQsURXqZe0XjzcSUrkf2g4/T45HSPyTK5ECt7/0pPbqg28rJeXg+KXq1VvHJXOaDwPCQ1S8BBDw3QUVyKFxveJ9CwxuQHjMqld8VgUqyKg4d2plxSc0CAlIjRIiYY2sCdS8P4vVrmmt/ayXl4OipmGpt8rhY+v8TwkNEj1CQ1SogIbTI8UoiGN1z40vk8KjLD+TRlX/cbajkCxtFEaaYh6SZkJDVIiQoOUSOcGGicqeP/rLEz9bXlZLy8HxUxD/e8GzUfQeB4SGqS1ITRIicxtUChSaHyfmBuhwpEYlwKSLZtQLFsqodYP6iV1IjRIiQgNUiJbNpgSKTRe9Wh8tPxca7wE6h2gWOpWNmxJvaRVIDRIiQgNUiLrNvhi9/eRPv259fPYXroYJvi5Zt0JN7lDFMuhYnHZRaVYhAapEqFBSmTFBvmg8H8W/+fI+/90jEg77WKY4PeQFSecWicolpqTLVtRL2klCA1SIkKDlKixDU4HhXxXVN7/LoYJlXE1VpIKB/ZyXF4Oin+RVzjNm9lV43lIaJCWkNAgJTK6wfSgUDQ0TOq6zWFC4/vfaOVkB/NyXF4OitAgO5et+77G85DQIK0uoUFKVPsG6kFBV2iwOUxofP/XXrkiB/ByXF4OitBQ5Ly2YluN5yGhQVpRQoOUqJYNygWFukODDWFC4/u/lsqVbdTLcXk5KEJD2XO8sf00noeEBmkVCQ1SIm0bVA8KTYUGk2FC4/tfW+V0NOTluLwcFKFBx/lutA2N5yGhQVo5QoOUqNIGeoOCbaGhjjCh8f1fqXK6d/ZyXF4OitCg+9yvvT2N5yGhQVotQoOUqPAG9QUFV0JDxTDh4uMlpGeJxp9r0mMZ28DLQREajJ0/ug6k8TwkNEiLQmiQEiltYCYouB4aFMNE+iAKz14af67ZI+PloAgN9pxgij3ReB4SGqTm/ybdgg2m/KoTWSH9T/yey/5DrKjAiJ70w0KLts/2CCCAAAJaBAgNxRizlEBQKAanvHXvm0v/vvSfypuzIQIIIICAOQFCg9yaoCA30r0Fkw26RWkPAQQQ0CBAaBiPSFDQcHKVbUJcrWCyoSwe+yGAAAI1ChAaBrgEhRpPtOJNM9lQ3Iw9EEAAgXoFQg8NBIV6z6+yrTPZUFaO/RBAAIEaBUIMDQSFGk8orU0z2aCVk8YQQACBqgKhhAaCQtUzxfj+TDYYJ+eACCCAgETA/9Aw8+s2t0e6+z5gssHd2tFzBBDwT8D/0CDu+/fyCYP+nYunR8RkQwhVZowIIOCQgP+hwaFi0NWxAkw2cGIggAAClggQGiwpBN0YL8BkA2cGAgggYI8AocGeWtCTiQJMNnByIIAAAjYIEBpsqAJ9mCbAZAPnBwIIIGCJAKHBkkLQDYkAkw2cIggggEDjAoSGxktAB+QCTDbIjdgCAQQQqF+A0FC/MUfQJMBkgyZImkEAAQRKChAaSsKxm2EBJhsMg3M4BBBA4LQAoYGzwiUBJhtcqhZ9RQAB7wQIDd6V1N8BMdngb20ZGQIIuCFAaHCjTvQyE2CygZMBAQQQaEqA0NCUPMctI8BkQxk19kEAAQQ0CRAaNEHSjEEBJhsMYnMoBBBAYCBAaOBscEyAyQbHCkZ3EUDAIwFCg0fFDGkoTDaEVG3GigACtggQGmypBP1QF2CyQd2KLRFAAAGNAoQGjZg0ZVSAyQaj3BwMAQQQiKKZXq+HAwIuCsz8ut375pKLPafPCCCAgKMCloaG4+NjXaCzs7MaW9PVq+rtMK4vdn//c+vnP+79vTqmgRa8rJeXgxInA+My8I7QeAiN9RJNaeyYl01xecLLsgYxKFY2BFFmBokAAjYJEBpsqgZ9KS7AyobiZuyBAAIIlBQgNJSEYzcbBJhssKEK9AEBBMIRIDSEU2tvR8pkg7elZWAIIGCZAKHBsoLQnYICTDYUBGNzBBBAoLwAoaG8HXvaI8Bkgz21oCcIIOCxAKHB4+KGMjQmG0KpNONEAIGmBQgNTVeA42sSYLJBEyTNIIAAAhMFCA2cHD4IMNngQxUZAwIIWC9AaLC+RHRQWYDJBmUqNkQAAQTKCBAayqixj4UCTDZYWBS6hAACngkQGjwraOjDYbIh9DOA8SOAQJ0ChIY6dWnbrACTDWa9ORoCCAQnQGgIruTeD5jJBu9LzAARQKApAUJDU/IctxYBJhtqYaVRBBBAIBEgNHAieCjAZIOHRWVICCBggQChwYIi0AWtAkw2aOWkMQQQQGAgQGjgbPBTgMkGP+vKqBBAoFEBQkOj/By8HgEmG+pxpVUEEAhdgNAQ+hng8fiZbPC4uAwNAQQaESA0NMLOQRFAAAEEEHBPgNDgXs3osYpAeoWCyQYVK7ZBAAEEFAUIDYpQbIYAAggggEDoAoSG0M8Aj8fPZIPHxWVoCCDQiAChoRF2DooAAggggIB7AoQG92pGj9UFmGxQt2JLBBBAQCpAaJASsQECCCCAAAIIxAKEBs4DzwWYbPC8wAwPAQQMChAaDGJzKAQQQAABBFwWIDS4XD36ribAZIOaE1shgAACEgFCA6cIAggggAACCCgJEBqUmNjIdQEmG1yvIP1HAAEbBAgNNlSBPiCAAAIIIOCAAKHBgSLRRS0CTDZoYaQRBBAIWYDQEHL1GTsCCCCAAAIFBAgNBbDY1HUBJhtcryD9RwCBZgUIDc36c3QEEEAAAQScESA0OFMqOqpFgMkGLYw0ggACYQoQGsKsO6NGAAEEEECgsAChoTAZO7guwGSD6xWk/wgg0JQAoaEpeY6LAAIIIICAYwKEBscKRne1CDDZoIWRRhBAIDQBQkNoFWe8CCCAAAIIlBQgNJSEYzfXBZhscL2C9B8BBMwLEBrMm3NEBBBAAAEEnBQgNDhZNjqtRYDJBi2MNIIAAuEIEBrCqTUjRQABBBBAoJIAoaESHzu7LsBkg+sVpP8IIGBSgNBgUptjIYAAAggg4LAAocHh4tF1LQJMNmhhpBEEEAhBoP7QcPRy9bvH7waW7x5/l7xWXx6FAMwYEUAAAQQQ8EWg5tAgEsKdZx8HWCJBPIzuvxavJ5ff3slnCV9AGYeLAkw2uFg1+owAAuYFagwN8ZTCw0837988PxjW58OPV9oX47+f/fry+Tc7uRkI82PniAgggAACCCBQQGCm1+sV2LzEpmJy4c7hjdd346gg/vxj9P3GtbNxOyJUPJ97cvIX8fcLFy5kzb9//77EodgFgSoCM79u/7n181/+8c8qjbAvAggg4LGA2dAwlBNGQ0Ne+fj4WBf67OysxtZ09ap6O4yruuFIC1/s/i5Cwx/3/q69ZdGgl/XyclC+FotxqbyvxSmtslnI2+i8PNFf4vjd0MLHvO6Xc7lLFSGzM3YbBVjZYGNV6BMCCNgkMCU0bN2emf66vTU8kot34xWO8Su5FjHmdXbu3MfDz+k3jg4/RefmkgsVvBBAAAEEEEDAfoEpoWHpqVjvkLz219tRtLLZ/2uvt7kS//3pUuHxiamGN8+Tey2PfnvbXxNZuBV2QKAmASYbaoKlWQQQ8ENA5fLE1qPOznBEWHq6udJdHp1pUBA5e23j/rlnd8RjGu68vfxk0oSEQkNsggACCCCAAAKGBVRCQ7UuiZwwdLmifxFjcNtEtfbZGwGtAkw2aOWkMQQQ8EpAJTQs3VtvD88rbN1e7rbX7xW/POGVHYNBAAEEEEAgKAGV0BDNr273NqPlwbLI5Wizt706H5QUgw1HgMmGcGrNSBFAoJCAUmiIWxwsi4zXQ5ZYA1moW2yMAAIIIIAAArYJKIcG2zpOfxCoU4DJhjp1aRsBBFwVUA0NBxuX8g9tuLRx4OqI6TcCCCCAAAIIlBJQCg0iMbQ6i/nnNCx2WuSGUuDs5IwAkw3OlIqOIoCAKQGV0DD+OQ07nUcjT4Q01WeOgwACCCCAAAINCKiEhga6xSERsEGAyQYbqkAfEEDAHgGV0MBzGuypFz1BAAEEEECgMQGV0BA/p2F/fTf/nIbd9X2e09BY0TiwWQHxYdlnHv1g9pgcDQEEELBRQCk0iI7Hz3fKvUgMNhaTPtUgIK5QfLH7ew0N0yQCCCDgnoBqaHBvZPQYAX0CTDbos6QlBBBwWEA1NPCcBoeLTNerCTDZUM2PvRFAwB8BpdDAcxr8KTgjKSvAZENZOfZDAAF/BFRCA89p8KfejKScAJMN5dzYCwEEPBNQCQ2eDZnhIFBSgMmGknDshgACvgiohAae0+BLtRlHBQEmGyrgsSsCCHgioBIaeE6DJ8VmGNUFmGyobkgLCCDgroBSaBDD4zkN7taYnusSYLJBlyTtIICAowKqocHR4dFtBLQLMNmgnZQGEUDAFQG10DDylIaZ9HWbT7l0pcz0U5cAkw26JGkHAQRcFFAJDQcbtzo7K5v5x0gnf3665OKI6TMClQWYbKhMSAMIIOCkgEpo2N/biVaukhCcLDCd1i7AZIN2UhpEAAFXBFRCQ2uh7cpw6CcChgSYbDAEzWEQQMAmAZXQML+6ttJdZgWDTXWjL40KMNnQKD8HRwCBxgSmhIat2ycLHmdmlrtR1F3O/spCyMbqxYEtEmCywaJi0BUEEDAiMCU0LD09tfRx+AsshDRSIg5ipQCTDVaWhU4hgEC9AiqXJ+rtAa0j4K4Akw3u1o6eI4BACQHJ5YlkIUPuOsXQFQpWOZQAZxd/BJhs8KeWjAQBBNQEJJcnkisQk65TcHlCzZitvBZgssHr8jI4BBAYEuDyBCcEAuUFmGwob8eeCCDgoIDa3ROj903wGGkHS02XaxNgsqE2WhpGAAG7BLh7wq560BvnBJhscK5kdBgBBEoLcHmiNB07IjAQYLKBswEBBEIQUA0N2edcilsm4j9f2jgIgYcxIqAgwGSDAhKbIICADwJKoUHcc9l6cX2/t7mSDHl+9af1qNPijksfTgDGoE2AyQZtlDSEgH8Cuv61nW/nYGsr/ee7rsYV2FVCw9arbrSytjo/aC7+NIqo+yp+iAMvBBCIIiYbOAsQQMCEwPzqdm87/n0sgkLrwQcThxw6hkpoMN4pDoiAmwJMNrhZN3qNAAKqAiqhYeneerv7IL+IYev2cre9fi9+8hMvBBBIBJhs4ERAAIFYIFsDmDydYNwKwOw5y5c2tsQiwexif27Poa/d3hBbxa/bW+mVCLFXq7MT7XRaufZ/GXzK5Mne2cb95ybEnRl3EPXCqYQGsYhhu7e21xp82OXy7vp+Mj/CCwEEhgSYbOCEQCBsga3brc7i5snHO+6vt3c6j4Yv5YvEEP8OTbZY21sWv/vTV3y9ob/n/vru8iBLRN3O3lqyff9BzK3VbdF01BbN9H8X73ReLKSNiu90l7PQsdN5EP3U/3qcMm4N/prbTLVoSqEhbmz4WdIkBlVgtgtJgMmGkKrNWBEYJ3DQujf43R7Nf3u9He1+yN9tOLRKMJ7IP2ll61FnZ2XzJBWMLhxcuSqf2c+WHo4cdPjrgxWKY/qmUFLl0KDQFpsggIAQYLKB0wCBcAXm5+NJ+Oz6Q3wRYeh18GE3ai+0+l9LfnP3X7mvR62FXNrIf2MS7aRtRr6u0tS06qmEhq2NMQ9lEBMp3HMZ7vuCkU8SYLKBcwOBsAWSvJBdf4gvInj1UgkN0V6nlV/KkZCcik9esTAYBCoJMNlQiY+dEXBXQFx9yK802N8bmWmY/2ox2tnbzwaY32DnxS/ZhYz464tf2bd0UCU0LD3djx/mJHJDuugyvnMiXm7BR2O7e17T8xoFmGyoEZemEbBfIPvdL35lLndH+7t0VTzmqH8/Ynwr4skG8fKGbNHkwcYD8XykqQsZRtOHIReV0BA/A3K7t7nYaYnphZV4USjrIA2Vh8O4K8Bkg7u1o+cIlBdYerq5Et+jEL/iRymLJynnJxZEw+K2gvj3abLFg4X19EnL4iV+0SY3TSR7xrdRSP5hnqQPsbnZlQIzIgIo68Q3inRFaqh/iuH4+Fi5V5INZ2dnNbamq1fV22Fc1Q1rbeGL3d//3PpZRIf0KF7Wy8tB+VosxqXyfhentMpmOrcRv1cfLDj0DIMpMw3Z6s/+UyGS5zQkwSZ9mY03OqtEWwiYEGCywYQyx0DALYH4V2u2SjC5DGHj0oWJpoVmGtyqDL1FoGGBmV+3xWTDX/7xz4b7weERQMAmgeQpTv31kUYm7zWO3tLQoPGCAjOoGk8XA035VC9xhUIsijzz6Acx5eDTuLLTwMtBMY1v4G2u9xAaz8MGLk/otai/NcnlieQKxOnrFFyeqL8yHMF9AW6jcL+GjAABBIYEpoSG+MHRyZLH4SdInzxRm1suOZMQUBJgZYMSExshgIALAmq3XLowEvqIgIUCTDZYWBS6hAACpQUK3T2R3UbB5YnS4OwYooCYbPjX3/4a4sgZMwII+CUguTwxuBYx5k/1P67BL2tGE6YAkw1h1p1Rhynwh46XzXRcnrC5OvTNHwFx46W4jcKf8TASBBAIUoDQEGTZGbRZATHZIJ7ZkK6IJDqYtedoCCCgU4DQoFOTthCYLiByAzdTcJIggIC7AoQGd2tHz10S6H1zSTzrKe0xucGlytFXBBDICRAaOB0QMCSQrohMowOXKgyhcxgEENAqoBIaJj0Rkk+t0loKGgtAQOSG7GYKLlUEUHCGiIBvAiqhYeneejuKxKdqZC/xAeFRe32/10s+/JtPu/TtrGA89Qrkb8LkUkW91rSOAAJaBVRCw9ajzs7KZv6pDEtPN1d2Oo+2ovnVtZWo+yr+hApeCCCgLHA6N3BXhTIeGyKAQGMCKqGhsc5xYAQ8FhhZ4sCUg8e1ZmgIaBAQn6g9/FjmwSz/qW9d2jjQcMRxTaiEhvjyRHc5fxFi6/Zyt71+T3ya1cGH3ai90KqpdzSLgNcC+SUOYqDkBq+rzeAQqC4wtE4gGlodMPStxc6tmmKDSmgQFyG2e5uie9lrOdrsba/Oi3DT6kTrP63OV6egBQRCFeBSRaiVZ9wIVBFYeipWFT4Ymw1aC+2dvf0qjU/cd0Ysbqyl4WqNHh8fV2tgsPfs7KzG1nT1qno7jKu6ockWpPUSt2KK9JB1SSxxEBMPJntY4ljSQZVo04ZdGJcNVVDvg8Z6iabUjzt2S/HRE+Lr/+PB/XLt/L+1h2LHM2fOjNk9/mf63lovv75Q3Nv4YGF/ezUa/la85Yvr4us1/IOe0FCuss3vpfF90vxgcj0IeVzpIxyy6GB/bgi5WFa9axQ7Q72kULpCg/RA0zdQDg0iHdyKfkpDQ2cn16i4VlHTR0oqXZ4QPRlZZlHfIouK1uyOgLsCY5c4cFeFuwWl5wjULLC/N0gK+TUNdSUGMRyl0JCsXVjMP6dhsdMiN9R8NtB8oAIjSxxYHRnoecCwEZAKbL3qtq9/W8M1iClHVgkNU57TIB0TGyCAQGGBfG4QO5MbCguyAwL+C8S3Ma6s1bFuYZqdSmjw354RImCbQP4pDllu4FKFbWWiPwiYFeiO3MZY08KFKYNSWgjZvzyRdU+s2FzeXa9naWbSWY33O7D2x+w5XfVo1GtE0Oa7KihW1dPd7P7US+pt9UJIae+NbKA00yCe05B8yMTgOQ21JgYjA+cgCLghwKUKN+pELxEIQ0ApNAiK+PlOuVctt3+GIc4oESgqQG4oKsb2CCBQk4BqaKjp8DSLAAIqAixxUFFiGwQQqFtgSmgQCxemv/hI7LqrQ/sIDAROP8WBuyo4PxBAwLDAlNCw9DR/QWLMn80v2zSMw+EQsE6ASxXWlYQOIRCSAJcnQqo2Y/VCYGxu4G5ML2rLIBCwXYDQYHuF6B8CpwVOL3HgUgXnCQIIGBAgNBhA5hAI6BcYWeIgDkBu0K9MiwggMCxAaOCMQMBhAS5VOFw8uo6AgwKEBgeLRpcRyAmczg1MOXCCIIBATQKqoSH7aGxxn2X8Zz7jsqaC0CwCxQVGljhwqaI4IXsggICSgFJoEE9saL24vt/bXEnanF/9aT3qtHhMg5IwGyFgQmDSEgfuqjChzzEQCEZAJTSIj+yOhj9/c351bSXqvtoKhomBIuCEAJcqnCgTnUTAXQGV0ODu6Og5AsEJjOQGLlUEdwYwYF8F4pUBwzP82VfSBQS5byZPdE7+PuVbpaBUQsPSvfV298HGweAAW7eXu+31e0ulDslOCCBQq8Ck3MClilrZaRyBRgXa7ehD/9f01qtd8dfsNeVbhbusEhqSj7hc22vNLHejqBt/QvYyH41dWJodEDAoMHZpJHdVGKwAh0LAsMDiYvTilzQ1HHyIxN8GrynfKtxJpdAQtzr8SRR8NHZhaXZAwKzA6aWR4vjkBrNF4GiBCvzHf/13uf+qeF29uri3n2SGX/YWri7km5ryraJHVA4NRRtmewQQsECAJQ4WFIEuBCfwf//3/yr3n0wqmevPXq3OTn6H1sJufH/CwS8voq9awy1N+ZbskCPfVwkN8YoKnstQEJbNEbBFgCUOtlSCfiBQVWBlM/+J0/vruYUL4nEI316PlzXs7y1eHV1xOOVbBbukEhrihZA7nVYabng6Q0FhNkegeQGWODRfA3qAQO0C81+JZQ0br3YXRuYZxIGnfKtYt1RCQ7IQMnmJpzv1J0eYeigGzdYINCvAEodm/Tk6AgYElq4udjq717+dP32sKd8q1DGl0JC1mK2G3FwRUw9MOhSiZmMEmhfgUkXzNaAHCNQn0FpoR4tfjckMUTTlW0X6MyPmD9S3F6sb4tsu45e4svK0vuc0HB8fq/dq+pazs7MaW9PVq+rtMK7qhiZbsKpeX+z+LtLDyPDFUxzEvRWFTKwaVKGe80NDI1fjTWk8D0VTFYfzxx9/VGxB7H7mzJnqjdTUgtJMQ/JsqfgVP9JpP71SUWNiqGmoNIsAAqnA6SUO4ovcjcnpgQACUgGV0JB89sTJkk0e0CAlZQMEHBCYssSBB0c6UD+6iEBDAiqhIV7JwMRCQwXisAjUKDB2iQNTDjWK0zQCjgtMCQ3xRYlkrWN2dSL/UAnuvnS88nQfgdylihEMcgNnBwIIjBUothCyGOLRy9U7zz4m+1y5//ruxXTvd4+/e/hG/P/8zScb185OaFHj0kWNa2SKDb/mrRlXzcCam7e8XmJppBjwyOrI9DrFlNWRlg+qdAkZV2m6RnbUWK/qCyEbETB5UJXLE9mUQ65j47423O93j++8vfzkdfx6cvPTw9WXR+L7Ikc8jO4nX7v89s7jdyaHyrEQQGCSwKQlDkw5cM4ggEBeQCU0lBJ7t/Pmyo2TmYSz125c+Xj4WbTz+fDjlXYy5XD268vn3+yQGkrhshMCtQicXuKQzjSwNLIWbhpFwEGBaZcnDjYujXwcxtAACzypQVySeD4nrkZEL1d/jL4/uSrR/2L/EsWFCxey9t+/f+8gJl1GwAeBmV+3e99cGhnJv/72V/GVv/zjnz6MkDEggEBZAZU1DfEjnaLyz3KKlzaICxVxVBjKCaOhIT8E1jRIC6rxMp70WCY3YFwmtScda+wSB7HxyAOgKJYNxVLvA/WSWrGmQUqkcnlC9ZZLkQJOXoPFCuJr/cQg+vLl3Hlpj9gAAQSaFhi7xEF0iksVTVeG4yPQsIBKaBAfz71xaeR2y3EfeHnxbrLsUbzSOyXEFMN38bLHwU0SZ+fOpWsb4u8eforOzU26faJhFg6PAAInD44cgUhzA6scOD8QCFNAJTQcbNzqRPHjo+PP7k4eDSk+7VL8YeoDn5L7Lc8N7rRMecVUw5vn6X0Uv73tr4kMU55RI+CAwKSlkUw5OFA8uohADQLF1jSI1Q0PFvbjR0kP/jS+U7lnNJxs0H9UA89p0FNGLk/qcTTVitP1mrLEIfMr+mFXpuDLHMfpYk0ZMOOSng2saZASFQsN8f0Ue2vxM6UrLo6U9YuFkDKhiPe/lMiqDTyo1+nPxswPauwFC0eThAfFGnvyMy7pzwRCg5RIJTTkEkI/K7REenhxPZlzqOVFaJCy8v6XElm1gR/1GskN0kE5miSk47Lq1FLvDOOSWhEapERKoSFZCXkSEuLY0BXNis/Iri0yRBGhQVo53v9SIqs28KZe+dxQblCTFlHaMy1RblxWnW/MNJQrB6FB6qYYGqTtaN6A0CAF5eealMiqDXyqV7bEQe+g7JmW0Dsue85DxiWtBaFBSkRokBJZugHvf0sLM6Fb/tVLRAfx4EiN+X6sXCNJwr9ipbaMS/pDg9AgJVIJDf0rEmMbK/AwaWlnBhto/EnE+6SAuwWbUi8LiqDahXTKIXuNfEimaivFt6s7SXASFq9Jk3torBehQVpIldCQrGjoLOYeJB3HiN14UUM0+h3pAdU2IDRInTS+T6THMrkB4zKpXfFYI8UayRCG84TGJMFJWPHEMLy7xnoRGqS1UwkN426vzL5Wz72XhAZp5TS+T6THMrkB4zKpXfFY6sVqKk+UW3SpPq6KgIZ3Z1xScEKDlIjQICWydAPe/5YWZkK3vKyXlkE1kiemT0toGZeF5yfjkhaF0CAlUgkNUy5PzA/uxZQeqsgGzDRItXj/S4ms2sDLetU9KMN5Ip8k7Ln/U+NpXHe9NHa1UFMax0VokMorhYa4leHVkOnyx2Stg/hUCv0PbCA0SCun8X0iPZbJDRiXSe2Kx2qwWLXmCTGuf/3tr/7lhgbrVfFMm767xnERGqSVUg4N0pa0bkBokHJqfJ9Ij2VyA8ZlUrvisewsVvU8kY5LTDx4lhvsrFfFk1DsrnFchAZpOQgNUiJLN9D4PrFqhIzLqnIY+xeemVEr5glCg5ly6DqKxh8ahAZpUVQ+GjtuRFyJmElet7eSP1/aOJC2zQYIIICATQLiSRKT/hN5Ivtv5tdt0Ws+/tum0tEXWwSUQoNYzxB/8kRvcyXp9vzqT+tRpyXiAy8EEEDAC4F8mBBPukznJMgNXtSWQegUUAkNW6+60cpa/gMt51fXVqLuK1KDzlLQFgIIWCMgMgS5wZpq0BGLBFRCg0XdpSsIIICAGQFygxlnjuKWgEpoWLq33u4+yC9i2Lq93G2v31tya6z0FgEEECgiYOzTNIp0im0RaFJAJTSIRQzbvbW91sxyN4q6y2I1ZPrBE/NNdpxjI4AAAvULcJGifmOO4JKAUmiIB7T0tJd7kRhcKjJ9RQCBsgJcpCgrx35+CiiHBj+Hz6gQQAABiQC5gVMEgUxALTRkT2lIn9Vw8uKeS04kBBAIQiDLDUGMlkEiMFlAJTQcbNzq7IhPmxh9iU+f4IUAAggEIZDmBp7cEESxGWS10LC/txOtXCUhcB4hgEDQAuSGoMvP4BMBlZmG1kIbLQQQQACBiNzASRC4gEpoiJ//2F1mBUPgpwrDRwCBWCB9eAPXKTgbwhRQCQ3xo5xOHtDAQsgwTxNGjQACOYEpn5aJEwJ+C6iEhuFHNAyWQ7IQ0u9zg9EhgMB4AS5ScGYEK6ASGoLFYeAIIIAAuYFzAIGBAKGBswEBBBAoI8B8Qxk19nFcgNDgeAHpPgIINCdAbmjOniM3I0BoaMadoyKAgB8CPCzSjzoyCkUBQoMiFJshgAAC4wVEbvj3pf888+gHgBDwXoDQ4H2JGSACCNQuIHIDT26oXZkDWCBAaLCgCHQBAQTcF+CTKdyvISOQCxAa5EZsgQACCEgFWBQpJWIDDwQIDR4UkSEggIAVAiyKtKIMdKJOAUJDnbq0jQACgQmwKDKwggc3XEJDcCVnwAggUKsAuaFWXhpvVoDQ0Kw/R0cAAQ8FyA0eFpUhJQKEBk4EBBBAQL8AuUG/KS1aIEBosKAIdAEBBHwUSHODjyNjTOEKEBrCrT0jRwCBugVEbuBJkXUj075JAUKDSW2OhQACwQnwhOngSu71gAkNXpeXwSGAQNMCLG5ougIcX6cAoUGnJm0hgAACpwVY3MBZ4Y0AocGbUjIQBBCwV4CHRdpbG3pWRIDQUESLbRFAAIGyAuSGsnLsZ5EAocGiYtAVBBDwW4Dc4Hd9QxjdTK/XC2GcjBEBBBCwRGDm1+3eN5cs6QzdQKCQgKWh4fj4uNAwpmw8OzursTVdvareDuOqbmiyBS/r5eWgxFlR97jEkxv+uPd3k6dfeqy6x2V+RNrHJYiaGoUrx+XyhCuVop8IIOCJgEgMX+z+7slgGEZgAoSGwArOcBFAwAIBFjdYUAS6UEaA0FBGjX0QQACBigLkhoqA7N6IAKGhEXYOigACCETkBk4C5wQIDc6VjA4jgIA/An9u/cz6Bn/KGcBICA0BFJkhIoCArQJiUSS5wdbi0K8xAoQGTgsEEECgSQFyQ5P6HLugAKGhIBibI4AAAroF0tygu1XaQ0C/AKFBvyktIoAAAkUFeHhDUTG2b0SA0NAIOwdFAAEERgVY3MA5Yb8AocH+GtFDBBAIQoDFDUGU2fFBEhocLyDdRwABjwTIDR4V08+hEBr8rCujQgABRwXIDY4WLpBuExoCKTTDRAABZwTIDc6UKryOEhrCqzkjRgABFwR4yLQLVQquj4SG4ErOgBFAwH4BMdlw5tEPIjfY31V6GJQAoSGocjNYBBBwRiDNDXwyhTMFC6OjhIYw6swoEUDAQQEWNzhYNM+7TGjwvMAMDwEEXBdgcYPrFfSp/4QGn6rJWBBAwDeBbHED1yl8K62b4yE0uFk3eo0AAsEIkBuCKbUDAyU0OFAkuogAAoELkBsCPwHsGT6hwZ5a0BMEEEBgogC5gZPDBgFCgw1VoA8IIICAqgAPb1CVYrsaBAgNNaDSJAIIIFCDQDrZIBpmUWQNujSpJEBoUGJiIwQQQMAGAS5S2FCFkPtAaAi5+owdAQTcEyA3uFczj3pMaPComAwFAQTCECA3hFFnG0dJaLCxKvQJAQQQUBHgYZEqSmyjUYDQoBGTphBAAAFDAtmiSHKDIXEOkwgQGjgREEAAAScFyA1Ols3xThMaHC8g3UcAgYAFyA0BF7+ZoRMamnHnqAgggIAWgXxu0NIgjSAwRYDQwOmBAAIIeCLAQ588KaTFwyA0WFwcuoYAAggoCHCRQgGJTfQIEBr0ONIKAggg0KAAuaFB/KAOTWgIqtwMFgEEvBUgN3hbWpsGRmiwqRr0BQEEEKggQG6ogMeuSgKEBiUmNkIAAQTcEuChT27Vy5XeEhpcqRT9RAABBOQC2WSD2JTcIPdii4IChIaCYGyOAAII2C0wkhvs7iy9c0yA0OBYweguAgggIBXI5wYe3iDlYgN1AUKDuhVbIoAAAu4JcJHCvZpZ3GNCg8XFoWsIIIBAWQEWN5SVY79pAoQGzg8EEEDAT4GR3DDz6zaXKvystMFRERoMYnMoBBBAwKxAPjf0vrmUXqogOpgtgldHIzR4VU4GgwACCIwI5HOD+JbIDUQHTpLSAoSG0nTsiAACCLgqkI8OTDy4WsUm+k1oaEKdYyKAAAIGBUYmG7Ijp9GBiQeDpXD+UHWGhnePvzt5PX43gOp/dfXlkfN6DAABBBBwQ0Dkhn/97a9nHv0wtrtEBzeqaEEvawsNRy9XH0b3X8evJzc/PTyJDYOvPrn89k4+S1hgQRcQQAABjwX+8o9/plMOKtGBaxYenwlVhlZbaDh7beP13YtJ185+ffn8m51ksuHz4ccr7eSruS9W6T/7IoAAAggUEBC5QSU6cM2igGlIm870er26xyumF+4c3ogjhPjTj9H3G9fOxocU1ymezz05+Yv4+4ULF7KevH//vu5e0T4CCCAQuIC4YJEKiEmISRTi6Q7iW+J2zcCtGH4qUHNoiPPCs4/R+ZtpOBjKCaOhIV+S4+NjXRWanZ3V2JquXlVvh3FVNzTZgpf18nJQ4qwIcFzpBQsxAzHpTZFdrRAzECbfOCrH0lgv0ZTKEUPeRufliTELH+OLFOJ14/BOsu7xy7nzIWMzdgQQQMBKgfw1i7ErHrjPwsq6NdApnaHh4t1k3aN4nSxmyMZzsX3l4+FnsZBh7lzy//h1dPgpOjeXXKjghQACCCDQuEAaHVRWPPBYycaL1VQHdIaGoTGIaYfBTZXvdt6cn/tSfF9MNbx5ntxrefTb2/6ayKbGznERQAABBMYIFIoO3GcR1DlU45qGk/UMMWd/TUP8Z5EmHr4Z+dopco2rEDRe7rLqzGBcVpVD2hkv6+XloEQpGVf+fM6uVkhXPDS13EFjvVjTIP1RVmNokB57ygaEBqmexveJ9FgmN2BcJrUrHotiVQQ0vHvFeikuljQfHSqOK18FQoP0nKzt8oT0yGyAAAIIIOCOgOJiSZY7uFPSMj0lNJRRYx8EEEAgTAHpYkk+CsvvE4PQ4Hd9GR0CCCBQi8D0xZLcolkLugWNEhosKAJdQAABBNwU4JqFm3Ur32tCQ3k79kQAAQQQEAJcswjnNCA0hFNrRooAAgjUKzB94oFrFvXqG2md0GCEmYMggAACwQgUmngIRsWTgRIaPCkkw0AAAQRsE1BZLJneosljJW2r3aT+EBpcqRT9RAABBJwU4JqFk2Wb0GlCg0/VZCwIIICApQJcs7C0MAW7RWgoCMbmCCCAAAIVBFQmHrhmUQG43l0JDfX60joCCCCAwGmB6RMP3Gdh7TlDaLC2NHQMAQQQ8F9AfbGk/xYujJDQ4EKV6CMCCCDgtQDXLFwpL6HBlUrRTwQQQMBzAa5Z2F9gQoP9NaKHCCCAQFgC6hMPYblYMFpCgwVFoAsIIIAAAqcEVCYeeCqU4ROH0GAYnMMhgAACCBQTmLJYUtxnUawttq4mQGio5sfeCCCAAAJGBKQfw22kF6EfhNAQ+hnA+BFAAAGHBKRPlnRoLC52ldDgYtXoMwIIIBC6QDbxEDqE2fETGsx6czQEEEAAAX0CIjroa4yW5AKEBrkRWyCAAAIIIICAECA0cBoggAACCCCAgJIAoUGJiY0QQAABBBBAgNDAOYAAAggggAACSgKEBiUmNkIAAQQQQAABQgPnAAIIIIAAAggoCRAalJjYCAEEEEAAAQQIDZwDCCCAAAIIIKAkQGhQYmIjBBBAAAEEECA0cA4ggAACCCCAgJIAoUGJiY0QQAABBBBAgNDAOYAAAggggAACSgKEBiUmNkIAAQQQQAABQgPnAAIIIIAAAggoCRAalJjYCAEEEEAAAQRmer2e3woXLlx4//6932P0aXTUy6FqUiyHiiW6Sr3cqpedvWWmwc660CsEEEAAAQSsEyA0WFcSOoQAAggggICdAoQGO+tCrxBAAAEEELBOwP81DdaR0yEEEEAAAQTcFGCmwc260WsEEEAAAQSMCxAajJNzQAQQQAABBNwUIDS4WTd6jQACCCCAgHEBQoNxcg6IAAIIIICAmwL+hoajl6vfnbwev3OzOCH2Oi4b9bK+8tm7a/XlkfWdpYODH4a8tzgbqgr4GhrePb7z9vKT1/Hryc1PD/nRVvVEMbP/0csfn300cyiOUl5AvLsObyRvrvvnnv1IbCgvaWTPwQ9DfhYaAff8IJ6Ghnc7b67cuHY2Kd7ZazeufDz87HkhfRieiAxvz10578NQvB5D/O5qX0yGePHu642T95nXQ3Z5cEeHn85f/jr5YcjPQpcLaUvfPQ0N4mfZ3fSnmniJn3Hn5760RZx+TBCII8Pl76/PAWS5QPxLaO7wcXrtjzk8y6slksLcuY9vf0uuIh29fM7PQusLZnsHPQ0NA3ZxNe/hp5vf868hy8/ENDJQJsvLdNK9j88O2+m1v8tvuTxhe83EP6FuHN6JI158zZaZIdvrZXv//A4N7x7zNrH9DEz6R2RwokxZJ8/fvJ5O5OX+FevWCALqbbwK8vlcusArDg+shQyo+HUM1d/QEL9VHkb3ueRax2mjuc2j395+/Pgs/beQWAj55iGz3pqFdTYngoLO5mirZoHPhx/7axqii+0r0adDbnipmdzv5j0NDSIx3Hl27n5uYYPfZXR8dGevbST/DkrudTkfXSHqWV3Qi+1zz16ktzHnFtlZ3eWQO/fl3Pn+moZ4fVd0bi5dIc4LgVICfn5gVZIZhm7dE7+HBisjS0mxkxGBuHTidj6KZUS79EHEhb+Hb+K9eWOVNjS4Y1au6PxNFjUYhPfyUH6GBi9LxaAQQAABBBBoVsDTyxPNonJ0BBBAAAEEfBQgNPhYVcaEAAIIIIBADQKEhhpQaRIBBBBAAAEfBQgNPlaVMSGAAAIIIFCDAKGhBlSaRAABBBBAwEcBQoOPVWVMmcDB1tZB8peDjUszlzbSP1vyMtKl+CDxq86xb92embm9NUW10EgLbWxJKekGAsEIEBqCKXWAAxW/floPPgQ48MGQtx51dlY2e73e9uq8IxDzq9sO9dYRVLqJgC4BQoMuSdpBwD6Bgw+7UXuhZV/H6BECCLgpQGhws270WioQTzN0dqKdTis3Nf+LmEg/eeXm0/tT+PF3xk2zpxPmWycT/YONRibSs7+e2j6+NpA7yNAxsi4NXUAY16X4a7c3Tnpxup+nDpATGB1WgR5O6nd8TeLkwsfQZI4MM1+4/LYZ/RBjVq6RqhU5ivRUYQMEEFAWIDQoU7GhWwJilnt/vR211/ezye6dzouFfTFV3+uJ73SX09+7ya/WxXgGP/n67vL4q/87nQfRT6P7ThEZ2j5OLrfG7p51aX896rROksCULnU7e2tJL54uDR08v0s8iDgl5ARGN4/3VenhuGbjfUViWN4VsvFrba/T7fdFETPZPN72xfW0jRP64WwTX6fIXnEto5XNZNhFjuLWSUtvEbBfYPCu5E8IeCbQDw0nMSH+pTP4FZXmid7mSv7Lp/8+bd98+2kSSds8+QWXP9a4Q4/ZbGqXRrbPF2tkFNlfR3o4+itY1sNJzQ5/fdCvSZhjuxF/cVCQ4XiQOOReccPZ11RK5tmZzHAQsEaAmQb7cx091CUw5up+fNE/6i4PZsGXxb+adz+cvsui6MqAke0n7b5yNZsxmP9qMdrZ24+mdmlyN/LfaS20xw5iCFKth+OaHVkpMf/tdTELEM8AqGImW8+vrq305WX3Xix3Vzb7SzmLHUXXuUM7CCCQCBAaOBGCFxj9Z60Fa/ct7JLiaVKk50tP0389bfbDw7jssHW71YnW94cvxxQ5imLH2QwBBFQECA0qSmzjrUDyz/sXvzT2/IbcpEb/3+8lu5Qfxf7eTrT4lZZ7LMc1258T6Z8V8eGSuYOSmGl4EFcduq9GnvZwsnZi6H7Rskfx9hxmYAiYFCA0mNTmWGYFRn+5jTv60r319k7nVv+xT/E9AcrPQRr69XWwcUvcrFH0lR062X1lLX6aQokupbs8Sn/lHmw86Ea56x5F+zTYflKzS1fFL/iThaRiUWR8SSd5Fer5yCOhTt8dKtY75i9LZN0qdJTyg2dPBBAYI0Bo4LTwWCD95Tb9cYXJPQbizoV0WUN8T4D6c5CWng52be2txSv0Cr7a69f3kkMnd3CczMGX6FKyi7hpYrSpgt0Z3XxSs2JuILum8GBhPRt3kZ7HbUSD1STxnRRD8vFzqYbXm/TzXJGjVARgdwQQGBaYEdOCmCCAAAIIIIAAAlIBZhqkRGyAAAIIIIAAArEAoYHzAAEEEEAAAQSUBAgNSkxshAACCCCAAAKEBs4BBBBAAAEEEFASIDQoMbERAggggAACCBAaOAcQQAABBBBAQEmA0KDExEYIIIAAAgggQGjgHEAAAQQQQAABJQFCgxITGyGAAAIIIIDA/wdar9gzMnqJHwAAAABJRU5ErkJggg==)

***These two algorithms are almost same. DP performance as we expected***