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Comparing hierarchical clustering with kmeans

library(stats)  
library(ggplot2)  
library(data.table)  
library(microbenchmark)  
# use data.table::fread to read the compressed CSV data file into R as a data table.  
dt<- fread("zip.test.gz")  
  
#To exclude the label column (that is the first column)  
df<-as.matrix(dt[, -1])

1.First use stats::kmeans on the zip.test data set to compute a clustering with K=10 clusters. Using base::system.time, how much time does it take on your system?

KMT <- function(data.set, g){  
 start\_time <- Sys.time()  
 kclu<-kmeans(data.set, g)  
 end\_time <- Sys.time()  
 total\_time = end\_time - start\_time  
 return(total\_time)  
}  
KMT(df,10)

## Time difference of 0.121676 secs

Use stats::dist and stats::hclust to compute a hierarchical clustering tree on different sized subsets of the zip.test data set (start with a small size like 100 and increase), then use stats::cutree to compute 10 clusters. Use base::system.time to compute timings of the entire process for each subset size. What is the largest subset / number of observations you can cluster in about the same amount of time as kmeans on the whole data set? (on my system it is about 600, please show the code and timings output on your system)

HCT <- function(data.set, g){  
 iter <- seq(100,1000,100)  
 for (size in iter) {  
 start\_time <- Sys.time()  
 dist.mat <- dist(data.set[1:size,],method = "manhattan")  
 as.matrix(dist.mat)  
 cl.tree<-hclust(dist.mat)  
 cutree(cl.tree, g)  
 end\_time <- Sys.time()  
 total\_time = end\_time - start\_time  
 print(paste0("When the size is ", size, " the total time cost are: ", total\_time))  
 }  
   
   
}  
HCT(df,10)

## [1] "When the size is 100 the total time cost are: 0.00598382949829102"  
## [1] "When the size is 200 the total time cost are: 0.0259301662445068"  
## [1] "When the size is 300 the total time cost are: 0.0568478107452393"  
## [1] "When the size is 400 the total time cost are: 0.106714010238647"  
## [1] "When the size is 500 the total time cost are: 0.16755199432373"  
## [1] "When the size is 600 the total time cost are: 0.245345115661621"  
## [1] "When the size is 700 the total time cost are: 0.358043909072876"  
## [1] "When the size is 800 the total time cost are: 0.507678031921387"  
## [1] "When the size is 900 the total time cost are: 0.652220010757446"  
## [1] "When the size is 1000 the total time cost are: 0.680212020874023"

Use microbenchmark::microbenchmark to compute timings for both algorithms, and several zip.test data subset sizes. Make a plot of computation time versus data set size, with each algorithm in a different color (e.g. hclust=red, kmeans=black). What does the plot suggest about the time complexity of each algorithm? (write time complexity in big-O notation in terms of N the data set size) use a for loop over data set sizes, on a log scale, from 10 to the subset size you found in problem 1. e.g. 10^seq(1, log10(600), l=5). use the list of data tables idiom and during each iteration of the for loop store a data table with timings from microbenchmark. use microbenchmark(times=3) to run each algo only three times (instead of the default 100). use scale\_x\_log10() and scale\_y\_log10() in your ggplot.

Myplot <- function(data.set){  
 time.dt.list <- list()  
 for (N in seq(10, 1000, by =100)) {  
 X <- data.set[1:N,]  
 timing.df <- microbenchmark::microbenchmark(hclust={  
 d.mat <- stats::dist(X, method="manhattan")  
 as.matrix(d.mat)  
 cl.tree <- stats::hclust(d.mat, method="single")  
 stats::cutree(cl.tree, k=3)  
 }, kmeans={  
 stats::kmeans(X, 3)  
 })  
 time.dt.list[[paste(N)]] <- data.table(N, timing.df)  
 }  
 time.dt <- do.call(rbind, time.dt.list)  
 time.dt[, data.size := N]  
 time.dt[, time.seconds := time/1e9]  
 time.dt[, algorithm := expr]  
   
 g<-ggplot()+geom\_point(aes(x=data.size,y=time.seconds,color=algorithm),data=time.dt)  
 return(g)  
}  
  
  
Myplot(df)
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ARI <-function(dt,df,cluster\_sizes){  
 metrics.dt.list1 <- list()  
 metrics.dt.list2 <- list()  
 metrics.dt.list3 <- list()  
 for(n.clusters in 1: cluster\_sizes){  
 dist.mat <- dist(df,method = "manhattan")  
 as.matrix(dist.mat)  
 cl.tree1 <- hclust(dist.mat, method="single")  
 gr.vector1<-cutree(cl.tree1, n.clusters)  
 first.result <- data.table(n.clusters,ARI1=pdfCluster::adj.rand.index(gr.vector1, dt[["V1"]]))  
 cl.tree2 <- hclust(dist.mat, method="average")  
 gr.vector2<-cutree(cl.tree2, n.clusters)  
 second.result <- data.table(n.clusters,ARI2=pdfCluster::adj.rand.index(gr.vector2, dt[["V1"]]))  
 fit1 <- kmeans(df,n.clusters)  
 third.result <- data.table(n.clusters,ARI3=pdfCluster::adj.rand.index(fit1$cluster, dt[["V1"]]))  
 metrics.dt.list1[[paste(n.clusters)]] <- first.result  
 metrics.dt.list2[[paste(n.clusters)]] <- second.result  
 metrics.dt.list3[[paste(n.clusters)]] <- third.result  
 }  
 metrics.dt1 <- do.call(rbind, metrics.dt.list1)  
 metrics.dt2 <- do.call(rbind, metrics.dt.list2)  
 metrics.dt3 <- do.call(rbind, metrics.dt.list3)  
   
 g <- ggplot()+  
 geom\_line(aes(n.clusters, ARI1 , color ='single'),data=metrics.dt1)+  
 geom\_line(aes(n.clusters, ARI2, color ='average'),data=metrics.dt2)+  
 geom\_line(aes(n.clusters, ARI3, color ='Kmeans'),data=metrics.dt3) +   
 xlab("the number of clusters") + ylab("ARI")  
 return(g)  
}  
  
  
ARI(dt,df,20)

## Warning: did not converge in 10 iterations

![](data:image/png;base64,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) Extra credit (10 points): use the ggdendro package to plot the dendrograms from problem 4 in a multi-panel ggplot (one panel for each linkage method). How similar are the two cluster trees?

Code the Hierarchical clustering algorithm from scratch based on the pseudo-code in the textbooks. Start by computing the pairwise distance matrix, then recursively join observations/groups until you have the desired number of clusters.

Write a function HCLUST(data.matrix, K) which computes the clustering. For simplicity, do NOT compute the entire tree; instead your function should return an integer vector of cluster IDs (size=number of observations, entries=from 1 to K).

use single linkage method (distance from a group to an observation is the minimum distance over all points in that group). evaluate the accuracy of your result by running your algorithm alongside hclust/cutree on the iris data. Compute/print a contingency/count table, e.g. base::table(ids.from.hclust.cutree, ids.from.your.HCLUST)… does your algorithm compute the same clustering?

HCLUST <- function(data.matrix, K)  
{  
   
 if(!is.matrix(data.matrix)){  
 stop('the first argument should be a matrix')  
 }  
  
 if(!is.atomic(K)){  
 stop('the second argument should be an atomic vector')  
 }  
   
 data.matrix <- data.matrix[,1:K]  
 data.distance<- dist(data.matrix)  
   
 if(!is.matrix(data.distance)){  
 data.distance = as.matrix(data.distance)  
 }  
  
 Nrows = nrow(data.distance)  
 diag(data.distance)=Inf  
 # Tracks group index  
 group\_index = -(1:Nrows)   
 # hclust matrix result output  
 output = matrix(0,nrow=Nrows-1, ncol=2)   
 # hclust height output  
 height\_output = rep(0,Nrows-1)   
 for(j in seq(1,Nrows-1))  
 {  
 # Find the minimum distance over all points in that group  
 height\_output[j] = min(data.distance)  
 # get exactly a 0 value.  
 i = which(data.distance - height\_output[j] == 0, arr.ind=TRUE)  
 # get more than one, and merge one pair.  
 i = i[1,,drop=FALSE]  
 p = group\_index[i]  
 #to order each m[j,] pair as follows:  
 p = p[order(p)]  
 output[j,] = p  
 # Agglomerate this pair and all previous groups they belong to  
 # into the current jth group:  
 grp = c(i, which(group\_index %in% group\_index[i[1,group\_index[i]>0]]))  
 group\_index[grp] = j  
 # Concoct replacement distances that consolidate our pair using `method`:  
 r = apply(data.distance[i,],2,"min")  
 # Move on to the next minimum distance, excluding current one by modifying  
 # the distance matrix:  
 data.distance[min(i),] = data.distance[,min(i)] = r  
 data.distance[min(i),min(i)] = Inf  
 data.distance[max(i),] = data.distance[,max(i)] = Inf  
 }  
# Return something similar to the output from hclust.  
   
 structure(list(merge = output, height = height\_output))  
}  
  
  
i=seq(1,50,3)  
x=as.matrix(iris)  
str(x)

## chr [1:150, 1:5] "5.1" "4.9" "4.7" "4.6" "5.0" "5.4" "4.6" "5.0" "4.4" ...  
## - attr(\*, "dimnames")=List of 2  
## ..$ : NULL  
## ..$ : chr [1:5] "Sepal.Length" "Sepal.Width" "Petal.Length" "Petal.Width" ...

h=hclust(dist(x[,1:4]))  
h1=HCLUST(x,4)  
print(cbind(h$merge,'|<---Package Function , My Function--->|', h1$merge))

## [,1] [,2] [,3] [,4] [,5]   
## [1,] "-102" "-143" "|<---Package Function , My Function--->|" "-143" "-102"  
## [2,] "-8" "-40" "|<---Package Function , My Function--->|" "-40" "-8"   
## [3,] "-1" "-18" "|<---Package Function , My Function--->|" "-18" "-1"   
## [4,] "-10" "-35" "|<---Package Function , My Function--->|" "-35" "-10"   
## [5,] "-129" "-133" "|<---Package Function , My Function--->|" "-133" "-129"  
## [6,] "-11" "-49" "|<---Package Function , My Function--->|" "-49" "-11"   
## [7,] "-5" "-38" "|<---Package Function , My Function--->|" "-41" "3"   
## [8,] "-20" "-22" "|<---Package Function , My Function--->|" "-38" "-5"   
## [9,] "-30" "-31" "|<---Package Function , My Function--->|" "-22" "-20"   
## [10,] "-58" "-94" "|<---Package Function , My Function--->|" "7" "8"   
## [11,] "-81" "-82" "|<---Package Function , My Function--->|" "-31" "-30"   
## [12,] "-117" "-138" "|<---Package Function , My Function--->|" "-94" "-58"   
## [13,] "-9" "-39" "|<---Package Function , My Function--->|" "-82" "-81"   
## [14,] "-4" "-48" "|<---Package Function , My Function--->|" "-138" "-117"  
## [15,] "-28" "-29" "|<---Package Function , My Function--->|" "-39" "-9"   
## [16,] "-83" "-93" "|<---Package Function , My Function--->|" "-47" "9"   
## [17,] "-96" "-97" "|<---Package Function , My Function--->|" "2" "10"   
## [18,] "-128" "-139" "|<---Package Function , My Function--->|" "-50" "17"   
## [19,] "-2" "-46" "|<---Package Function , My Function--->|" "-2" "4"   
## [20,] "-64" "-92" "|<---Package Function , My Function--->|" "-48" "-4"   
## [21,] "-66" "-76" "|<---Package Function , My Function--->|" "-29" "-28"   
## [22,] "-41" "3" "|<---Package Function , My Function--->|" "-93" "-83"   
## [23,] "-50" "2" "|<---Package Function , My Function--->|" "-97" "-96"   
## [24,] "-124" "-127" "|<---Package Function , My Function--->|" "-139" "-128"  
## [25,] "-113" "-140" "|<---Package Function , My Function--->|" "-3" "20"   
## [26,] "-95" "-100" "|<---Package Function , My Function--->|" "-46" "19"   
## [27,] "-89" "17" "|<---Package Function , My Function--->|" "-13" "26"   
## [28,] "-67" "-85" "|<---Package Function , My Function--->|" "18" "21"   
## [29,] "-24" "-27" "|<---Package Function , My Function--->|" "11" "27"   
## [30,] "-26" "4" "|<---Package Function , My Function--->|" "-92" "-64"   
## [31,] "-13" "19" "|<---Package Function , My Function--->|" "-76" "-66"   
## [32,] "-54" "-90" "|<---Package Function , My Function--->|" "-100" "23"   
## [33,] "-75" "-98" "|<---Package Function , My Function--->|" "-26" "29"   
## [34,] "-111" "-148" "|<---Package Function , My Function--->|" "-70" "13"   
## [35,] "-121" "-144" "|<---Package Function , My Function--->|" "-127" "-124"  
## [36,] "-137" "-149" "|<---Package Function , My Function--->|" "-140" "-113"  
## [37,] "-55" "-59" "|<---Package Function , My Function--->|" "25" "33"   
## [38,] "-47" "8" "|<---Package Function , My Function--->|" "-95" "32"   
## [39,] "-79" "20" "|<---Package Function , My Function--->|" "-89" "38"   
## [40,] "-141" "-145" "|<---Package Function , My Function--->|" "-85" "-67"   
## [41,] "-3" "14" "|<---Package Function , My Function--->|" "-79" "30"   
## [42,] "-104" "12" "|<---Package Function , My Function--->|" "-27" "-24"   
## [43,] "-142" "-146" "|<---Package Function , My Function--->|" "-43" "15"   
## [44,] "-69" "-88" "|<---Package Function , My Function--->|" "-90" "-54"   
## [45,] "-70" "11" "|<---Package Function , My Function--->|" "-98" "-75"   
## [46,] "22" "23" "|<---Package Function , My Function--->|" "37" "43"   
## [47,] "-114" "1" "|<---Package Function , My Function--->|" "-12" "46"   
## [48,] "-44" "29" "|<---Package Function , My Function--->|" "-7" "47"   
## [49,] "-51" "-53" "|<---Package Function , My Function--->|" "-36" "28"   
## [50,] "-52" "-57" "|<---Package Function , My Function--->|" "6" "49"   
## [51,] "-108" "-131" "|<---Package Function , My Function--->|" "-44" "42"   
## [52,] "-106" "-123" "|<---Package Function , My Function--->|" "-74" "41"   
## [53,] "-68" "16" "|<---Package Function , My Function--->|" "-71" "24"   
## [54,] "-21" "-32" "|<---Package Function , My Function--->|" "50" "51"   
## [55,] "-43" "41" "|<---Package Function , My Function--->|" "48" "54"   
## [56,] "-12" "-25" "|<---Package Function , My Function--->|" "-148" "-111"  
## [57,] "-71" "18" "|<---Package Function , My Function--->|" "-144" "-121"  
## [58,] "30" "31" "|<---Package Function , My Function--->|" "-149" "-137"  
## [59,] "15" "46" "|<---Package Function , My Function--->|" "-59" "31"   
## [60,] "-125" "35" "|<---Package Function , My Function--->|" "34" "44"   
## [61,] "-56" "-91" "|<---Package Function , My Function--->|" "-55" "59"   
## [62,] "-105" "5" "|<---Package Function , My Function--->|" "-68" "22"   
## [63,] "-84" "-134" "|<---Package Function , My Function--->|" "-147" "35"   
## [64,] "-7" "55" "|<---Package Function , My Function--->|" "16" "55"   
## [65,] "-6" "-19" "|<---Package Function , My Function--->|" "-104" "14"   
## [66,] "-122" "47" "|<---Package Function , My Function--->|" "-145" "-141"  
## [67,] "-87" "49" "|<---Package Function , My Function--->|" "-14" "64"   
## [68,] "26" "27" "|<---Package Function , My Function--->|" "-146" "-142"  
## [69,] "-14" "13" "|<---Package Function , My Function--->|" "53" "63"   
## [70,] "-33" "-34" "|<---Package Function , My Function--->|" "39" "62"   
## [71,] "-37" "6" "|<---Package Function , My Function--->|" "-88" "-69"   
## [72,] "-126" "-130" "|<---Package Function , My Function--->|" "45" "61"   
## [73,] "9" "58" "|<---Package Function , My Function--->|" "-114" "1"   
## [74,] "-150" "57" "|<---Package Function , My Function--->|" "-53" "-51"   
## [75,] "7" "59" "|<---Package Function , My Function--->|" "-91" "70"   
## [76,] "-77" "37" "|<---Package Function , My Function--->|" "60" "75"   
## [77,] "-112" "-147" "|<---Package Function , My Function--->|" "-57" "-52"   
## [78,] "-116" "34" "|<---Package Function , My Function--->|" "-131" "-108"  
## [79,] "-99" "10" "|<---Package Function , My Function--->|" "57" "66"   
## [80,] "-74" "39" "|<---Package Function , My Function--->|" "-123" "-106"  
## [81,] "-62" "-72" "|<---Package Function , My Function--->|" "-150" "69"   
## [82,] "40" "60" "|<---Package Function , My Function--->|" "-32" "-21"   
## [83,] "-45" "38" "|<---Package Function , My Function--->|" "-87" "74"   
## [84,] "-118" "-132" "|<---Package Function , My Function--->|" "-25" "67"   
## [85,] "-73" "63" "|<---Package Function , My Function--->|" "-125" "79"   
## [86,] "54" "71" "|<---Package Function , My Function--->|" "-37" "84"   
## [87,] "32" "45" "|<---Package Function , My Function--->|" "82" "86"   
## [88,] "24" "85" "|<---Package Function , My Function--->|" "-62" "76"   
## [89,] "-65" "-80" "|<---Package Function , My Function--->|" "-116" "58"   
## [90,] "-17" "70" "|<---Package Function , My Function--->|" "-105" "5"   
## [91,] "-86" "50" "|<---Package Function , My Function--->|" "-56" "40"   
## [92,] "-36" "75" "|<---Package Function , My Function--->|" "72" "77"   
## [93,] "53" "68" "|<---Package Function , My Function--->|" "-122" "73"   
## [94,] "25" "43" "|<---Package Function , My Function--->|" "88" "91"   
## [95,] "21" "76" "|<---Package Function , My Function--->|" "83" "92"   
## [96,] "-115" "66" "|<---Package Function , My Function--->|" "-78" "95"   
## [97,] "28" "61" "|<---Package Function , My Function--->|" "-77" "96"   
## [98,] "42" "62" "|<---Package Function , My Function--->|" "52" "94"   
## [99,] "-103" "72" "|<---Package Function , My Function--->|" "-134" "-84"   
## [100,] "33" "80" "|<---Package Function , My Function--->|" "-19" "-6"   
## [101,] "48" "56" "|<---Package Function , My Function--->|" "81" "93"   
## [102,] "-15" "-16" "|<---Package Function , My Function--->|" "-72" "97"   
## [103,] "-119" "52" "|<---Package Function , My Function--->|" "65" "90"   
## [104,] "-78" "67" "|<---Package Function , My Function--->|" "-112" "56"   
## [105,] "51" "99" "|<---Package Function , My Function--->|" "36" "85"   
## [106,] "78" "94" "|<---Package Function , My Function--->|" "87" "100"   
## [107,] "81" "93" "|<---Package Function , My Function--->|" "-17" "106"   
## [108,] "77" "88" "|<---Package Function , My Function--->|" "98" "102"   
## [109,] "65" "86" "|<---Package Function , My Function--->|" "-33" "107"   
## [110,] "64" "69" "|<---Package Function , My Function--->|" "-34" "109"   
## [111,] "-60" "87" "|<---Package Function , My Function--->|" "-130" "-126"  
## [112,] "-101" "36" "|<---Package Function , My Function--->|" "-80" "108"   
## [113,] "83" "101" "|<---Package Function , My Function--->|" "-73" "99"   
## [114,] "73" "92" "|<---Package Function , My Function--->|" "-45" "110"   
## [115,] "95" "104" "|<---Package Function , My Function--->|" "103" "104"   
## [116,] "90" "102" "|<---Package Function , My Function--->|" "-61" "12"   
## [117,] "-120" "44" "|<---Package Function , My Function--->|" "101" "113"   
## [118,] "-61" "79" "|<---Package Function , My Function--->|" "68" "115"   
## [119,] "-109" "98" "|<---Package Function , My Function--->|" "105" "118"   
## [120,] "91" "100" "|<---Package Function , My Function--->|" "-16" "114"   
## [121,] "89" "111" "|<---Package Function , My Function--->|" "89" "119"   
## [122,] "74" "96" "|<---Package Function , My Function--->|" "-86" "112"   
## [123,] "82" "112" "|<---Package Function , My Function--->|" "117" "121"   
## [124,] "-110" "-136" "|<---Package Function , My Function--->|" "-99" "116"   
## [125,] "-23" "110" "|<---Package Function , My Function--->|" "-60" "122"   
## [126,] "97" "107" "|<---Package Function , My Function--->|" "-103" "111"   
## [127,] "-135" "108" "|<---Package Function , My Function--->|" "123" "126"   
## [128,] "84" "124" "|<---Package Function , My Function--->|" "-119" "80"   
## [129,] "109" "113" "|<---Package Function , My Function--->|" "-15" "120"   
## [130,] "-63" "121" "|<---Package Function , My Function--->|" "-132" "-118"  
## [131,] "115" "120" "|<---Package Function , My Function--->|" "125" "127"   
## [132,] "106" "119" "|<---Package Function , My Function--->|" "-65" "131"   
## [133,] "114" "125" "|<---Package Function , My Function--->|" "-101" "132"   
## [134,] "122" "127" "|<---Package Function , My Function--->|" "-120" "133"   
## [135,] "123" "132" "|<---Package Function , My Function--->|" "78" "134"   
## [136,] "126" "130" "|<---Package Function , My Function--->|" "-23" "129"   
## [137,] "103" "128" "|<---Package Function , My Function--->|" "-115" "135"   
## [138,] "-42" "133" "|<---Package Function , My Function--->|" "-63" "137"   
## [139,] "116" "129" "|<---Package Function , My Function--->|" "71" "138"   
## [140,] "117" "131" "|<---Package Function , My Function--->|" "128" "139"   
## [141,] "105" "137" "|<---Package Function , My Function--->|" "-136" "140"   
## [142,] "-107" "136" "|<---Package Function , My Function--->|" "-135" "141"   
## [143,] "134" "140" "|<---Package Function , My Function--->|" "-109" "142"   
## [144,] "118" "142" "|<---Package Function , My Function--->|" "-42" "136"   
## [145,] "135" "143" "|<---Package Function , My Function--->|" "-110" "143"   
## [146,] "138" "139" "|<---Package Function , My Function--->|" "124" "145"   
## [147,] "141" "145" "|<---Package Function , My Function--->|" "-107" "146"   
## [148,] "144" "146" "|<---Package Function , My Function--->|" "130" "147"   
## [149,] "147" "148" "|<---Package Function , My Function--->|" "144" "148"