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Model selection for clustering.

Model selection means selecting the clustering parameters which are best for a given data set (without using the labels). The goal of this homework is to compute and plot model selection criteria for clustering.

1.Split the zip.test data observations/rows into 50% train, 50% validation. Use base::set.seed and base::sample for pseudo-random assignment with a fixed seed. Use base::table(digit.label, set) to print and display a contingency table. Are there about the same number of each digit/label in each set?

set.prop.vec <- c(validation=0.5, train=0.5)  
N <- nrow(dt)  
rounded.counts <- floor(set.prop.vec\*(N))  
not.shuffled.sets <- rep(names(set.prop.vec), rounded.counts)  
set.seed(1)  
shuffled.sets <- sample(not.shuffled.sets)  
table(set=shuffled.sets, label=dt[2:2007]$V1)

## label  
## set 0 1 2 3 4 5 6 7 8 9  
## train 160 136 109 82 107 84 86 75 83 81  
## validation 199 128 89 84 93 76 84 72 83 95

2.Use stats::kmeans on the train data, for 1 to 20 clusters. For each number of clusters, and for each set (train/validation), compute the within-cluster sum of squares (to do that you need to first compute the closest cluster center to each observation, using the “centers” component of the list returned by kmeans). You can check your work by comparing your value with “tot.withinss” (they should be the same). Plot y=sum of squares as a function of x=number of clusters, with a different colored line for each set (e.g. train=red, validation=black). Do both of your lines decrease as expected?

clusters <- 20  
result.dt.list <- list()  
  
  
for(n.clusters in 1:clusters){  
 for (set in names(set.prop.vec)) {  
 data.set <- df[shuffled.sets == set,]  
 kcluster <- kmeans(data.set,n.clusters,iter.max = clusters)  
 SOS = kcluster$tot.withinss  
 result.dt.list[[paste(n.clusters, SOS, set)]] <- data.table(n.clusters, SOS,set)  
 }  
  
}  
  
  
result.dt <- do.call(rbind, result.dt.list)  
  
ggplot()+  
 geom\_line(aes(n.clusters, SOS, color=set),data=result.dt) +  
 labs(x = "the number of clusters", y ="within-cluster sum of squares")
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3.Use mclust::Mclust on the train data, for 1 to 20 clusters, and for a single value of modelNames (e.g. VEV for ellipsoidal, equal shape). Remember you can use a subset of data for the initialization to reduce computation time. Use mclust::dens to compute a vector of log likelihood values, one for each observation (in both train/validation sets). Compute and plot y=mean negative log likelihood as a function of x=number of clusters, using different colored lines for different sets (e.g. train=red, validation=black). Does the train negative log likelihood always decrease as expected? Does the validation negative log likelihood decrease and then increase (U shape) as expected?

clusters <- 20  
  
lik.dt.list <- list()  
  
  
for(n.clusters in 1:clusters){  
 for (set in names(set.prop.vec)) {  
 data.set <- df[shuffled.sets == set,]  
 mclust <- Mclust(data.set, n.clusters, initialization=list(subset=1:500),verbose = 0, modelNames="EII")  
 log.lik.vec <- dens(  
 modelName = mclust[["modelName"]],  
 data = data.set,  
 parameters = mclust[["parameters"]],  
 logarithm=TRUE)  
 total.log.lik <- sum(log.lik.vec)  
 rbind(my=total.log.lik, mclust=mclust[["loglik"]])  
 lik.dt.list[[paste(n.clusters, set)]] <- data.table(n.clusters, set, total.log.lik)  
 }  
  
}  
  
  
lik.dt <- do.call(rbind, lik.dt.list)  
  
ggplot()+  
 geom\_line(aes(  
 n.clusters, -total.log.lik, color=set),  
 data=lik.dt)

![](data:image/png;base64,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)

The goal is to implement and plot the gap statistic described in ESL-14.3.11, using kmeans and the whole zip.test data. The main idea is that if there are real clusters in the data, then the kmeans sum of squares on the zip.test data should decrease more rapidly than the kmeans sum of squares on random uniform data. 1.You will need to use the stats::runif function to generate uniform random numbers between -1 and 1, in a matrix the same size as the zip.test data matrix you cluster.

generate\_uniform\_numbers = function(data) {  
   
 r = nrow(data)  
 c = ncol(data)  
   
 return(matrix(runif(r\*c, min = -1, max = 1),r,c))  
  
}

2.Generate 20 random matrices, as they did in ESL Figure 14.11.

generate\_uniform\_matrices = function(data,N) {  
 m.list <- list()  
   
 for (i in 1:N) {  
  
 m.list[[i]] <- generate\_uniform\_numbers(data)  
   
 }  
  
 return(m.list)  
  
}

3.Compute kmeans for 1 to 20 clusters, for each of the 21 data sets (zip.test + 20 random uniform). For clarity use a for loop over a list with 21 elements.

kclu\_matrices = function(data, clusters,N) {  
 m.list <- generate\_uniform\_matrices(data,N)  
  
 kclu.list <- list()  
   
 for (i in 1:N) {  
 temp <- c()  
 for (n.clusters in 1:clusters) {  
 kclu<- kmeans(m.list[[i]],n.clusters,iter.max = clusters)  
 temp <- c(temp,kclu$tot.withinss)  
 }  
 kclu.list[[i]] <- temp  
 }  
  
 return(kclu.list)  
}

normalized function

normalized <- function(data){  
 data <- (data-mean(data))/sd(data)  
  
  
 return(data)  
}

4.The first plot is y=normalized sum of squares as a function of x=number of clusters, zip.test line in green, mean uniform random line in blue. The second plot is y=gap statistic with error bars/bands as a function of x=number of clusters (use geom\_line and geom\_ribbon).Compute the quantities shown in ESL Figure 14.11, and make two ggplots.

kclu.list <- kclu\_matrices(df,20,20)

zip.test.SOS <- rep(0,20)  
for (index in 1:20) {  
 clu<-kmeans(df, index)  
 zip.test.SOS[index] <- clu$tot.withinss  
}  
  
normalized.zip.test.SOS <- normalized(zip.test.SOS)  
  
total.SOS <- rep(0,20)  
for (index in 1:20) {  
 total.SOS= total.SOS + kclu.list[[index]]  
}  
  
uniform.SOS <- total.SOS/20  
  
normalized.uniform.SOS <- normalized(uniform.SOS)  
  
  
  
SOS.list <- list()  
  
for (index in 1:20){  
 clu<-kmeans(df, index)  
 SOS.list[[index]] = data.table("SOSE" = normalized.zip.test.SOS[index], "Ncluster" = index, "Group" = "zip.test")  
}  
  
  
for (index in 21:40){  
   
 SOS.list[[index]] = data.table("SOSE" = normalized.uniform.SOS[index-20], "Ncluster" = index-20, "Group" = "uniform")  
}  
  
SOS.dt <- do.call(rbind,SOS.list)  
  
   
ggplot()+  
 geom\_line(aes(Ncluster,SOSE, color=Group),data= SOS.dt) +  
 labs(x = "the number of clusters", y ="normalized sum of squares")
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The second plot is y=gap statistic with error bars/bands as a function of x=number of clusters (use geom\_line and geom\_ribbon).

normalized.zip.test.gap <- mean(normalized.zip.test.SOS) - normalized.zip.test.SOS  
normalized.zip.test.sd <- sd(normalized.zip.test.SOS)/1.1   
normalized.uniform.gap <- mean(normalized.uniform.SOS) - normalized.uniform.SOS  
normalized.uniform.sd <- sd(normalized.uniform.SOS)/1.1  
  
  
gap.data.dt <- list()  
  
for (index in 1:20){  
   
 gap.data.dt[[index]] = data.table("GAP" = normalized.zip.test.gap[index],"sd"=normalized.zip.test.sd, "Ncluster" = index, "Group" = "zip.test")  
}  
  
for (index in 21:40){  
   
 gap.data.dt[[index]] = data.table("GAP" = normalized.uniform.gap[index-20],"sd"=normalized.uniform.sd, "Ncluster" = index-20, "Group" = "uniform")  
}  
  
gap.dt <- do.call(rbind,gap.data.dt)  
  
  
  
ggplot(gap.dt) +   
 geom\_errorbar(aes(x=Ncluster, ymin = GAP-sd, ymax = GAP+sd,color=Group))+  
 geom\_line(aes(Ncluster,GAP,color=Group)) +  
 labs(x = "the number of clusters", y ="GAP")
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