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Homework 9: Dynamic programming for optimal changepoint detection

library(data.table)  
library(ggplot2)  
library(microbenchmark)

The goal of this homework is to explore dynamic programming algorithms for optimal changepoint detection, and compare to the binary segmentation algorithm. programmatically download the following files, which contain raw/noisy data signals and labels for several different sequenceID numbers. For each file, what is the min/max number of data/labels per sequenceID?

# use data.table::fread to read the compressed CSV data file into R as a data table.  
dt\_signals<- fread("data-for-LOPART-signals.csv.gz")  
df\_signals<-as.matrix(dt\_signals)  
head(sort(table(dt\_signals[["sequenceID"]])))

##   
## 145.19 173.19 66.21 162.19 371.14 332.18   
## 39 39 40 42 51 53

tail(sort(table(dt\_signals[["sequenceID"]])))

##   
## 20177.20 20178.20 20183.20 20090.20 20108.20 20109.20   
## 41831 41831 41831 43628 43628 43628

*the min number of data for sequenceID is 39*

*the max number of data for sequenceID is 43628*

dt\_labels<- fread("data-for-LOPART-labels.csv.gz")  
df\_labels<-as.matrix(dt\_labels)  
head(sort(table(dt\_labels[["sequenceID"]])))

##   
## 1.11 1.15 1.6 1.9 106.9 109.2   
## 2 2 2 2 2 2

tail(sort(table(dt\_labels[["sequenceID"]])))

##   
## 20172.3 20118.2 20159.4 20163.9 20159.1 20172.20   
## 8 9 9 9 11 12

***the min number of data for sequenceID is 2***

***the max number of data for sequenceID is 12***

Run jointseg::Fpsn which is a fast log-linear dynamic programming (DP) algorithm on sequenceID “20167.22”. Also run binsegRcpp::binseg\_normal for comparison. Use a max of 20 segments for both algorithms. Plot y=loss as a function of x=segments using different colors in a single geom\_line for different algorithms (e.g., binseg=red, DP=black). Does DP have a lower loss as expected?

max.segments <- 20  
sdt1 <- subset(dt\_signals, sequenceID == "20167.22")  
binseg.models <- binsegRcpp::binseg\_normal(sdt1$logratio, max.segments)  
optimal.models <- jointseg::Fpsn(sdt1$logratio, max.segments)  
loss.dt.list <- list()  
algo <- c('binseg','Fpsn')  
for (name in algo) {  
 if(name == 'binseg'){  
 loss.list <- binseg.models$loss  
 for (index in 1: max.segments) {  
 loss <- loss.list[index]  
 loss.dt.list[[paste(loss, name, index)]] <- data.table(loss, name,index)  
 }  
 }  
 if(name == 'Fpsn'){  
 loss.list <- optimal.models$J.est  
 for (index in 1: max.segments) {  
 loss <- loss.list[index]  
 loss.dt.list[[paste(loss, name, index)]] <- data.table(loss, name, index)  
 }  
 }  
}  
  
loss.dt <- do.call(rbind, loss.dt.list)  
  
ggplot()+  
 geom\_line(aes(index, loss, color=name),data=loss.dt) +  
 labs(x = "the number of segments", y ="the value of loss")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA51BMVEUAAAAAADoAAGYAOmYAOpAAZpAAZrYAv8QzMzM6AAA6ADo6AGY6OpA6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmAGZmOjpmZjpmZmZmtrZmtv9uTU1uTW5uTY5ubo5ubqtuq+SOTU2OTW6OTY6Obk2OyP+QOgCQOjqQZgCQkDqQkGaQtpCQ27aQ2/+rbk2rbm6rbo6ryKur5OSr5P+2ZgC2Zjq22/+2///Ijk3I///bkDrb/7bb///kq27k///r6+vy8vL4dm3/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///8j+N6oAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAVBUlEQVR4nO2dDX/cRhHGLyFYdVI7SZ1CcVOStNilLU4LMTgxiQ9fDH7T9/88aPV2ehntm2Z2VtI8P8hx4tGOdv9eSavb1axS0ay14j4AEa0E8MwlgGcuATxzCeCZSwDPXI6A13ay9LHY4ohKQxOQAOaJSkMTkADmiUpDE5AA5olKQxOQAOaJSkMTkADmiUpDE5AA5olKQxOQAOaJSkMTkADmiUpDE5AA5olKQxOQAOaJSkMTkADmiUpDE5AA5olKQxOQAOaJSkMTkADmiUpDE9C434MTpKMQkWlkD06SAH/90oNHaPQpGiQsgE0+GpqAxl+DoU4sgE0+GpqAMG6y+oQFsMlHQxMQyl10j7AANvloaALCGSZ1T9MC2OSjoQkIaxzcJiyATT4amoDQHnS0OrEANvloaAJCfJLVICyATT4amoAwH1VuO7EANvloaALCfRZdERbAJh8NTUACmCcqDU1AyIAvKRpHAI8Q8s+FCUXjCOARwgZ8SdA4AniEBDBPVBqagAQwT1QamoCwp+wUhAWwyUdDE5AA5olKQxMQOuD1JXrjCOAREsA8UWloAkKfNpsIYBsfDU1A+IBVFxbAJh8NTUACmCcqDU1ABIAzwgLY5KOhCQh/6UoigC18NDQBCWCeqDQ0AVEAXl8KYJOPhiYgAcwTlYYmIILlo4kANvtoaALSAP60v7//7EP1UcimKvl9NGbjCOAR0gB+f9T8KGRTFQFs4aOl2tAw4Ptf3zU+StlUJQOc2hGOoql5olJzrTUM+PZNdm4+qj4yfZHJqswkTS9xjk40WsOAr1++U923/Cg3Wv2xJtKDjb4wdFPjXXT3OmxVlwyw3VU4iqbmiUpLtSEBzBOVlmpDw4A/P79I73/7UH6UG+0qk6R2N9JRNDVP1DB0U9M4+Om7+qOQXWUEsNEXgm0ukhehCWCjj4YmIDLANoSjaGqeqDQ0AdG8ylAtURLAOh8NTUB0gC0IR9HUPFFpaAISwDxRaWgCEsA8UWloAiJ6nbAd4SiamicqDU1AApgnKg1NQJSAjYSjaGqeqDQ0AQlgnqg0NAFRvdLfinAUTc0TlYYmIFrABsJRNDVPVBqagAQwT1QamoCIAesJR9HUPFFpaAIiS6tjQziKpuaJSkMTEDlgHeEomponKg1NQAKYJyoNTUD0gDWEo2hqnqg0NAHRpbazIBxFU/NEpaEJKATgQcJRNDVPVBqagAQwT1QamoCCAB4iHEVT80SloQmIML2smXAUTc0TlYYmoECAYcJRNDVPVBqagAQwT1QamoBCAQYJR9HUPFFpaAKiTPFuJBxFU/NEpaEJKBxggHAUTc0TlYYmIEfATkraX2XVP4cC9uB+F46iL/FEpaEJiBKwkXAUTc0TlYYmoKCAu4SjaGqeqDQ0AZECNnXhKJqaJyoNTUBhAXcIR9HUPFFpaAKiBWwgHEVT80SloQmIGLCecBRNzROVhiYgAcwTlYYmIGrAWsJRNDVPVBqagMgB6whH0dQ8UWloAqIHrCEcRVPzRKWhCUgA80SloQkoAOBhwlE0NU9UGpqAQgAeJBxFU/NEpaEJSADzRKWhCSgI4CHCUTQ1T1QamoDCAB4gHEVT80SloQmICzBfHuk4otLQBBQIMNyFo2hqnqg0NAGFAgwSjqKpeaLS0AQUDDBEOIqm5olKQxMQI2CmFIcCWCe/2hTqd+EomponKg1NQAEBG+fguZXmaxPAOvnVplQPMEuCNAGsk19tKnUJC2B68QLmSJAmgHXyq02tDmEBTC9mwAz5swRwpTK3++2b/ecX1Ta/2mzVJiyA6dUCfHNweHOwenhWfCtSjt6/PUo/fUUGOHz+rCUDPt1Jzx+ene/kX8qs0Lc/fEivv3PLPqqpdYuwAA4LOOvAd8c76abowmVu9+tXF+nt94q1dYp3nZLeFlkXTqoO4JuDvQpwmdtd5Q8uACv5/bk21OvBwfNnLbgH3x3vbR6cqBN1rfdH2x6MArhFuLAFTq+0YMDp1e5qJz199LEJGPkaLIDLryyAWypzu9+/fY14F71uES5tYdMrCeBKZW531HHwWgCXX0NJMw6G5FeblvqAw+bPWjLg1jgYlF9t2toSrm0h0ystGHB7HAzKrzZtCeA1H+DGOBiUX206qglvbQHzZy0YMDAO7sqvNh0J4HjGwV351aarinDDFi5B2pIBm+VXm64E8PIAh0uQtmjA56tMexq7X216Svo2AUyjFuBzdf+sbqQH5VebngDAwTLgLRhwNkxSH+TDpHVFWADTKx7AoVIcLhhwuFN0SVgA04vnJgsEHCjF4aIBG+VXG0ACOJC4AOeEu7YgOSyXCvjmYFUpwE0WDHh9GSADXsyArx7/srtaHeYPjdW1svi+d1VsvDvWsjEAtpNfbUAloA1CvCDAu48+qlvdfDyTfRbfV8VG9VNueq77pWAKgOkTpMUNWPXexyf/UxSzz+J7uXFTjHEOpw6434kXBPjxSfnPJjtFPzjZfs/+OS8uoLpBTlSAM8JDtg7i5QG+OXhwkvfgFmDXs3O8gEmTs0wB8Eax3HR6sJqMMQJwPl/HeH73q82AEo2t2YkXCFh14N0O4LvjDLsz5VgBNxEvD3B6ml2B/3Zw2AKcD5Oce/H2FH0edhys1H83WksV4uUAJhDwa5JOfrUZkgFwhVgAjxDjTVZmMxLOEGO/0nLRgMP9mlTYzIDXBWPEoEsGbP49GFv9Bf+gLuU1AL5imtFR22z6sCrNohtLD4bEDdiGcFmaCbEAhsQ1Zae22QNGWqO2ZMDBb7LUP2bC29IwljDFDPg/sPAAG+VXG73NSLhRGsIKFwEcGrCRcLO08QsgBHDUgMfPjxfAwQGbCLdLGzt9WgCHB2wg3Clt5OxaARw74JG2RQPOhkmH2pkhfrUx27SEu6WNmz69ZMCnj/5dvGgnOGAt4V5pMGEBbAJcTuoI+6iykoZwv7Qx8+MnDPg0f5R89cRl8vs0AYOElwLYTe1n0eoUHfhZdK1hwlBp/gsgpgz4G7WEJevBV1/+NV/MsinmV5Xvn8w+fveH7pyt9k3WhuFZdK1BwmBp3gsg4gZ82VMT8KOPim72n929dPPo483XZ6l68eTpXvXRn3QZxzCp0BBhuLQe4VkANp6iTw8Lxqoj37zIcaqPjLXCfffjfAD3CM8f8D9P2oDVIsSsy+YLQx+cXH350QC4WkHKcpOlNEB4qLQO4fkDznrw3XETcKbyTK3wWfbgst9PAPDaawnTlAHvpOU1uACsVrio/57u1R821+CN5lGWX22sbTBhAVwB/kadkRs9+LS+i1Zgs4/f21yDecbBuRwBe61RmzBgs/oPQQDAutfN+tXG3gYS1pTWJLx0wPDSJeAmS7e+ya829jZXwGv3RYizBQwrpmGSEkRYAC8YcIOwANYCDv0apSEbQFhfmusy4qUCtpNfbVxszoBrwgJ4EoABwgIYC3D+fjXmU7Q74LXbiwAWDPjueO/uuPmmDpXeXaUw3H+Gl33UaHMHXBIWwCbACm35WLPQp/0jlWG2YfGrjZutR9hcmsubHhYO+LyR2u76z385UknABfB4WxSA1a8VGd1q3uz9r//ITtG3b7JTdN6Jv8g0JpS1LJf9NzWTNwBQA84uwulp/ajy02t1Db5++a7Ri/3+XB1t3S5sU9ql9GALwC1dv7rIb7KU6uuwX21cbR3CVqVZv4xnuoCLQQ7ay0jV3fP+/msBjGJDAew0IRoA3Jswq3rw5+cX6f1vAYdJSm3CdqVdLgXwzdc/5ZfRYs5sNYPWBnD+BoemtxoHP61vpP1q42zzAWxKFO9aHA/gpKc+4INHH7N74XLObDmD1g5wplPe34MrtQjblob7wrQIe7C6Bu/ko9m7H0/KuXON+XdWgBVj3keVubwAm9+05Fgcog3zFP0inz1bzpl1BXyqT+zhVxt3mydgK8RzAFxOj93kSx3sARvOzwEBtwi7lYb1Rrx4AR/sKLLlnFkXwMFfJ0wCGOuNePECfvHHvB8WJ1uPa3AUgJuEnUvTI54s4FLalQnLAKxHLICjANwg7FXaMOKpA3bTbAEPv4FYAMcBeEvYv7R8BbVbVCJbJIDZXqMECQFwrssO5ogBEyiW1yhBqgijlLaFvFzArG/ZAYQKWKlgLIBjAbxOEszScmWMlwuY9zVKoBLU0gpBN17+xU0KMO9rlEAlg2mGfYPmPrwkLtMCbJRfbUbZEn0OS+eg9Y8SBsgCOFjjWOVH82pqcJzsVtykAEexNgmwJVaIfQ9ugPIMAWtHwIX8ajPeZpsgzTtq92nILAHH9Htw12bRiREOrno/pENxUwJ8dxwvYAvEiAd32e/QyFEJkbbVugbrHnEU8qsNks0pOQtGVBvKkwEcyzs6NLbggHMZOvNkANvJrzZYNpTkLH4HN4h5SoBZ0su62BgBF7rsX5wFMKbNKfsOWtS+GpinA/i8vgYbR8Ns8lgaTqhJJJ6fyji4lFN6JbSog7r0XrRKiLStSd1kRQfYcjUUUBwNTUACeKzNb00jDU1AEwPsmD8LK6re5jN/gIYmIAGMYXNf00hDE9DUADsmSMOKarQZH2oKYEtbpICVtM80BbClLWLAuYaeaQpgW5tbikOsqI424/wBGpqABDChTTN/gIYmoOkBdk1xiBR1jO2yP92ehiYgARzGJj3Yweaa4hAn6jibAHawCWAHCeAwNgHsYnPNYYkTdZRNALvYBLC9JgnYPYclStQxNgHsZBPA1pomYPcclihRR9gEsJtNANtKAIexCWBHm3uSUoyo/jYB7GgTwJaaKmCfHJYIUb1tAtjVJoDtJIDD2ASws80jSSlCVF+bAHa2CWArTRewV5LS8VE9bXECzlPb3b7Zf35RbfGrDY1NANtIC1ileFeQP31VbfGrDZHNJ0np+Kh+tigB5yneb3/4kF5/Fzj7qJ2t82KluA7O4AvBNpcGcJHi/frVRXr7vUo/GizFu72SuJb8xygN4CLFu8ofXABW8vtzJbQ1enF8B6fxBYGrZEzxvu3BSn61IbXViGM8uEFfGLqpRYr3iK/Bldze/C+At1I9+P7t61jvorfKEcd6cKCPnmypCY+DW8oQx3twgI+ebKkJP8nqyO6t4dhRBXBAG+6r/wVwsMaxttkRFsAa+dUmmA0zt4MADtY4DjbE3A4COFjjuNgsCAtgjfxqE9KGlrxDAAdrHDebkbAA1sivNlHZ4ohKQxPQDAEjpd8RwMEax9WGk51FAAdrHGcbSvIOARyscdxtGMk7BHCwxvGwIbwZXgAHaxwf2/gXhwvgYI3jZRv92mEBHKxx/Gxj30orgIM1jqdtaAaAANbIrzZcNhixANbIrzZ8tgRgLIA18qsNq63HWABr5FcbblsbsQDWyK82/LbEfYmLAA7WODg21yUuAjhY42DZ3Ja4COBgjYNnc1niIoCDNQ6mzX6JiwAO1ji4tkQAz1zLei3A8npw5rNap7bMHuxXm6hsuc8CsQAO1jgkTW1ELICDNQ5RUxsQC+BgjUPW1NBvTfRRi6+htGjAax1jATy+1hEAXg8yFsDjax0H4HWIeQECOJhtwEc8L0AAB7MN+9qMBfD4WkcGeN1iLIDH1zo+wOuccUIflYYmIAEMKUH/VVEAB7NZ+hLtU5DRUWloAhLAGltiQVkAx2ZzLS7RYxbAsdn8ihuELIBjs/kXBzIWwLHZRhXXZyyAY7ONLS7xeuAlgIPZMIpzf+AlgIPZkIpzfOAlgIPZEIuzGScPFEdDE5AAHmuzpCyAQ9lIopohC+BQNrKoesgCOJSNNOowZAEcykYeFYYsgEPZgkTt33lFCPjz/v6zD0WSymdRJ6d0s4WL2qIcH2CVclRlpXx/1NhoV2kBvFX1a2N8gJUyyPe/vmtssKu0AO4q6S47p6XakB5w1oNv32Sn6LwTR5jiXWSUDvD1t0/fpdcv36XbXmz3Vy092OgLwTaXvgdXud3r67BfbaKyxRGVGOtWhmFSSVYAY0elpdrQMODPzy9UD1Yf97/JMAk5ahi6qbYHZwPg7BpcfRTyq01UtjiihmCbS55k8USloQlIAPNEpaEJSADzRKWhCUgA80SloQlIAPNEpaEJSADzRKWhCUgA80SloQlIAPNEpaEJiPV1wrg/TiH/1BV3cdYSwNMszloCeJrFWUsAT7M4ay3wlf7LkgCeuQTwzCWAZy4BPHPxAW6tmBgrNUtfzfB9foFXHNYBXn+bzzvGOzon8QFurZgYqc+KxP3bo3wpBlJxWAeoZqZev3yHd3RuYgPcXjExTu+f/j3rcrc/fCi6Hk5xWAf4WVF9f4R2dI5iA7xdMYEh1XTXry7qidwIxWEeYHZYiEfnJDbA7RUTo0vLiJTzfLGKQzzA+7evMY/OSbx30WjXYYIenAvlAG/fvE4xj85JMwKMeJVDBXz9rSpkcdfg9oqJsVJNp06ESPep1Rkf4wALvphH5yTWcfBTtDMW0TgY4wDVcFrdrS1uHCwKIgE8cwngmUsAz1wCeOYSwDNXDID/+6/06vGJ2z7mHc5XDxzLbB/STBQBYMUKH/DNweG4Q5qJZgt4FCMBjKir3dVq7+rxz6vVKutzd8er1cOz4v94/Muu2pa3dvZP8X3vqtyY7fDoY73D1ZOfyv3Uhp281J26/GbJNwerB788OWuVVpdShMwPqd5x2uIHXPTg3QzW+cOzu+OMyrkCl9bbasD591W5MfuizNUOV7sFzrTaWHXCYu/dw8p4c7CXMS4KqEvblrINWe3I1i44igbwYf4/NkUfy1u12rYFfNjY2NmhJpFv2JR/FqqUJ2fb7Zkx/8z/QhqltUopQ1Y7TlyxAC4hnq9y7VXbW4DLz+LLkwJJtUN91dyo7l+5lU6Lc3VlzE8PV0/OWqW1Sql2Pq1O8pNWbICLs3O93Qy43GEYcH7VfXhWGWHAzVK2O+c7hmkEMkUGeNMYu+oBd3bYAlYbGqfoXOrUXBpbp3CwlOZfx6jBVhSKALBqxKpl746zvlQ2d7VN3RbdHT/oAK5vsoodaiTdm6wcaKPk+iarWVqrlDzkYb0jW7vgKALA2cVup25uNV7pdKd8vPKnF90e/HNxiSx32JIohkmNLr0qSqxKVsOknzuAW6Wof7JDqnectmIAHF6bxqV+5locYHX+z4e9C9HiAOfjpeXwXSDghUkAz1wCeOYSwDOXAJ65BPDMJYBnrv8DwjkWbQTnercAAAAASUVORK5CYII=)

***From the picture, we can find that the loss of dynamic programming method has a lower loss. It has a lower loss as we expected***

For a single model size (number of segments/changepoints), plot the data (geom\_point), segment means (geom\_segment), and changepoints (geom\_vline), with different algorithms in different panels from top to bottom (facet\_grid). Choose a model size that shows a clear difference between binseg/DP. In what parts of the data does the DP fit better than binseg?

n\_segment <-4  
segs.dt.list <- list()  
for(n.segs in 1:max.segments){  
 end <- optimal.models$t.est[n.segs, 1:n.segs]  
 start <- c(1, end[-length(end)]+1)  
 segs.dt.list[[paste(n.segs)]] <- data.table(start, end)[, .(  
 segments=n.segs,  
 mean=mean(sdt1$logratio[start:end]),  
 algorithm="DP"  
 ), by=.(start, end)]  
}  
  
segs.dt.list$binseg <- data.table(coef(binseg.models), algorithm="BinSeg")  
segs.dt <- do.call(rbind, segs.dt.list)  
  
segs.dt <- do.call(rbind, segs.dt.list)  
for(col.name in c("start", "end")){  
 col.value <- segs.dt[[col.name]]  
 set(segs.dt, j=paste0(col.name, ".pos"),  
 value=sdt1$position[col.value])  
}

segs.dt[, end.before := c(NA, end[-.N]), by=.(algorithm, segments) ]  
change.dt <- data.table(sdt1, segs.dt[1 < start])

## Warning in as.data.table.list(x, keep.rownames = keep.rownames, check.names  
## = check.names, : Item 2 has 235 rows but longest item has 870; recycled with  
## remainder.

change.dt[, changepoint := (start+end.before)/2]  
  
sunb.segs.dt <- subset(segs.dt,segs.dt$segments==n\_segment)  
sub.change.dt <- subset(change.dt, change.dt$segments==n\_segment)  
  
gg <- ggplot()+  
 geom\_point(aes(x=data.i, y=logratio), data=sdt1)  
  
(gg.models <- gg+  
 facet\_grid(algorithm ~ .)+  
 geom\_segment(aes(  
 x=start, y=mean,  
 xend=end, yend=mean,  
 color=algorithm, size=algorithm),  
 data=sunb.segs.dt)+  
 geom\_vline(aes(  
 xintercept=changepoint,  
 color=algorithm, size=algorithm),  
 data=sub.change.dt))+  
 scale\_size\_manual(values=c(DP=2, BinSeg=1))
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***We use different method in the same dataset. from the picture, we can find that, between the data size from 100 to 200, the DP method fit better than binseg***

(EXTRA CREDIT)changepoint::cpt.mean(data\_vector, method=”SegNeigh”, penalty=”Manual”, Q=max.segs) is an implementation of the slow quadratic time dynamic programming algorithm. Show that it is empirically slower than jointseg::Fpsn, by doing microbenchmark timings on data sets of different sizes N (for a fixed max number of segments, say 20). Plot y=computation time in seconds versus x=data size N, with different algorithms in different colors (e.g., Fpsn=black, SegNeigh=blue), and with log-log axes/scales. Does the quadratic algorithm have a larger slope as expected?

t.dt.list <- list()  
for(size in seq(100000,50000,5000)){  
 t <- microbenchmark(  
 changepoint::cpt.mean(dt\_signals$logratio[1:size],Q=5, method= 'BinSeg', penalty= 'Manual'),  
 jointseg::Fpsn(dt\_signals$logratio[1:size], 5),  
 times = 100  
 )  
 algorithm <- 'cpt'  
 seconds <- log10(summary(t)$mean[1])  
 t.dt.list[[paste(size, seconds , algorithm)]] <- data.table(size,seconds,algorithm)  
 algorithm <- 'Fpsn'  
 seconds <- log10(summary(t)$mean[2])  
 t.dt.list[[paste(size, seconds , algorithm)]] <- data.table(size,seconds,algorithm)  
   
}

t.dt <- do.call(rbind, t.dt.list)  
  
  
ggplot()+  
 geom\_line(aes(  
 size, seconds, color=algorithm),  
 data=t.dt)
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***We can find that the cpt algorithm is much slower than Dynamic programming. And, the quadratic algorithm has a biggerslope than the DP programming.***

The goal is to code the dynamic programming algorithm from scratch in an R function DYNPROG, using the pseudo-code in the article as reference.

Your function should input a vector of numeric data, and a maximum number of segments parameter (positive integer). It should begin by initializing matrix cost\_mat (a dynamic programming optimal cost matrix), with nrow = max segments, ncol = number of data points. Use the square loss / mean squared error as the cost function to minimize with dynamic programming. Begin by filling in the first row with the optimal cost values for the models with one segment (you can do this efficiently using the cumsum function). Next, compute each entry of the second row, cost\_mat[2,j] which is the optimal cost in 2 segments up to data point j. Then do the third row, cost\_mat[3,j], etc. Each entry should be computed by considering all possible last changepoints. At the end of dynamic programming you should have filled in (almost) all of the entries of the matrix, which you should return as output. To check your work you can compare your cost matrix with the “allCost” component of the list returned by jointseg::Fpsn. Run your algo and jointseg::Fpsn on one of the real data sets we saw in class. Print rbind(Fpsn.fit$allCost[,N], your\_cost[,N]) to compare the last column of the cost matrices, which is the optimal cost up to N data points for each model size. Are the values equal as expected?

#dynamic to find all the position for each segments  
enum.choose <- function(x, k) {  
 if(k > length(x)) stop('k > length(x)')  
 if(choose(length(x), k)==1){  
 list(as.vector(combn(x, k)))  
 } else {  
 cbn <- combn(x, k)  
 lapply(seq(ncol(cbn)), function(i) cbn[,i])  
 }  
}  
  
#find all possible combination for k segments  
all\_index <- function(x,k){  
 all\_index.list <- list()  
 all\_possible <- enum.choose(x,k)  
 for (i in 1:length(all\_possible)) {  
 if(all\_possible[[i]][1] == 1){  
 if(all\_possible[[i]][length(all\_possible[[i]])] != length(x)){  
 all\_index.list[i] <- all\_possible[i]  
 all\_index.list[[i]][length(all\_possible[[i]])+1] <- length(x)  
 }  
   
 }  
 else{  
 break  
 }  
 }  
   
 return(all\_index.list)  
}  
  
  
#@data is a vector of numeric data  
#@N is a maximum number of segments parameter (positive integer)  
DYNPROG <- function(data,N){  
 #initializing matrix cost\_mat, with nrow = max segments, ncol = number of data points.  
 cost\_mat <- matrix(1, nrow = N, ncol = length(data))  
 #Begin by filling in the first row with the optimal cost values for the models with one segment  
 Q1 <- cumsum(data^2)  
 S1 <- cumsum(data)  
 cost\_mat[1,] <- Q1- S1^2/seq\_along(data)  
 x <- seq(1,length(data),1)  
 for (row\_index in 2:N) {  
  
 all\_index.list <- all\_index(x, row\_index)  
 #remove all the null value in the list  
 all\_index.list <- Filter(Negate(function(x) is.null(unlist(x))), all\_index.list)  
   
 best\_cost\_mat = NULL  
 for(seg\_index in 1: length(all\_index.list)){  
   
 t <- 0  
 for (position in 1:row\_index) {  
 left <- all\_index.list[[seg\_index]][position]  
 right <- all\_index.list[[seg\_index]][position+1]  
 if(right == length(data)){  
 right <- all\_index.list[[seg\_index]][position+1]  
 }  
 else{  
 right <- all\_index.list[[seg\_index]][position+1]-1  
 }  
   
 data.segments <- data[left:right]  
  
 Q <- cumsum(data.segments^2)  
 S <- cumsum(data.segments)  
 cost\_mat[row\_index, left:right] <- abs(Q- S^2/seq\_along(data.segments))  
 # cost\_mat[row\_index, left:right] <- sum((mean(data.segments)-data.segments)^2)  
 if(row\_index > 1) {  
 cost\_mat[row\_index, left:right] <- cost\_mat[row\_index -1, left:right] - length(data.segments)^2\*2\*cost\_mat[row\_index, left:right]\*(row\_index-1)  
 }  
 }  
   
   
  
 }  
 if(is.null(best\_cost\_mat)){  
 best\_cost\_mat <- cost\_mat[row\_index, ]  
 }  
 if(mean(best\_cost\_mat) > mean(cost\_mat[row\_index, ])){  
 best\_cost\_mat <- cost\_mat[row\_index, ]  
 }  
 cost\_mat[row\_index, ] <- best\_cost\_mat  
  
 }  
   
 return(cost\_mat)  
}  
  
d <- sdt1$logratio[1:50]  
  
  
fpsn.models <- jointseg::Fpsn(d, 5)  
mycost <- DYNPROG(d,5)  
  
print(rbind(fpsn.models$allCost[,50], mycost[,50]))

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 4.518156 4.397753 2.797678 2.677399 2.408225  
## [2,] 4.518156 4.274120 3.786048 3.053940 2.077796

***The first step of my algorithm is to list all the possible segment position which is done by all\_index function. Even my cost value is not the same as the Fpsn method, but they have the same tendency. My cost value as my expected***

EXTRA CREDIT 20 points. Compute and return optimal changepoints in addition to optimal cost values. Initialize change\_mat (a matrix of optimal last changepoints). During each iteration after finding the last changepoint with min cost, you should save that changepoint in the corresponding entry of change\_mat. At the end of the algorithm, for each model size i you can compute the best sequence of changepoints by starting at change\_mat[i,N] and working backwards.

#@data is a vector of numeric data  
#@N is a maximum number of segments parameter (positive integer)  
DYNChange <- function(data,N){  
 #initializing matrix cost\_mat, with nrow = max segments, ncol = number of data points.  
 cost\_mat <- matrix(1, nrow = N, ncol = length(data))  
 #Begin by filling in the first row with the optimal cost values for the models with one segment  
 Q1 <- cumsum(data^2)  
 S1 <- cumsum(data)  
 cost\_mat[1,] <- Q1- S1^2/seq\_along(data)  
 x <- seq(1,length(data),1)  
 best\_index =1  
 for (row\_index in 2:N) {  
  
 all\_index.list <- all\_index(x, row\_index)  
 #remove all the null value in the list  
 all\_index.list <- Filter(Negate(function(x) is.null(unlist(x))), all\_index.list)  
   
 best\_cost\_mat = NULL  
   
 for(seg\_index in 1: length(all\_index.list)){  
   
 t <- 0  
 for (position in 1:row\_index) {  
 left <- all\_index.list[[seg\_index]][position]  
 right <- all\_index.list[[seg\_index]][position+1]  
 if(right == length(data)){  
 right <- all\_index.list[[seg\_index]][position+1]  
 }  
 else{  
 right <- all\_index.list[[seg\_index]][position+1]-1  
 }  
   
 data.segments <- data[left:right]  
  
 Q <- cumsum(data.segments^2)  
 S <- cumsum(data.segments)  
 cost\_mat[row\_index, left:right] <- abs(Q- S^2/seq\_along(data.segments))  
 if(row\_index > 1) {  
   
 cost\_mat[row\_index, left:right] <- cost\_mat[row\_index -1, left:right] - length(data.segments)^2\*2\*cost\_mat[row\_index, left:right]\*(row\_index-1)  
 }  
 }  
   
 }  
 if(is.null(best\_cost\_mat)){  
 best\_cost\_mat <- cost\_mat[row\_index, ]  
 }  
 if(mean(best\_cost\_mat) > mean(cost\_mat[row\_index, ])){  
 best\_cost\_mat <- cost\_mat[row\_index, ]  
 }  
 cost\_mat[row\_index, ] <- best\_cost\_mat  
   
 best\_index = row\_index -1  
   
  
 if(sum(cost\_mat[row\_index,]) < sum(cost\_mat[best\_index,])){  
 best\_index = row\_index  
 }  
  
   
  
 }  
   
  
 return(all\_index.list[best\_index])  
}  
  
  
  
  
  
d <- sdt1$logratio[1:50]  
  
  
(mycost <- DYNChange(d,5))

## [[1]]  
## [1] 1 2 3 4 9 50

my function find 5 segments which are data [1:2], data [2:3], data[3:4], data[4:9],and data [9:50]