Homework1

February 10, 2019

*1.The data are available in BbLearn in the file, caterpillar.txt. Read the caterpillar data set into R and use R to: (i) name the columns of the resulting data frame as y, x1,…,x10, and (ii) display the first 3 and last 3 records of your data set. Show your code and output.*

caterpillar\_data<- read.table("F:/INF504/Homework/Homework1/caterpillar.txt")  
#name the columns of the resulting data frame as y,x1,...,x10  
colnames(caterpillar\_data) <- c("x1","x2","x3","x4","x5","x6","x7","x8","x9","x10","y")  
head(caterpillar\_data,3)

## x1 x2 x3 x4 x5 x6 x7 x8 x9 x10 y  
## 1 1200 22 1 4.0 14.8 1.0 1.1 5.9 1.4 1.4 2.37  
## 2 1342 28 8 4.4 18.0 1.5 1.5 6.4 1.7 1.7 1.47  
## 3 1231 28 5 2.4 7.8 1.3 1.6 4.3 1.5 1.4 1.13

tail(caterpillar\_data,3)

## x1 x2 x3 x4 x5 x6 x7 x8 x9 x10 y  
## 31 1228 31 6 5.4 21.8 1.3 1.7 7.0 1.5 1.9 0.35  
## 32 1229 21 11 5.8 16.7 1.7 1.8 10.0 2.3 2.0 0.21  
## 33 1310 36 17 5.2 17.8 2.3 1.9 10.3 2.6 2.0 0.03

*2.Create an appropriate scatter plot matrix, similar to that seen in our notes. You may use the pairs function or a similar function in R. Use the labels option of the pairs function to provide more informative variable names than given above. If you use another plot function, label your plot in a similar manner. Show your code and plot.*

labels = c("# of caterpillar","elevation","slope","# of pines","representative tree height","representative tree diameter","settlement density index","site orientation index","height of dominant tree","vegetation strata index","settlement mix index")  
pairs(y ~.,labels,upper.panel = panel.smooth, lower.panel=NULL,data = caterpillar\_data)
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*3.How many linear models are posiible using all possible subsets of the inputs, including the model consisting only an intercept?*

***There will be = 2048 linear models***

*4.Use the function, regsubsets, in the leaps package, to perform an exhaustive search for the best model/subset. In particular, create a matrix of plots, one for each of SSE,,,CP,and BIC, each plot showing the single best model for each of the possible sizes. For the plot of CP vs. number of covariates, add the reference line, CP = 1+|P|.Show your code and plots, appropriately annotated.*

library(leaps)  
#wold<- getOption("width")  
#options(width=75)  
caterpillar\_data.rusb <- regsubsets(y ~ ., data=caterpillar\_data, nbest=6,nvmax=9)  
(cdrsub.sum <- summary(caterpillar\_data.rusb))

## Subset selection object  
## Call: regsubsets.formula(y ~ ., data = caterpillar\_data, nbest = 6,   
## nvmax = 9)  
## 10 Variables (and intercept)  
## Forced in Forced out  
## x1 FALSE FALSE  
## x2 FALSE FALSE  
## x3 FALSE FALSE  
## x4 FALSE FALSE  
## x5 FALSE FALSE  
## x6 FALSE FALSE  
## x7 FALSE FALSE  
## x8 FALSE FALSE  
## x9 FALSE FALSE  
## x10 FALSE FALSE  
## 6 subsets of each size up to 9  
## Selection Algorithm: exhaustive  
## x1 x2 x3 x4 x5 x6 x7 x8 x9 x10  
## 1 ( 1 ) " " " " " " " " " " " " " " " " "\*" " "  
## 1 ( 2 ) " " " " " " " " " " "\*" " " " " " " " "  
## 1 ( 3 ) " " " " "\*" " " " " " " " " " " " " " "  
## 1 ( 4 ) " " " " " " " " " " " " " " "\*" " " " "  
## 1 ( 5 ) "\*" " " " " " " " " " " " " " " " " " "  
## 1 ( 6 ) " " "\*" " " " " " " " " " " " " " " " "  
## 2 ( 1 ) "\*" " " " " " " " " " " " " " " "\*" " "  
## 2 ( 2 ) " " "\*" " " " " " " " " " " " " "\*" " "  
## 2 ( 3 ) "\*" "\*" " " " " " " " " " " " " " " " "  
## 2 ( 4 ) " " " " " " " " " " " " "\*" " " "\*" " "  
## 2 ( 5 ) "\*" " " " " " " " " " " " " "\*" " " " "  
## 2 ( 6 ) " " "\*" " " " " " " "\*" " " " " " " " "  
## 3 ( 1 ) "\*" "\*" " " " " " " " " " " " " "\*" " "  
## 3 ( 2 ) "\*" " " " " " " " " "\*" " " " " "\*" " "  
## 3 ( 3 ) "\*" " " "\*" " " " " " " " " " " "\*" " "  
## 3 ( 4 ) "\*" "\*" " " " " " " " " " " "\*" " " " "  
## 3 ( 5 ) " " "\*" " " " " " " " " "\*" " " "\*" " "  
## 3 ( 6 ) "\*" " " " " " " " " " " "\*" " " "\*" " "  
## 4 ( 1 ) "\*" "\*" " " " " " " "\*" " " " " "\*" " "  
## 4 ( 2 ) "\*" "\*" "\*" " " " " " " " " " " "\*" " "  
## 4 ( 3 ) "\*" "\*" " " "\*" "\*" " " " " " " " " " "  
## 4 ( 4 ) "\*" "\*" " " " " " " " " "\*" " " "\*" " "  
## 4 ( 5 ) "\*" "\*" " " " " "\*" " " " " " " "\*" " "  
## 4 ( 6 ) "\*" "\*" " " " " "\*" " " " " "\*" " " " "  
## 5 ( 1 ) "\*" "\*" " " " " " " "\*" "\*" " " "\*" " "  
## 5 ( 2 ) "\*" "\*" " " "\*" "\*" " " " " " " "\*" " "  
## 5 ( 3 ) "\*" "\*" "\*" " " " " " " "\*" " " "\*" " "  
## 5 ( 4 ) "\*" "\*" " " "\*" "\*" " " " " " " " " "\*"  
## 5 ( 5 ) "\*" "\*" " " "\*" "\*" " " " " "\*" " " " "  
## 5 ( 6 ) "\*" "\*" "\*" " " " " " " " " " " "\*" "\*"  
## 6 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " " " "\*" " "  
## 6 ( 2 ) "\*" "\*" "\*" "\*" "\*" " " " " " " "\*" " "  
## 6 ( 3 ) "\*" "\*" " " "\*" "\*" " " " " " " "\*" "\*"  
## 6 ( 4 ) "\*" "\*" " " "\*" "\*" " " "\*" " " "\*" " "  
## 6 ( 5 ) "\*" "\*" " " "\*" "\*" " " " " "\*" "\*" " "  
## 6 ( 6 ) "\*" "\*" " " " " "\*" "\*" "\*" " " "\*" " "  
## 7 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " " " " " "\*" "\*"  
## 7 ( 2 ) "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" " "  
## 7 ( 3 ) "\*" "\*" " " "\*" "\*" "\*" " " " " "\*" "\*"  
## 7 ( 4 ) "\*" "\*" "\*" "\*" "\*" " " "\*" " " "\*" " "  
## 7 ( 5 ) "\*" "\*" "\*" "\*" "\*" "\*" " " " " "\*" " "  
## 7 ( 6 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*" "\*" " "  
## 8 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*" " " "\*" "\*"  
## 8 ( 2 ) "\*" "\*" "\*" "\*" "\*" " " " " "\*" "\*" "\*"  
## 8 ( 3 ) "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"  
## 8 ( 4 ) "\*" "\*" "\*" "\*" "\*" "\*" " " " " "\*" "\*"  
## 8 ( 5 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" " "  
## 8 ( 6 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " " "\*" " "  
## 9 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*" "\*" "\*" "\*"  
## 9 ( 2 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " " "\*" "\*"  
## 9 ( 3 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*" "\*" "\*"  
## 9 ( 4 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"  
## 9 ( 5 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" " "  
## 9 ( 6 ) "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*"

par(mfrow=c(2,3))  
p1best.sum<- summary(p1best.rbest<-regsubsets(y ~ ., data=caterpillar\_data))  
#compares SSE, R2a, CP (AIC) and BIC.  
plot(p1best.sum$rss,xlab="model complexity (subset size)",ylab="SSE")  
plot(p1best.sum$rsq,xlab="model complexity (subset size)",ylab=expression(R^2))  
plot(p1best.sum$adjr2,xlab="model complexity (subset size)",ylab=expression(R[a]^2))  
plot(p1best.sum$cp,xlab="model complexity (subset size)",ylab=expression(C[P]))  
plot(p1best.sum$bic,xlab="model complexity (subset size)",ylab="BIC")

![](data:image/png;base64,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)

*5.Identify the best model(s), over all sizes, as selected by each of the criteria, BIC, CP, and ;this will result in 1, 2, or 3 models, depending on how these criteria (dis)agree.*

***Based on BIC, the best model is y ~ x1 + x2 + x9***

***Based on CP, the best model is y ~ x1 + x2 + x6 + x9***

***Based on Ra^2, the best model is y ~ x1 + x2 + x4 + x5 + x6 + x9***

*6.Why does it not seem plausible to use the validation set approach, using MSPR, for this data set? Please be concise.*

***We only have 33 observations in the dataset with 11 parameters including the intercept. With so few degrees of freedom (n-p), there will be greater error in our model. When we do validation, the designation of training set vs. validation set leads to high variablity in the groupings depending on which observations are chosen to be in each set.***

*7.We only briefly introduced K-fold cross-validation in our notes as a more popular and modern (ML) alternative to the validation set approach to estimate generalization error and select models. Here, we conduct K-fold CV using K = n (n-fold CV, or CV(n), or LOOCV). For this homework, we perform n-fold CV. That is, K = n folds produce n training sets of size = n -1 to predict on each of the corresponding n validation sets of size = 1.*

*We’ll leave the details to the function, cv.glm, in the boot package. To use this function, we need to fit our model(s) using the function, glm, in the stats package.*

library(boot)  
eg.glm<- glm(y ~ x1 + x2 + x9, data=caterpillar\_data)  
eg.cv.n<- cv.glm(data=caterpillar\_data, glmfit=eg.glm)  
(cv.n<- eg.cv.n$delta[1]) ## CV(n)

## [1] 0.3420415

library(boot)  
eg.glm<- glm(y ~ x1 + x2 + x6 + x9, data=caterpillar\_data)  
eg.cv.n<- cv.glm(data=caterpillar\_data, glmfit=eg.glm)  
(cv.n<- eg.cv.n$delta[1]) ## CV(n)

## [1] 0.3096885

library(boot)  
eg.glm<- glm(y ~ x1 + x2 +x4 + x5+ x6 + x9, data=caterpillar\_data)  
eg.cv.n<- cv.glm(data=caterpillar\_data, glmfit=eg.glm)  
(cv.n<- eg.cv.n$delta[1]) ## CV(n)

## [1] 0.3240586

library(ggplot2)  
y <- c(0.3420415,0.3096885,0.3240586)  
x <- c(3,4,6)  
plot(x,y,xlab="# of variables",ylab = "C(V)")

![](data:image/png;base64,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)

*8.Discuss your findings. In particular, discuss the selection of your best model(s) using the above criteria, BIC, CP, , and CV(n). Please limit your summary to one-half page (or less).*

***No matter the best model criteria, elevation(x1), slope(x2), and vegetation strata index(x3) are powerful predictors of caterpillar nests per tree. The model with the least variables is with BIC criteria (3 variables), followed by Cp (4 variables), and then adjusted R^2 (6 variables). In addition to the base 3 powerful predictors, CP adds the variable for settlement density index (x6), while adjusted criteria also include representative tree height (x4) and representative tree diameter (x5). Based on the analysis, including the C(V) calculation, we believe the Cp criteria with 4 variables provides the best model for calculating the average number of caterpillar nests per tree.***

*9.Suppose we want to predict the (natural log of) the average number of caterpillar nests per tree () for a new observed input = .Use your best fitted model, chosen via CV(n), above, to compute the predicted value,along with a (nominal) 95% prediction interval for .To do this, use the predict function with the* ***interval=‘predict’*** *option, as illustrated in the last code chunk of our note chapter 2. (Incidentally, this assumes a normal linear model with an unbiased fitted model, which we might hope is approximately true; there are other methods to get a prediction interval in our case, but we have not talked about these methods yet.) Show your code/output and summarize briefly your prediction interval. In particular,comment on the validity of the nominal 95% coverage rate and the interval width.*

fit1<- lm(y ~ x1 + x2 + x6 + x9, data=caterpillar\_data)  
predict(fit1, data.frame(x1=1150, x2=20, x6=1.1, x9=1.5), se.fit = TRUE,interval="confidence",level=0.95)

## $fit  
## fit lwr upr  
## 1 1.739832 1.361535 2.118128  
##   
## $se.fit  
## [1] 0.1846782  
##   
## $df  
## [1] 28  
##   
## $residual.scale  
## [1] 0.5352396