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#--------------------------------------  
#--------------------------------------  
# Import/Load the rstan library:  
library(tidyverse)  
library(rstan)  
library(loo)  
rstan\_options(auto\_write = TRUE)  
options(mc.cores = parallel::detectCores())  
#--------------------------------------  
#--------------------------------------

# Random effects & Simpson’s paradox

*In this assignment, we will learn an important lesson about why accounting for group-level differences is essential in your analyses. I have provided you with a data set () that has one outcome variable, one input variable, and one group-level identifier. Note that the input variable has been centered and scaled for you.*

## Your tasks (35 points)

*1.Import your data into R.*

# Read in the .CSV file:  
df = read\_csv("lab8\_data.csv")  
  
#observations  
n\_sample = nrow(df)  
  
#number of groups  
n\_group = length(unique(df$group\_idx))  
  
#y  
y = df$y\_obs  
  
#x  
x = df$x\_scaled  
  
#group\_idx  
group\_idx = df$group\_idx  
  
head(df)

## # A tibble: 6 x 3  
## y\_obs x\_scaled group\_idx  
## <dbl> <dbl> <dbl>  
## 1 1.78 -0.540 1  
## 2 2.09 -0.901 1  
## 3 2.33 -1.04 1  
## 4 1.21 -0.807 1  
## 5 2.88 -0.957 1  
## 6 2.96 -0.756 1

*2.Create two scatterplots (5 points):*

*(a) A scatterplot with distinction between groups*

plot(x, y, main="y ~ x",xlab="x", ylab="y", pch=19)
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*(b) A scatterplot with data from specific groups that are clearly distinct*

ggplot(df, aes(x , y , color = factor(group\_idx))) +  
 geom\_point(shape = 19)
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*3.Fit a linear regression with complete pooling (i.e., no distinction between groups). Write a brief interpretation about the linear relationship between the input and the outcome variable. In other words, interpret the slope parameter. (10 points)*

stan\_data\_1 = list(n\_sample = n\_sample,  
 x\_vec = x,  
 y\_vec = y)  
  
params\_monitor = c("beta", "alpha", "sigma\_resid", "log\_lik")  
  
test\_fit\_1 = stan(file = "LinReg.stan",  
 data = stan\_data\_1,  
 pars = params\_monitor,  
 chains = 1, # How many chains to run  
 iter = 10, # How many iterations per chain  
 algorithm="NUTS")

##   
## SAMPLING FOR MODEL 'LinReg' NOW (CHAIN 1).  
## Chain 1:   
## Chain 1: Gradient evaluation took 0 seconds  
## Chain 1: 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Chain 1: Adjust your expectations accordingly!  
## Chain 1:   
## Chain 1:   
## Chain 1: WARNING: No variance estimation is  
## Chain 1: performed for num\_warmup < 20  
## Chain 1:   
## Chain 1: Iteration: 1 / 10 [ 10%] (Warmup)  
## Chain 1: Iteration: 2 / 10 [ 20%] (Warmup)  
## Chain 1: Iteration: 3 / 10 [ 30%] (Warmup)  
## Chain 1: Iteration: 4 / 10 [ 40%] (Warmup)  
## Chain 1: Iteration: 5 / 10 [ 50%] (Warmup)  
## Chain 1: Iteration: 6 / 10 [ 60%] (Sampling)  
## Chain 1: Iteration: 7 / 10 [ 70%] (Sampling)  
## Chain 1: Iteration: 8 / 10 [ 80%] (Sampling)  
## Chain 1: Iteration: 9 / 10 [ 90%] (Sampling)  
## Chain 1: Iteration: 10 / 10 [100%] (Sampling)  
## Chain 1:   
## Chain 1: Elapsed Time: 0.001 seconds (Warm-up)  
## Chain 1: 0 seconds (Sampling)  
## Chain 1: 0.001 seconds (Total)  
## Chain 1:

## Now we will run our full model:  
# How many samples do we want of each parameter, from each chain?  
n\_mc\_samples = 1000  
# How much burn-in?  
n\_burn = 500  
# How much thinning? (take the ith value of the chain)  
n\_thin = 3  
# Total iterations needed:  
n\_iter\_total = (n\_mc\_samples \* n\_thin) + n\_burn  
model\_fit\_1 =  
 stan(fit = test\_fit\_1, # So it knows we're already compiled  
 file = "LinReg.stan",  
 data = stan\_data\_1,  
 pars = params\_monitor,  
 chains = 3,  
 warmup = n\_burn,  
 thin = n\_thin,  
 iter = n\_iter\_total,  
 algorithm="NUTS")  
model\_out\_1 = rstan::extract(model\_fit\_1)  
str(model\_out\_1)

## List of 5  
## $ beta : num [1:3000(1d)] 5.16 4.36 5.25 5.28 5.21 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ alpha : num [1:3000(1d)] 6.04 5.79 5.87 5.62 5.39 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ sigma\_resid: num [1:3000(1d)] 2.34 2.33 2.12 1.92 2.09 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ log\_lik : num [1:3000, 1:117] -1.97 -2.02 -1.85 -1.7 -1.73 ...  
## ..- attr(\*, "dimnames")=List of 2  
## .. ..$ iterations: NULL  
## .. ..$ : NULL  
## $ lp\_\_ : num [1:3000(1d)] -265 -267 -263 -265 -266 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL

#the 95% credible intervals  
beta\_CI = c(summary(model\_fit\_1)$summary[1:1, "2.5%"],summary(model\_fit\_1)$summary[1:1, "97.5%"])  
beta\_CI

## [1] 4.498770 5.827031

***The 95% credible intervals of beta which is the slope is between 4.527 and 5.857. It means 0 is not included in the 95% credible intervals. Hence, there is a linear relatiionship between the input and the outcome variable. More details can see next graphic (Figuure1).***

#draw the graphics for each group  
ggplot(df, aes(x, y)) +  
 ggtitle("Figure 1")+  
 geom\_point(shape = 19) +  
 geom\_smooth(method = "lm", se = FALSE, size = 0.2) +  
 scale\_color\_brewer(palette = "Set1") +  
 geom\_vline(xintercept = 0, linetype = 2) +  
 theme\_classic()
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*4.Fit a linear regression with partial pooling. Specifically, allow a random intercept per group. Again, write a brief interpretation about this linear regression. How has your conclusion changed compared to the outcome in Task 3? (10 points)*

stan\_data\_2 = list(n\_sample = n\_sample,  
 n\_group = n\_group,  
 y\_vec = y,  
 x\_vec = x,  
 group\_idx = group\_idx)  
  
params\_monitor = c("beta", "alpha\_mean", "eta\_alpha", "alpha\_sigma", "sigma\_resid", "log\_lik")  
  
test\_fit\_2 = stan( file = "Intercepts\_LinReg.stan",  
 data = stan\_data\_2,  
 pars = params\_monitor,  
 chains = 1,  
 iter = 10,  
 algorithm="NUTS")

##   
## SAMPLING FOR MODEL 'Intercepts\_LinReg' NOW (CHAIN 1).  
## Chain 1:   
## Chain 1: Gradient evaluation took 0 seconds  
## Chain 1: 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Chain 1: Adjust your expectations accordingly!  
## Chain 1:   
## Chain 1:   
## Chain 1: WARNING: No variance estimation is  
## Chain 1: performed for num\_warmup < 20  
## Chain 1:   
## Chain 1: Iteration: 1 / 10 [ 10%] (Warmup)  
## Chain 1: Iteration: 2 / 10 [ 20%] (Warmup)  
## Chain 1: Iteration: 3 / 10 [ 30%] (Warmup)  
## Chain 1: Iteration: 4 / 10 [ 40%] (Warmup)  
## Chain 1: Iteration: 5 / 10 [ 50%] (Warmup)  
## Chain 1: Iteration: 6 / 10 [ 60%] (Sampling)  
## Chain 1: Iteration: 7 / 10 [ 70%] (Sampling)  
## Chain 1: Iteration: 8 / 10 [ 80%] (Sampling)  
## Chain 1: Iteration: 9 / 10 [ 90%] (Sampling)  
## Chain 1: Iteration: 10 / 10 [100%] (Sampling)  
## Chain 1:   
## Chain 1: Elapsed Time: 0 seconds (Warm-up)  
## Chain 1: 0.001 seconds (Sampling)  
## Chain 1: 0.001 seconds (Total)  
## Chain 1:

## Now we will run our full model:  
# How many samples do we want of each parameter, from each chain?  
n\_mc\_samples = 1000  
# How much burn-in?  
n\_burn = 500  
# How much thinning? (take the ith value of the chain)  
n\_thin = 3  
# Total iterations needed:  
n\_iter\_total = (n\_mc\_samples \* n\_thin) + n\_burn  
model\_fit\_2 =  
stan(fit = test\_fit\_2, # So it knows we're already compiled  
 file = "Intercepts\_LinReg.stan",  
 data = stan\_data\_2,  
 pars = params\_monitor,  
 chains = 3,  
 warmup = n\_burn,  
 thin = n\_thin,  
 iter = n\_iter\_total,  
 algorithm="NUTS")  
model\_out\_2 = rstan::extract(model\_fit\_2)  
str(model\_out\_2)

## List of 7  
## $ beta : num [1:3000(1d)] -3.29 -3.05 -2.84 -3.48 -3.44 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ alpha\_mean : num [1:3000(1d)] 10.39 5.76 5.56 6.15 9.47 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ eta\_alpha : num [1:3000, 1:5] -10.71 -5.9 -5.52 -6.45 -9.63 ...  
## ..- attr(\*, "dimnames")=List of 2  
## .. ..$ iterations: NULL  
## .. ..$ : NULL  
## $ alpha\_sigma: num [1:3000(1d)] 7.08 5.59 5.37 4.63 5.5 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ sigma\_resid: num [1:3000(1d)] 0.83 0.843 0.921 0.798 0.847 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL  
## $ log\_lik : num [1:3000, 1:117] -0.812 -0.803 -0.861 -0.73 -0.758 ...  
## ..- attr(\*, "dimnames")=List of 2  
## .. ..$ iterations: NULL  
## .. ..$ : NULL  
## $ lp\_\_ : num [1:3000(1d)] -48.9 -46.4 -48.6 -45.7 -48.6 ...  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ iterations: NULL

#summary(model\_fit\_2)$summary  
#first we visualize tabularly, the 95% CI for estimated parameters and compare these the the true values  
model\_sum = summary(model\_fit\_2)$summary  
model\_sum[c(1:9),c(4,6,8)]

## 2.5% 50% 97.5%  
## beta -4.2255768 -3.3612860 -2.4824869  
## alpha\_mean -0.8538509 5.9136786 12.4329932  
## eta\_alpha[1] -12.5813342 -6.1110159 0.6856631  
## eta\_alpha[2] -11.3661183 -4.8081377 1.8366116  
## eta\_alpha[3] -7.0311699 -0.4578394 6.3970286  
## eta\_alpha[4] -2.3131249 4.0601165 10.8479128  
## eta\_alpha[5] 0.8007318 7.1830648 13.9409152  
## alpha\_sigma 3.2751447 5.7082367 13.1918307  
## sigma\_resid 0.7391743 0.8394490 0.9660167

# we can see that few parameters were adequately recoverd. This included alpha\_mean and all of the eta\_alphas (9 of 12 params)

***The 95% credible intervals of beta which is the slope is between -4.171 and -2.473. For each group, it has differnent interception. In task 3, we can find that the slope for all the data is a positive number, however, when we analysis each single group, the slope is a negative number. From Figure 2, we can find it intuitively.***

#draw the graphics for each group  
ggplot(df, aes(x, y, color = factor(group\_idx))) +  
 ggtitle("Figure 2")+  
 geom\_point(shape = 19) +  
 geom\_smooth(method = "lm", se = FALSE, size = 0.2) +  
 scale\_color\_brewer(palette = "Set1") +  
 geom\_vline(xintercept = 0, linetype = 2) +  
 theme\_classic()

![](data:image/png;base64,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)

*5.Compare your two models using the LOO-IC. Which model provides a more parsimonious explanation of the data? Interpret what this means. (5 points)*

# Calculate the LOO and WAIC for a single model:  
# Full model  
log\_lik\_1 = extract\_log\_lik(model\_fit\_1)   
loo\_1 = loo(log\_lik\_1)  
loo\_1$estimates

## Estimate SE  
## elpd\_loo -254.306013 6.5730454  
## p\_loo 2.490803 0.3251701  
## looic 508.612026 13.1460909

# reduced, intercept RE model  
log\_lik\_2 = extract\_log\_lik(model\_fit\_2)   
loo\_2 = loo(log\_lik\_2)  
loo\_2$estimates

## Estimate SE  
## elpd\_loo -148.902259 7.4904658  
## p\_loo 6.613833 0.9253659  
## looic 297.804519 14.9809316

# model comparison of loo  
loo::compare(loo\_1, loo\_2)

## elpd\_diff se   
## 105.4 9.8

***Based on the p\_loo values for both models, the estimate 2.46 is lower than the intercept RE model. Additionally, the elpd\_loo is lower but not significant because SE ranges overlap for both model estimate of elpd\_loo. Therefore, we can conclude that the reduced model is more parsimonious because p\_loo is still greater than the number of parameters.***

*6.This assignment has shown an example of Simpson’s Paradox. Look up this term and write a brief interpretation of how it applies to this assignment. What have you learned? (5 points)*

***Such as we described in the previous questions, we find that if we analysis all the data, the slope in the Figure 1 is postive, however, when we analysis by the group, the slope for each group is negative see Figure 2.***