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John Doe

June 15, 2015

## STAT LEARNING 2  
## HOMEWORK 4, Problem 5

# Read in necessary libraries  
library(ggplot2)  
library(magrittr)  
library(R.matlab)  
library(geometry)  
library(dplyr)  
  
  
# Set the working directory  
setwd("C:/Users/jrdha/OneDrive/Desktop/USU\_Fa2018/Moon\_\_SLDM2/hw4/Problem5")  
  
  
# This function kicks off the recursive subGradient function.  
# It takes as arguments: max\_Iter (max number of iterations), predictors  
# (dataframe of input features), response (dataframe containing values of  
# responses), lambda (used for calculation of regularization term).  
# The function returns optimized theta vector (weights, b).  
initSubGradient <- function(max\_Iter, predictors, response, lambda){  
 b = 1  
 ws = rep(0, ncol(predictors) - 1)  
 inittheta <- c(b, ws)  
   
 # Dataframe to store info from iterations  
 iteration\_Info <- data.frame(numItr = double(0), objFun = double(0),   
 w1 = double(0), w2 = double(0), b = double(0))  
   
 # call subGradient function  
 theta <- subGradient(theta = inittheta, num\_Iter = 1, max\_Iter = max\_Iter,   
 xs = predictors, y = response,  
 lambda = lambda, iteration\_Info = iteration\_Info)  
 return(theta)  
}  
  
  
# This function (recursively) performs the calculations to determine optimal value  
# of theta or calls itself again.  
# the initSubGradient function.  
# Takes as arguments: theta (vector of weights and b), num\_Iter and max\_Iter (are  
# self-explanatory), xs (dataframe containing input data), y (dataframe containing  
# response data), lambda (regularization parameter), iteration\_Info (dataframe  
# that stores parameter estimates and value of objective function).  
subGradient <- function(theta, num\_Iter, max\_Iter, xs, y, lambda, iteration\_Info){  
   
 # Alpha is the step size, n is the number of instances in preds  
 alpha <- 100/num\_Iter  
 n <- nrow(preds)  
   
 # Either retunr optimized theta and iteration info, or keep going  
 if(num\_Iter > max\_Iter){  
 return(list("theta" = theta, "iteration\_Info" = iteration\_Info))  
 } else {  
 print(paste("Iteration: ", num\_Iter))  
   
 u <- double(length(theta))  
 for(i in 1:nrow(xs)){  
 # calculate gradient  
 grad <- calcGrad(b = theta[1], w = theta[2:length(theta)],   
 yi = as.numeric(y$Y[i]), xi = as.numeric(xs[i,]),   
 n = n, lambda = lambda)  
 # Update u  
 u <- u + grad  
 }  
   
 # Having calculated gradient, take a step in the opposite direction  
 theta.1 <- theta - (alpha \* u)  
   
 # calculate value of objective function  
 objFctn\_val <- calc\_objFctn(preds = xs, resp = y, theta = theta.1, lambda = lambda)  
   
 # This row will be added to the bottom of the iteration\_Info dataframe  
 hnew <- data.frame(numItr = num\_Iter, objFun = objFctn\_val, b = theta.1[1],   
 w1 = theta.1[2], w2 = theta.1[3])  
   
 iteration\_Info <- rbind(iteration\_Info, hnew)  
 num\_Iter <- num\_Iter + 1  
   
 return(subGradient(theta = theta.1, num\_Iter = num\_Iter, max\_Iter = max\_Iter,   
 xs = xs, y = y, lambda = lambda, iteration\_Info = iteration\_Info))  
 }  
}  
  
  
# This function kicks of the recursive stochSubGradient function.  
# It takes as arguments: max\_Iter, predictors, response, and lambda (we've seen  
# all of these before, so I won't re-explain what they are).  
# It returns the optimal value of the theta vector.  
initStochSubGradient <- function(max\_Iter, predictors, response, lambda){  
   
 # Initial guesses for theta (b and the weights)  
 b = 1  
 ws = rep(0, ncol(predictors) - 1)   
 inittheta <- c(b, ws)  
   
 # Initialize the iteration\_Info data frame  
 iteration\_Info <- data.frame(numItr = double(0), objFun = double(0),   
 w1 = double(0), w2 = double(0), b = double(0))  
   
 # Recursion of stochSubGradient() begins  
 theta <- stochSubGradient(theta = inittheta, num\_Iter = 1, max\_Iter = max\_Iter,   
 xs = predictors, y = response,  
 lambda = lambda, iteration\_Info = iteration\_Info)  
 return(theta)  
}  
  
  
# This recursive function calls the subGradient function.   
# Takes as arguments all the things we know and love: theta vector, num\_Iter,  
# max\_Iter, xs, y, lambda, and iteration\_Info dataframe.  
# This function either returns the optimal value of theta, or calls itself again  
# depending on how many iterations have taken place.  
stochSubGradient <- function(theta, num\_Iter, max\_Iter, xs, y, lambda, iteration\_Info){  
   
 # Set the step size, how many predictor instances there are, and recommended  
 # minibatch size  
 alpha <- 100/num\_Iter  
 n <- nrow(preds)  
 m <- 1  
   
 # The use of the sample() function below will be how we randomly sample  
 if(num\_Iter > max\_Iter){  
 return(list("theta" = theta, "iteration\_Info" = iteration\_Info))  
 } else {  
 print(paste("Iteration Number: ", num\_Iter))  
 index <- 1:n  
 rand.index <- sample(index, n)  
 for(i in rand.index){  
 grad <- calcGrad(b = theta[1], w = theta[2:length(theta)],  
 yi = as.numeric(y$Y[i]), xi = as.numeric(xs[i,]),  
 n = 1, lambda = lambda)  
 theta <- theta - (alpha \* grad) # Move in opposite direction of subGrad  
 # to update theta.  
 }  
 theta.1 <- theta  
   
 # Calculate the (current) value of the objective function.  
 objFctn\_val <- calc\_objFctn(preds = xs, resp = y, theta = theta.1, lambda = lambda)  
   
 # This row will be added to the bottom of the iteration\_Info dataframe  
 hnew <- data.frame(numItr = num\_Iter, objFun = objFctn\_val, b = theta.1[1],   
 w1 = theta.1[2], w2 = theta.1[3])  
   
 iteration\_Info <- rbind(iteration\_Info, hnew)  
 num\_Iter <- num\_Iter + 1  
 return(subGradient(theta = theta.1, num\_Iter = num\_Iter, max\_Iter = max\_Iter, xs = xs, y = y, lambda = lambda, iteration\_Info = iteration\_Info))  
 }  
}  
  
  
# This function calculates the gradient.  
# Takes as arguments: w (weights vector), b (part of theta, intercept term),   
# yi (response), xi (vector containing predictor instance), n (num of instances),  
# lambda (same parameter for calculating regularization penalty term).  
# Returns the subGradient.  
calcGrad <- function(w, b, yi, xi, n, lambda){  
  
 wvec <- c(0, w)  
 term <- 1 - (yi \* (dot(wvec, xi) + b))  
 if(term >= 0){  
 gradJi <- (1/n)\*(-yi\*xi) + (lambda/n)\*wvec  
 } else {  
 gradJi <- (lambda/n)\*wvec  
 }  
 sg <- (gradJi)  
 return(sg)  
}  
  
  
# Calculates the value of the objective function for given inputs.  
# Takes as arguments: preds (predictor data), resp (response value), theta (same  
# vector of weights and b), lambad (same regularization penalty parameter).  
calc\_objFctn <- function(preds, resp, theta, lambda){  
  
 n <- nrow(preds)  
 b <- theta[1]  
 w <- theta[2:length(theta)]  
 wvec <- c(0, w)  
 val\_Summation <- 0  
 for(i in 1:n){  
 yi = as.numeric(resp$Y[i])  
 xi = as.numeric(preds[i,])  
 m1 <- 0  
 m2 <- 1 - yi\*(dot(wvec, xi) + b)  
 term <- max(m1, m2)  
 val\_Summation <- val\_Summation + term  
 }  
 val\_objFctn <- 1/n \* (val\_Summation) + (lambda/2)\*dot(w,w)  
 return(val\_objFctn)  
}  
  
  
# This function plots the values of the objective functions against the iteration  
# number for that given value of J.  
# Takes as arguments the iteration\_Info dataframe for plotting, and a title.  
# Output is the plot described above.  
plot\_objFctn\_vals <- function(iteration\_Info, title){  
 plot(iteration\_Info$numItr, iteration\_Info$objFun, xlab = "Iteration Number",   
 ylab = "value of Objective Function J", type = 'o',  
 main = title)  
}  
  
  
#===============================================================================  
#== Implementing the defined functions to solve the given problem ==============  
#===============================================================================  
  
givenData <- R.matlab::readMat("nuclear.mat") %>% lapply(t) %>% lapply(as\_tibble)  
colnames(givenData[[1]]) <- sprintf("X\_%s",seq(1:ncol(givenData[[1]])))  
colnames(givenData[[2]]) <- c("Y")  
givenData <- bind\_cols(givenData) %>% select(Y, everything())  
  
# givenData <- slice(givenData, 1:300)  
preds <- select(givenData, X\_1, X\_2)  
X0 <- rep(1, nrow(givenData))  
preds <- cbind(X0, preds)  
resp <- select(givenData, Y)  
resp$Y <- as.numeric(resp$Y)  
  
  
#=== Results of implementing subGradient method ================================  
  
# Seems to flatten out after about 35 iterations, chose a fairly small value of lambda.  
subGrad\_results <- initSubGradient(max\_Iter = 35, predictors = preds, response = resp, lambda = 0.001)

## [1] "Iteration: 1"  
## [1] "Iteration: 2"  
## [1] "Iteration: 3"  
## [1] "Iteration: 4"  
## [1] "Iteration: 5"  
## [1] "Iteration: 6"  
## [1] "Iteration: 7"  
## [1] "Iteration: 8"  
## [1] "Iteration: 9"  
## [1] "Iteration: 10"  
## [1] "Iteration: 11"  
## [1] "Iteration: 12"  
## [1] "Iteration: 13"  
## [1] "Iteration: 14"  
## [1] "Iteration: 15"  
## [1] "Iteration: 16"  
## [1] "Iteration: 17"  
## [1] "Iteration: 18"  
## [1] "Iteration: 19"  
## [1] "Iteration: 20"  
## [1] "Iteration: 21"  
## [1] "Iteration: 22"  
## [1] "Iteration: 23"  
## [1] "Iteration: 24"  
## [1] "Iteration: 25"  
## [1] "Iteration: 26"  
## [1] "Iteration: 27"  
## [1] "Iteration: 28"  
## [1] "Iteration: 29"  
## [1] "Iteration: 30"  
## [1] "Iteration: 31"  
## [1] "Iteration: 32"  
## [1] "Iteration: 33"  
## [1] "Iteration: 34"  
## [1] "Iteration: 35"

plot\_objFctn\_vals(subGrad\_results$iteration\_Info, title = "SubGradient Descent Method Results")

![](data:image/png;base64,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)

b <- subGrad\_results$theta[1]  
w1 <- subGrad\_results$theta[2]  
w2 <- subGrad\_results$theta[3]  
  
slopeVal <- w1/-w2  
interceptVal <- b/-w2  
  
# Gets mad if not converted to the factor data type  
givenData$Y <- as.factor(givenData$Y)  
  
ggplot(data = givenData, aes(x = X\_1, y = X\_2, color = Y)) +   
 geom\_point() +   
 scale\_color\_manual(values=c("-1" = "turquoise", "1" = "magenta")) +   
 geom\_abline(slope = slopeVal, intercept = interceptVal, lwd = 1) +  
 xlab("Values of X1") +  
 ylab("Values of X2") +   
 ggtitle("Separation using SubGradient Method")
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#=== Results of implementing stochSubGradient method ===========================  
# This one took a lot more iterations to converge as compared to subGradient method.  
stoch\_subGrad\_results <- initStochSubGradient(max\_Iter = 100, predictors = preds,   
 response = resp, lambda = 0.001)
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plot\_objFctn\_vals(stoch\_subGrad\_results$iteration\_Info, title = "Stochastic SubGradient Descent Method Results")
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b <- stoch\_subGrad\_results$theta[1]  
w1 <- stoch\_subGrad\_results$theta[2]  
w2 <- stoch\_subGrad\_results$theta[3]  
  
slopeVal <- w1/-w2  
interceptVal <- b/-w2  
  
plot(preds$X\_1, preds$X\_2)  
abline(a = interceptVal, b = slopeVal)
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# Again, have to change this data type to factor or it'll get mad  
givenData$Y <- as.factor(givenData$Y)  
  
ggplot(data = givenData, aes(x = X\_1, y = X\_2, color = Y)) +   
 geom\_point() +   
 scale\_color\_manual(values=c("-1" = "turquoise", "1" = "magenta")) +   
 geom\_abline(slope = slopeVal, intercept = interceptVal, lwd = 1) +  
 xlab("Values of X1") +  
 ylab("Values of X2") +   
 ggtitle("Separation using Stochastic SubGradient Method")
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