/\*

http://stackoverflow.com/questions/6937433/ios-high-pass-filter-equation-for-accelerometer

A moving average is just a crude low pass filter. In this case it's what is known as ARMA (auto-regressive moving average)

you can think of it as a smoothing function" - it's "smoothing out" all the high frequency energy and leaving you with a slowly

varying estimate of the mean value of the signal. If you then subtract this smoothed signal from the instantaneous signal then

the difference will be the content that you have filtered out, i.e. the high frequency stuff, hence you get a high pass filter.

In other words: high\_pass\_filtered\_signal = signal - smoothed\_signal

With kFilteringFactor 0.1 you are taking 10% of the current value and adding 90% of the previous value. Therefore the value retains a 90% similarity to the previous value, which increases its resistance to sudden changes. This decreases noise but it also makes it less responsive to changes in the signal.

\*/

#define kFilteringFactor 0.1

//These "rolling" values are just low pass filtered versions of the input values (aka "moving averages")

UIAccelerationValue rollingX, rollingY, rollingZ;

- (void)accelerometer:(UIAccelerometer \*)accelerometer didAccelerate:(UIAcceleration \*)acceleration {

// Subtract the low-pass value from the current value to get a simplified high-pass filter

//low pass values subtracted from the instantaneous values to give you a high pass filtered output, i.e. you are getting the current deviation from the moving average.

rollingX = (acceleration.x \* kFilteringFactor) + (rollingX \* (1.0 - kFilteringFactor));

rollingY = (acceleration.y \* kFilteringFactor) + (rollingY \* (1.0 - kFilteringFactor));

rollingZ = (acceleration.z \* kFilteringFactor) + (rollingZ \* (1.0 - kFilteringFactor));

float accelX = acceleration.x - rollingX;

float accelY = acceleration.y - rollingY;

float accelZ = acceleration.z - rollingZ;

// Use the acceleration data.

}

----------------------------

Most IMU's have 6 DOF (Degrees Of Freedom). This means that there are 3 accelerometers, and 3 gyrosocopes inside the unit.

We will use both the accelerometer and gyroscope data for the same purpose: obtaining the angular position of the object. The gyroscope can do this by integrating the angular velocity over time. To obtain the angular position with the accelerometer, we are going to determine the position of the gravity vector (g-force) which is always visible on the accelerometer. This can easily be done by using an [atan2](http://en.wikipedia.org/wiki/Atan2) function. In both these cases, there is a big problem, which makes the data very hard to use without filter.

**The problem with accelerometers**

As an accelerometer measures all forces that are working on the object, it will also see a lot more than just the gravity vector. Every small force working on the object will disturb our measurement completely. The accelerometer data is reliable only on the long term, so a "low pass" filter has to be used.

**The problem with gyroscopes**

[In one of the previous articles](http://www.pieter-jan.com/node/7) I explained how to obtain the angular position by use of a gyroscope. We saw that it was very easy to obtain an accurate measurement that was not susceptible to external forces. The less good news was that, because of the integration over time, the measurement has the tendency to drift, not returning to zero when the system went back to its original position.

**The complementary filter**

The complementary filter gives us a "best of both worlds" kind of deal. On the short term, we use the data from the gyroscope, because it is very precise and not susceptible to external forces. On the long term, we use the data from the accelerometer, as it does not drift. In it's most simple form, the filter looks as follows:

![http://www.pieter-jan.com/images/equations/CompFilter_Eq.gif](data:image/gif;base64,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)

The function "ComplementaryFilter" has to be used in a infinite loop. Every iteration the pitch and roll angle values are updated with the new gyroscope values by means of integration over time. The filter then checks if the magnitude of the force seen by the accelerometer has a reasonable value that could be the real g-force vector. Afterwards, it will update the pitch and roll angles with the accelerometer data by taking 98% of the current value, and adding 2% of the angle calculated by the accelerometer. This will ensure that the measurement won't drift, but that it will be very accurate on the short term.

#define ACCELEROMETER\_SENSITIVITY 8192.0

#define GYROSCOPE\_SENSITIVITY 65.536

#define M\_PI 3.14159265359

#define dt 0.01 // 10 ms sample rate!

void ComplementaryFilter(short accData[3], short gyrData[3], float \*pitch, float \*roll) {

float pitchAcc, rollAcc;

*// Integrate the gyroscope data -> int(angularSpeed) = angle*

\*pitch += ((float)gyrData[0] / GYROSCOPE\_SENSITIVITY) \* dt;

*// Angle around the X-axis*

\*roll -= ((float)gyrData[1] / GYROSCOPE\_SENSITIVITY) \* dt;

*// Angle around the Y-axis*

*// Compensate for drift with accelerometer data if !bullshit*

*// Sensitivity = -2 to 2 G at 16Bit -> 2G = 32768 && 0.5G = 8192* int forceMagnitudeApprox = [abs](http://www.opengroup.org/onlinepubs/009695399/functions/abs.html)(accData[0]) + [abs](http://www.opengroup.org/onlinepubs/009695399/functions/abs.html)(accData[1]) + [abs](http://www.opengroup.org/onlinepubs/009695399/functions/abs.html)(accData[2]);

if (forceMagnitudeApprox > 8192 && forceMagnitudeApprox < 32768) {

*// Turning around the X axis results in a vector on the Y-axis* pitchAcc = atan2f((float)accData[1], (float)accData[2]) \* 180 / M\_PI; \*pitch = \*pitch \* 0.98 + pitchAcc \* 0.02;

*// Turning around the Y axis results in a vector on the X-axis* rollAcc = atan2f((float)accData[0], (float)accData[2]) \* 180 / M\_PI; \*roll = \*roll \* 0.98 + rollAcc \* 0.02;

} }