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# Linear/Logistic Regression Analysis

In this script, I will employ a few facets of linear and logistic regression analysis to analyze the following three datasets:  
1. AirBnB – This dataset contains a variety of indicators related to housing factors to predict on the price of a house  
2. Direct Marketing – This dataset contains a variety of variables used to determine the Amount Spent on advertising  
3. Titanic – This dataset contains various factors of the individuals aboard the Titanic. I will use those factors to predict whether someone survived

## AirBnB

In the first third of this script, I will analyze the AirBnB dataset, looking at a variety of factors to predict the price of a housing unit. In particular, I will:

* Fit a multiple linear regression model using price as the response variable and all others as predictor variables
* Analyze the results, interpret the coefficients
* Predict the price for a “fake” dataset
* Identify outliers using Cook’s distance approach
* Perform Logarithimic Transformation to better fit the regression models to the dataset and determine which of the four possible log transformations (linear-linear, linear-log, log-linear, and log-log regression) is best

First, let’s take a look at our data.

## # A tibble: 854 x 10  
## room\_id survey\_id host\_id room\_type city reviews overall\_satisfa~  
## <dbl> <dbl> <dbl> <chr> <chr> <dbl> <dbl>  
## 1 1.58e7 1498 1.02e8 Shared r~ Ashe~ 0 0   
## 2 1.83e7 1498 1.26e8 Shared r~ Ashe~ 32 5   
## 3 1.81e7 1498 1.22e8 Shared r~ Ashe~ 4 4.5  
## 4 1.23e7 1498 7.47e5 Shared r~ Ashe~ 24 4.5  
## 5 1.57e5 1498 7.47e5 Shared r~ Ashe~ 152 4.5  
## 6 1.30e7 1498 7.47e5 Shared r~ Ashe~ 20 4.5  
## 7 6.77e6 1498 7.47e5 Shared r~ Ashe~ 52 4.5  
## 8 1.62e7 1498 4.86e7 Shared r~ Ashe~ 14 4.5  
## 9 9.56e6 1498 7.84e6 Entire h~ Ashe~ 3 5   
## 10 1.62e7 1498 1.00e8 Entire h~ Ashe~ 30 5   
## # ... with 844 more rows, and 3 more variables: accommodates <dbl>,  
## # bedrooms <dbl>, price <dbl>

What do the different variables mean? From a website I found [online](tomslee.net/category/airbnb-data), I found the following definitions for our data:

room\_id: A unique number identifying an Airbnb listing. The listing has a URL on the Airbnb web site of <http://airbnb.com/rooms/room_id>  
host\_id: Unique number identifying an Airbnb host. The host’s page has a URL on the Airbnb web site of <http://airbnb.com/users/show/host_id>  
room\_type: One of “Entire home/apt”, “Private room”, or “Shared room”  
city: The city or search area for which the survey is carried out.  
reviews: The number of reviews that a listing has received. Airbnb has said that 70% of visits end up with a review, so the number of reviews can be used to estimate the number of visits. Note that such an estimate will not be reliable for an individual listing (especially as reviews occasionally vanish from the site), but over a city as a whole it should be a useful metric of traffic.  
overall\_satisfaction: The average rating (out of five) that the listing has received from those visitors who left a review.  
accommodates: The number of guests a listing can accommodate.  
bedrooms: The number of bedrooms a listing offers.  
price: The price (in $US) for a night stay. In early surveys, there may be some values that were recorded by month.

Let’s change some of the data types and clean up our dataset.

airbnb\_cleaned <- airbnb\_data %>%  
 # ID columns should be strings, not numbers  
 mutate(room\_id = as.character(room\_id)) %>%  
 mutate(host\_id = as.character(host\_id)) %>%  
 mutate(survey\_id = as.character(survey\_id)) %>%  
 # It looks like room type should be a factor  
 mutate(room\_type = as.factor(room\_type))  
  
# Before we fit a regression model, we actually won't need any  
# of the ID columns or the city, which only has one value (Asheville),  
# so let's remove those  
airbnb\_vars <- airbnb\_cleaned %>%  
 select(-contains("id"), -city)

Now we’ll get set up to run our linear regression model. Before running a linear regression model, let’s set the seed to ensure randomization and reproducibility.

set.seed(123)  
  
# Regardless, let's trek on with a linear regression model  
airbnb\_linreg1 <- lm(price ~ ., data = airbnb\_vars)  
summary(airbnb\_linreg1)

##   
## Call:  
## lm(formula = price ~ ., data = airbnb\_vars)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -367.8 -49.2 3.2 38.6 4032.7   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -23.36172 21.88618 -1.067 0.28609   
## room\_typePrivate room -0.93115 13.21827 -0.070 0.94386   
## room\_typeShared room -76.66780 59.90939 -1.280 0.20099   
## reviews 0.01090 0.09982 0.109 0.91310   
## overall\_satisfaction -10.48160 3.47320 -3.018 0.00262 \*\*   
## accommodates 23.00721 5.23952 4.391 1.27e-05 \*\*\*  
## bedrooms 85.64533 11.45983 7.474 1.95e-13 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 167.1 on 847 degrees of freedom  
## Multiple R-squared: 0.3228, Adjusted R-squared: 0.318   
## F-statistic: 67.3 on 6 and 847 DF, p-value: < 2.2e-16

From this summary, we can see that the R-squared value is .3228, which frankly isn’t too great. We also notice that our room type and reviews variables aren’t too accurate either (low p-value). On the other hand, overall satisfaction, accomodates, and bedrooms are all really good predictors according to the model. We have to be careful though because we identified earlier that accomodates and bedrooms are highly correlated.

Looking at the coefficients in our summary, we also notice that there are two coefficients for Room type (one for private room and one for shared room). But there are three levels to room type and we’re missing “Entire home/apt”. Where’d it go? Well, it’s implicitly included in the analysis. R automatically created indicator variables for room type, and if private room and shared room are both equal to ‘0’, thus indicating that the type of a room is not one of those, we have entire home/apt. The coefficient for room\_type (Shared Room) is -76.7, which can be interpreted as such:

If a room is a shared room, with all else held equal, the price per night is actually -23.36 - 76.67 = -$100.03 cheaper per night.

The coefficient for bedrooms, 85.65, indicates that for every extra bedroom in the house and with all else held equal, the price increases by $85.65 per night.

Now let’s try to predict the price (nearest dollar) per night for a listing with the following factors:  
bedrooms = 1, accommodates = 2, reviews = 70, overall\_satisfaction = 4, and room\_type= ‘Private room’

airbnb\_new <- tibble(  
 bedrooms = 1,   
 accommodates = 2,   
 reviews = 70,   
 overall\_satisfaction = 4,   
 room\_type = "Private room"  
)  
  
(airbnb\_pred <- predict(airbnb\_linreg1, airbnb\_new))

## 1   
## 66.20316

Thus, we predict that the private room would cost 66.20 per night. How does this line up to the rest of our data, where the mean is **126.617096**.

### Outliers

Before looking at outliers, let’s take a look at the boxplot of the price variable.

ggplot(airbnb\_vars, aes(y = airbnb\_vars$price)) +  
 geom\_boxplot(outlier.colour="slateblue3",  
 outlier.size=2,  
 color = "slateblue") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Price for", nrow(airbnb\_data), "houses", sep = " "),  
 subtitle = "Outliers listed as dots in the visualization",  
 caption = "\*Price of houses per night") +  
 ylab("Price (per night)\*") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"),  
 # remove the x axis labels because they don't mean much for us  
 axis.text.x = element\_blank()) +  
 # I thought the boxplot was too thick, so let's make it a little skinnier  
 scale\_x\_discrete()
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We immediately notice that there are a number of outliers. I have a hunch that it has to do with room type, so let’s break this out further.

ggplot(airbnb\_vars, aes(y = airbnb\_vars$price)) +  
 geom\_boxplot(outlier.colour="slateblue3",  
 outlier.size=2,  
 color = "slateblue") +  
 # Use facet\_wrap to get three boxplots based on the room type  
 # We'll also free up our y axis so everything is easier to see  
 facet\_wrap(~ room\_type, scales = "free\_y") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Price for", nrow(airbnb\_data), "houses", sep = " "),  
 subtitle = "Outliers listed as dots in the visualization",  
 caption = "\*Price of houses per night") +  
 ylab("Price ($)\*") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"),  
 # remove the x axis labels because they don't mean much for us  
 axis.text.x = element\_blank()) +  
 # I thought the boxplot was too thick, so let's make it a little skinnier  
 scale\_x\_discrete()
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This seems to suggest that our outliers are in the entire home/apt and private room room types, which makes sense since these constitute 98% of our data. However, it looks like the outliers in entire home/apt are REALLY dragging the mean price per night out, whereas the private room outliers seem to be closer to the mean. Let’s use two methodologies: **Cook’s distance and Grubbs Test**.

### Cook’s Distance

Cook’s distance is a method used to detect outliers that have a lot of influence (leverage) over a model. It does so using the following technique:  
1. Delete one observation, i, from the dataset at a time  
2. Refit our linear regression model on the remaining observations (n-1)  
3. Examine the degree to which the fitted values change when our ith observation is deleted from the model

# Use the olsrr package to plot our Cook's distance  
olsrr::ols\_plot\_cooksd\_bar(airbnb\_linreg1)
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We can immediately see that a few points are really pulling the model outwards. Let’s remove these from our dataset and re-run the model on this low leverage dataset.

airbnb\_lowlev <- airbnb\_linreg1 %>%  
 # Calculate the Cook's Distance  
 cooks.distance() %>%  
 # Save it as a tibble  
 as\_tibble() %>%  
 # Rename it something meaningful  
 rename(cooks\_distance = value) %>%  
 # Bring it back into our dataset  
 bind\_cols(airbnb\_vars) %>%  
 # Rearrange our dataset by cook's distance  
 arrange(desc(cooks\_distance)) %>%  
 # Remove the two points with a Cook's Distance over 1  
 filter(cooks\_distance < 1) %>%  
 # Get rid of cooks distance since we don't need it anymore  
 select(-cooks\_distance)  
  
# How has this changed our box plot?  
# Start by creating a new variable in our two datasets that we can  
# eventually use to pivot on.  
airbnb\_combined <- airbnb\_lowlev %>%  
 mutate(outliers = "Outliers Removed")  
  
airbnb\_combined <- airbnb\_vars %>%  
 mutate(outliers = "Outliers Included") %>%  
 bind\_rows(airbnb\_combined)  
   
# Another boxplot viz  
ggplot(airbnb\_combined, aes(y = price)) +  
 geom\_boxplot(outlier.colour="slateblue3",  
 outlier.size=2,  
 color = "slateblue") +  
 # Create separate boxplots for our dataset with and without outliers  
 facet\_wrap(~ outliers, scales = "free\_y") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Price for", nrow(airbnb\_data), "houses", sep = " "),  
 subtitle = "Outliers with a Cook's Distance greater than\n1 removed from the second visualization",  
 caption = "\*Price of houses per night") +  
 ylab("Price ($)\*") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"),  
 # remove the x axis labels because they don't mean much for us  
 axis.text.x = element\_blank()) +  
 # I thought the boxplot was too thick, so let's make it a little skinnier  
 scale\_x\_discrete()
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Now let’s re-run the model with these two points missing.

airbnb\_linreg2 <- lm(price ~ ., data = airbnb\_lowlev)  
summary(airbnb\_linreg2)

##   
## Call:  
## lm(formula = price ~ ., data = airbnb\_lowlev)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -190.95 -32.43 -7.09 20.35 876.26   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 75.01310 9.09152 8.251 6.01e-16 \*\*\*  
## room\_typePrivate room -32.28201 5.38034 -6.000 2.92e-09 \*\*\*  
## room\_typeShared room -91.69951 24.28958 -3.775 0.000171 \*\*\*  
## reviews -0.05915 0.04047 -1.462 0.144202   
## overall\_satisfaction -6.78957 1.41118 -4.811 1.78e-06 \*\*\*  
## accommodates 11.90698 2.14267 5.557 3.68e-08 \*\*\*  
## bedrooms 35.93177 4.87968 7.364 4.25e-13 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 67.73 on 845 degrees of freedom  
## Multiple R-squared: 0.4249, Adjusted R-squared: 0.4208   
## F-statistic: 104 on 6 and 845 DF, p-value: < 2.2e-16

Our r-squared value jumped to .42! That’s higher than before (.32), which is good. Let’s use Grubbs Test to see if there are any other outliers in our dataset that may be ruining the show.

(grubbs1 <- grubbs.test(airbnb\_lowlev$price))

##   
## Grubbs test for one outlier  
##   
## data: airbnb\_lowlev$price  
## G = 12.71406, U = 0.80983, p-value < 2.2e-16  
## alternative hypothesis: highest value 1250 is an outlier

grubbs1$alternative

## [1] "highest value 1250 is an outlier"

(p\_value <- grubbs1$p.value)

## [1] 0

Since the p-value is below .05, we can say with confidence that there is an outlier in the set. This indicates that the highest value 1250 is an outlier in our dataset. Let’s try removing it and see what happens.

airbnb\_nooutliers <- airbnb\_lowlev %>%  
 # Take out our maximum price  
 filter(price != max(price)) %>%  
 # Arrange our dataset on price  
 arrange(desc(price))  
  
# Let's check our Grubbs Test again and remove any remaining outliers  
# using a recursive function that runs Grubbs Test, checks if the p-value  
# is less than .05, removes the maximum value, and then re-runs Grubbs Test  
# on the remaining values. Once the p-value goes over .05, it'll save our  
# data to a new data frame and stop running  
remove\_outliers <- function(dataframe) {  
 # Save our input dataframe and column of interest as something standard   
 data\_grubbs <- dataframe  
 # Run Grubbs Test  
 grubbs <- grubbs.test(data\_grubbs$price)  
 # Check to see if the p-value is less than .05. If it is, take the highest  
 # value out of our dataset and re-run Grubbs Test.   
 if (grubbs$p.value < .05) {  
 # Re-save our dataset  
 data\_grubbs <- data\_grubbs %>%  
 # Take out our maximum price  
 filter(price != max(price)) %>%  
 # Arrange our dataset on price  
 arrange(desc(price))  
   
 # Re-run this function so it acts recursively  
 return(remove\_outliers(dataframe = data\_grubbs))  
 # If Grubbs Test p-value is greater than or equal to .05, save our final data  
 # frame and exit.  
 } else {  
 airbnb\_nooutliers <<- data\_grubbs  
 cat("Done running Grubbs Test! We successfully removed",   
 nrow(airbnb\_lowlev) - nrow(airbnb\_nooutliers),  
 "outliers.")  
 }  
}  
  
# Now that we have written our function to remove outliers using Grubbs.Test,  
# let's run it on our dataset.  
remove\_outliers(dataframe = airbnb\_nooutliers)

## Done running Grubbs Test! We successfully removed 20 outliers.

# Let's set ourselves up to visualize all of our results. Start by creating a  
# new variable in our two datasets that we can eventually use to pivot on.  
airbnb\_combined2 <- airbnb\_lowlev %>%  
 mutate(outliers = "Outliers Removed (Cook's)")  
  
airbnb\_combined3 <- airbnb\_nooutliers %>%  
 mutate(outliers = "Outliers Removed (Grubbs)") %>%  
 bind\_rows(airbnb\_combined2)  
  
airbnb\_combined3 <- airbnb\_vars %>%  
 mutate(outliers = "Outliers Included") %>%  
 bind\_rows(airbnb\_combined3)  
  
# Another boxplot viz  
ggplot(airbnb\_combined3, aes(y = price)) +  
 geom\_boxplot(outlier.colour="slateblue3",  
 outlier.size=2,  
 color = "slateblue") +  
 # Create separate boxplots for our dataset with and without outliers  
 facet\_wrap(~ outliers, scales = "free\_y") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Price for", nrow(airbnb\_data), "houses", sep = " "),  
 subtitle = "Outliers with a Cook's Distance greater than 1 are removed from the second visualization.\nOutliers are removed from the third visualization using Grubbs' Test.",  
 caption = "\*Price of houses per night") +  
 ylab("Price ($)\*") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"),  
 # remove the x axis labels because they don't mean much for us  
 axis.text.x = element\_blank()) +  
 # I thought the boxplot was too thick, so let's make it a little skinnier  
 scale\_x\_discrete()

![](data:image/png;base64,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)

Now let’s re-run the model with the dataset using Grubbs Test.

airbnb\_linreg3 <- lm(price ~ ., data = airbnb\_nooutliers)  
summary(airbnb\_linreg3)

##   
## Call:  
## lm(formula = price ~ ., data = airbnb\_nooutliers)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -131.64 -25.37 -7.34 17.06 234.73   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 98.41235 6.41958 15.330 < 2e-16 \*\*\*  
## room\_typePrivate room -37.24727 3.70765 -10.046 < 2e-16 \*\*\*  
## room\_typeShared room -86.25907 16.60430 -5.195 2.58e-07 \*\*\*  
## reviews -0.06560 0.02774 -2.365 0.018258 \*   
## overall\_satisfaction -3.97711 0.98586 -4.034 5.99e-05 \*\*\*  
## accommodates 5.69203 1.52073 3.743 0.000194 \*\*\*  
## bedrooms 21.71928 3.43583 6.321 4.24e-10 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 46.29 on 825 degrees of freedom  
## Multiple R-squared: 0.3811, Adjusted R-squared: 0.3766   
## F-statistic: 84.66 on 6 and 825 DF, p-value: < 2.2e-16

Interesting. The R-squared value dropped to .38. One interesting thing to note, is that the reviews explanatory variable has become significant by removing outliers using Grubbs Test. Overall, though, I’d stick to just using Cook’s Distance to remove high leverage points.

### Log Transformation

Next, we’ll revert back to our dataset pre-Grubbs and use a variety of logarithmic transformations, which should help normalize the dataset. We’ll target our energy on price and overall\_satisfaction.

**Linear-linear Model**

airbnb\_linlin <- lm(price ~ overall\_satisfaction, data = airbnb\_lowlev)  
summary(airbnb\_linlin)

##   
## Call:  
## lm(formula = price ~ overall\_satisfaction, data = airbnb\_lowlev)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -129.49 -45.82 -20.82 23.18 1092.51   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 157.489 7.759 20.298 < 2e-16 \*\*\*  
## overall\_satisfaction -9.334 1.710 -5.457 6.35e-08 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 87.53 on 850 degrees of freedom  
## Multiple R-squared: 0.03385, Adjusted R-squared: 0.03271   
## F-statistic: 29.78 on 1 and 850 DF, p-value: 6.345e-08

# Let's store our results so we can visualize them later.  
log\_results <- tibble(transformation = "Linear-Linear",   
 r\_squared = summary(airbnb\_linlin)$r.squared,  
 p\_value = summary(airbnb\_linlin)$coefficients[2, 4])

**Linear-Log Model**  
We’ll first test to see how transforming the explanatory variable, overall satisfaction affects the result. Note that we’ll have to add 1 to the variable before transformation since overall\_satisfaction has a range of 0-5 and log(0) equates to negative infinity, raising quite a number of problems.

airbnb\_linlog <- lm(price ~ log(overall\_satisfaction + 1), data = airbnb\_lowlev)  
  
# Bind the new results in so we have them for later.  
log\_results <- bind\_rows(log\_results,  
 tibble(transformation = "Linear-Log",  
 r\_squared = summary(airbnb\_linlog)$r.squared,  
 p\_value = summary(airbnb\_linlog)$coefficients[2, 4]))

**Log-Linear Model**  
Next we’ll test to see how transforming the response variable, price, affects the result.

airbnb\_loglin <- lm(log(price) ~ overall\_satisfaction, data = airbnb\_lowlev)  
  
# Bind the new results in so we have them for later.  
log\_results <- bind\_rows(log\_results,  
 tibble(transformation = "Log-Linear",  
 r\_squared = summary(airbnb\_loglin)$r.squared,  
 p\_value = summary(airbnb\_loglin)$coefficients[2, 4]))

**Log-Log Model** Lastly, we’ll test to see how transforming both variables, price and overall\_satisfaction, affects the result. Note that we’ll have to add 1 to the variable before transformation since overall\_satisfaction has a range of 0-5 and log(0) equates to negative infinity, raising quite a number of problems.

airbnb\_loglog <- lm(log(price) ~ log(overall\_satisfaction + 1), data = airbnb\_lowlev)  
  
# Bind the new results in so we have them for later.  
log\_results <- bind\_rows(log\_results,  
 tibble(transformation = "Log-Log",  
 r\_squared = summary(airbnb\_loglog)$r.squared,  
 p\_value = summary(airbnb\_loglog)$coefficients[2, 4]))  
  
# Viz Time  
viz\_rsquared <- ggplot(log\_results,  
 # order by importance  
 aes(x = reorder(transformation, r\_squared), y = round(100\*r\_squared, 4), group = 1), label = log\_results$r\_squared) +  
 # Let's make it a column graph and change the color  
 geom\_col(fill = "slateblue2") +  
 # Add the rounded text labels in for r-squared so it's easier to read  
 geom\_label(label = paste(100\*round(log\_results$r\_squared, 4), "%", sep = "")) +  
 # Change the theme to classic  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 xlab("Transformation Type") +  
 ylab("Percent Deviation Explained") +  
 labs(title = "R-Squared for Different Logarithmic Transformations",  
 subtitle = "All transformation were performed using the log() function.") +  
 # format our title and subtitle  
 theme(plot.title = element\_text(hjust = 0, color = "black"),  
 plot.subtitle = element\_text(color = "dark gray", size = 10)) +  
 # flip the axes and fix the axis  
 coord\_flip()  
  
viz\_pvalue <- ggplot(log\_results,  
 # order by importance  
 aes(x = reorder(transformation, p\_value), y = round(p\_value, 4), group = 1), label = log\_results$p\_value) +  
 # Let's make it a column graph and change the color  
 geom\_col(fill = "slateblue2") +  
 # Add the rounded text labels in for r-squared so it's easier to read  
 geom\_label(label = round(log\_results$p\_value, 5)) +  
 # Change the theme to classic  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 xlab("Transformation Type") +  
 ylab("P-value") +  
 labs(title = "P-value for Different Logarithmic Transformations",  
 subtitle = "All transformation were performed using the log() function.") +  
 # format our title and subtitle  
 theme(plot.title = element\_text(hjust = 0, color = "black"),  
 plot.subtitle = element\_text(color = "dark gray", size = 10)) +  
 # flip the axes and fix the axis  
 coord\_flip()  
  
# Plot each using the patchwork library  
viz\_rsquared + viz\_pvalue
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Based on these visualizations, it’s evidently clear that the none of the models are effective. The best transformation, the Linear-Log Model, only has an R-squared of 3.5, which means that 96.5% of the variation in the relationship between price and overall\_satisfaction is unexplained by the model. This makes sense, since I would not expect a large correlation between the price of an Airbnb rental and the ultimate satisfaction with the experience, since experience is usually independent of price.

### Correlation

Let’s now look at a correlation matrix, so we have a better grasp of how the variables in our dataset are interacting.

airbnb\_cor <- airbnb\_vars %>%  
 # First remove room type, which is our only non numeric field left  
 select(-room\_type) %>%  
 # compute the correlation table  
 cor() %>%  
 # Round the results  
 round(1) %>%  
 print()

## reviews overall\_satisfaction accommodates bedrooms price  
## reviews 1.0 0.3 -0.1 -0.1 -0.1  
## overall\_satisfaction 0.3 1.0 -0.1 -0.1 -0.1  
## accommodates -0.1 -0.1 1.0 0.8 0.5  
## bedrooms -0.1 -0.1 0.8 1.0 0.5  
## price -0.1 -0.1 0.5 0.5 1.0

# Now let's look at a heat map  
airbnb\_cor %>%  
 # Start by pivoting the correlation table to a tidy format  
 reshape2::melt() %>%  
 ggplot(aes(x = Var1, y = Var2, fill = value)) +  
 # Visualize as tiles  
 geom\_tile(color = "white") +  
 # Change our scale to match the slateblue theme and extend from -1 to 1  
 scale\_fill\_gradient2(low = "white", # color of lowest point  
 high = "slateblue4", # color of highest point  
 mid = "slateblue1", # color of midpoint  
 midpoint = 0, # definition of midpoint  
 limit = c(-1, 1), # definition of range  
 name = "Pearson\nCorrelation" # name of legend  
 ) +  
 # Change the theme  
 theme\_minimal() +  
 labs(title = "Correlation Matrix for Airbnb Dataset",  
 subtitle = "This analysis uses the Pearson Correlation") +  
 ylab("") +  
 xlab("") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 # Edit the axis text  
 axis.text.x = element\_text(angle = 45, vjust = 1, hjust = 1))

![](data:image/png;base64,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)

From this we can see that there’s actually quite a bit of correlation between our data points. For example, there exists really high correlation between # of bedrooms and accomodates, which makes sense. With more time, I would recommend taking out highly correlated variables or including interaction terms.

# Direct Marketing

In the second third of this script, I will analyze the marketing dataset, looking at a variety of indicator factors to predict the amount spent on advertising. In particular, I will:

* Fit a multiple linear regression model using AmountSpent as the response variable and all other indicator variables as predictors
* Analyze the results, interpret the coefficients
* Predict the price for a “fake” dataset
* Identify outliers using Cook’s distance approach

First, let’s take a look at our data.

## # A tibble: 1,000 x 10  
## Age Gender OwnHome Married Location Salary Children History Catalogs  
## <fct> <fct> <fct> <fct> <fct> <int> <int> <fct> <int>  
## 1 Old Female Own Single Far 47500 0 High 6  
## 2 Midd~ Male Rent Single Close 63600 0 High 6  
## 3 Young Female Rent Single Close 13500 0 Low 18  
## 4 Midd~ Male Own Married Close 85600 1 High 18  
## 5 Midd~ Female Own Single Close 68400 0 High 12  
## 6 Young Male Own Married Close 30400 0 Low 6  
## 7 Midd~ Female Rent Single Close 48100 0 Medium 12  
## 8 Midd~ Male Own Single Close 68400 0 High 18  
## 9 Midd~ Female Own Married Close 51900 3 Low 6  
## 10 Old Male Own Married Far 80700 0 None 18  
## # ... with 990 more rows, and 1 more variable: AmountSpent <dbl>

Before jumping into regression, let’s take a look at the boxplot of the amount spent variable.

ggplot(marketing\_data, aes(y = marketing\_data$AmountSpent)) +  
 geom\_boxplot(outlier.colour="slateblue3",  
 outlier.size=2,  
 color = "slateblue") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Amount Spent for", nrow(marketing\_data), "customers", sep = " "),  
 subtitle = "Outliers listed as dots in the visualization",  
 caption = "\*Amount Spent in U.S. Dollars") +  
 ylab("Amount Spent ($)") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"),  
 # remove the x axis labels because they don't mean much for us  
 axis.text.x = element\_blank()) +  
 # I thought the boxplot was too thick, so let's make it a little skinnier  
 scale\_x\_discrete()
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We immediately notice that there are a number of outliers. I have a hunch that it has to do with amount spent in previous year, so let’s break this out further.

ggplot(marketing\_data, aes(y = AmountSpent, x = reorder(History, AmountSpent))) +  
 geom\_point(color = "slateblue") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Amount Spent for", nrow(marketing\_data), "customers", sep = " "),  
 subtitle = "Outliers listed as dots in the visualization",  
 caption = "\*Amount Spent in U.S. Dollars") +  
 ylab("Amount Spent ($)") +  
 xlab("Amount of Spend in Previous Year") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"))
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#### One-hot Encoding

First we’ll start by running a regression model with AmountSpent as our response variable and History and Salary as our explanatory variables. Before we run a linear regression model on the data, let’s create indicator variables also known as “One-hot Encoding” on the History column. Our base case will be when there is no recent history on the customer’s purchases.

marketing\_encoded <- marketing\_data %>%  
 # Only bring in the variables of interest  
 select(AmountSpent, Salary, History) %>%  
 # One-hot Encoding  
 mutate(LowHistory = if\_else(History == "Low", 1, 0)) %>%  
 mutate(MediumHistory = if\_else(History == "Medium", 1, 0)) %>%  
 mutate(HighHistory = if\_else(History == "High", 1, 0)) %>%  
 # We'll also create three interaction variables between the history indicators and  
 # the salary of the customer.  
 mutate(LowSalary = LowHistory \* Salary) %>%  
 mutate(MediumSalary = MediumHistory \* Salary) %>%  
 mutate(HighSalary = HighHistory \* Salary) %>%  
 # Since the History variable is now redundant since we one-hot encoded it, let's  
 # get rid of our original variable. In situations where each of our indicators is  
 # '0', we know that there is no spending history for the customer.  
 select(-History)

Now that we have our variables of interest, we’ll fit our first linear regression model.

marketing\_linreg1 <- lm(AmountSpent ~ ., data = marketing\_encoded)  
summary(marketing\_linreg1)

##   
## Call:  
## lm(formula = AmountSpent ~ ., data = marketing\_encoded)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -214.33 -25.47 -6.46 20.64 352.50   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.9622199 6.3880253 0.307 0.758777   
## Salary 0.0023641 0.0001071 22.083 < 2e-16 \*\*\*  
## LowHistory 25.4466733 8.9203292 2.853 0.004426 \*\*   
## MediumHistory 79.2984388 12.8982169 6.148 1.14e-09 \*\*\*  
## HighHistory 72.6735221 15.2270169 4.773 2.09e-06 \*\*\*  
## LowSalary -0.0021069 0.0001890 -11.150 < 2e-16 \*\*\*  
## MediumSalary -0.0021153 0.0002182 -9.693 < 2e-16 \*\*\*  
## HighSalary -0.0006408 0.0001926 -3.328 0.000908 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 55.79 on 992 degrees of freedom  
## Multiple R-squared: 0.6654, Adjusted R-squared: 0.6631   
## F-statistic: 281.9 on 7 and 992 DF, p-value: < 2.2e-16

Based on this model, the R-squared value is .67, which isn’t too bad. The model we created explains about 2/3 of the variation in the data.

**What do the coefficients mean?** It looks like the interaction between salary and history of spend has an extremely small effect on amount spent. This would be surprisy, but individual salaries tend to be extremely high (in the tens of thousands). Given a large salary, the effect should still be significant.

The history variables mean quite a bit more, however. The LowHistory variable has a coefficient of 25.45, meaning that, all else held constant, if someone is categorized as having a low spend in the previous year, they will spend 1.96 + 25.45 = $27.41 in the current year.

The MediumHistory variable has a coefficient of 79.30, meaning that, all else held constant, if someone is categorized as having a medium spend in the previous year, they will spend 1.96 + 79.30 = $81.26 in the current year.

The HighHistory variable has a coefficient of 72.67, meaning that, all else held constant, if someone is categorized as having a high spend in the previous year, they will spend 1.96 + 72.67 = $74.63 in the current year.

What if someone has no history of spending in our dataset? Then all three History variables 0 out and we’re left with our intercept. Namely, that someone with no spend in the previous year will spend $1.96 in the current year.

*If salary were 10,000, the amount spent by history type would be as follows:*  
LowHistory Scenario: 1.9622 + 10000x.0023641 + 25.4467 - 10000x.0021069 = *$29.98* MediumHistory Scenario: 1.9622 + 10000x.0023641 + 79.2984 - 10000x0.0021153 = *$83.75* HighHistory Scenario: 1.9622 + 10000x.0023641 + 72.6735 - 10000x0.0006408 = *$91.87*

## Titanic

In the last third of this script, I will analyze the titanic dataset, looking at a variety of indicator factors related to individuals who were aboard the Titanic to predict whether or not they surved (1 = Survived, 0 = Did not Survive). In particular, I will:

* Convert the survived variable to a 0, 1 scale
* Perform a logistic regression model on the dataset, using ‘Survived’ as the response
* Analyze and interpret the model results
* Determine the probability of survival based on gender

First, let’s take a look at our data using read\_tsv, which works on tab-separated values, like the text file I got off this [site](http://math.ucdenver.edu/RTutorial/).

## Parsed with column specification:  
## cols(  
## Name = col\_character(),  
## PClass = col\_character(),  
## Age = col\_double(),  
## Sex = col\_character(),  
## Survived = col\_double()  
## )

## Warning: 4 parsing failures.  
## row col expected actual file  
## 1314 NA 5 columns 1 columns 'C:/Users/jschulberg/Documents/EdX/Data Analytics for Business/Homework/Airbnb/Data/titanic.txt'  
## 1315 Age a double Age 'C:/Users/jschulberg/Documents/EdX/Data Analytics for Business/Homework/Airbnb/Data/titanic.txt'  
## 1315 Survived a double Survived 'C:/Users/jschulberg/Documents/EdX/Data Analytics for Business/Homework/Airbnb/Data/titanic.txt'  
## 2629 NA 5 columns 1 columns 'C:/Users/jschulberg/Documents/EdX/Data Analytics for Business/Homework/Airbnb/Data/titanic.txt'

## # A tibble: 2,629 x 5  
## Name PClass Age Sex Survived  
## <chr> <chr> <dbl> <chr> <dbl>  
## 1 Allen, Miss Elisabeth Walton 1st 29 female 1  
## 2 Allison, Miss Helen Loraine 1st 2 female 0  
## 3 Allison, Mr Hudson Joshua Creighton 1st 30 male 0  
## 4 Allison, Mrs Hudson JC (Bessie Waldo Daniels) 1st 25 female 0  
## 5 Allison, Master Hudson Trevor 1st 0.92 male 1  
## 6 Anderson, Mr Harry 1st 47 male 1  
## 7 Andrews, Miss Kornelia Theodosia 1st 63 female 1  
## 8 Andrews, Mr Thomas, jr 1st 39 male 0  
## 9 Appleton, Mrs Edward Dale (Charlotte Lamson) 1st 58 female 1  
## 10 Artagaveytia, Mr Ramon 1st 71 male 0  
## # ... with 2,619 more rows

Here is a description of all the variables:  
Name - name of the individual  
pclass Ticket class 1 = 1st, 2 = 2nd, 3 = 3rd  
Age Age in years  
sex gender  
survival Survival 0 = No, 1 = Yes

# What percentage of each column is null?  
sapply(titanic\_data, function(x) paste(100\*round(sum(is.na(x))/2629, 3), "%", sep = ""))

## Name PClass Age Sex Survived   
## "0%" "0.1%" "42.5%" "0.1%" "0.1%"

The fact that almost half of our age data is null is concerning. We’ll either have to take these out or impute the values.

I noticed that one of the rows has a weird value in it, where PClass = PClass and the other values are NA, so let’s remove it. We’ll also do some other data prep, like converting to factors and rounding out the ages.

titanic\_prepped <- titanic\_data %>%   
 filter(!(PClass == "PClass")) %>%  
 # Make Sex, PClass and Survived factors  
 mutate(Sex = as.factor(Sex),  
 PClass = as.factor(PClass),  
 Survived = as.factor(Survived)) %>%  
 # Round our age values  
 mutate(Age = round(Age))

Now we’ll look at the relationship between gender and survival rate. First, let’s take a look at the data.

ggplot(aes(x = Sex, y = Survived), data = titanic\_prepped) +   
 geom\_jitter(colour = "slateblue") +  
 theme\_classic() +  
 # Let's change the names of the axes and title  
 labs(title = paste("Survival Rate of", nrow(titanic\_prepped), "passengers", sep = " "),  
 subtitle = "Broken out by Survival Status and Gender",  
 caption = "\*1 = Survived, 0 = Died") +  
 ylab("Survived\*") +  
 # Center the title and format the subtitle/caption  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue2", size = 10),  
 plot.caption = element\_text(hjust = 1, face = "italic", color = "dark gray"))
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From this, we can clearly see that more females tended to survive than die, and more males tended to die than survive. Additionally, of those who survived, more were females and of those who died, more were male.

100\*round(prop.table(table(titanic\_prepped$Sex)), 3)

##   
## female male   
## 35.2 64.8

Before we jump to conclusions, just note that 65% of our passengers are male, but even with genders, it’s clear to see a pattern in survival rate.

### Logistic Regression

Now, we’ll run a logistic regression model on our dataset, using Sex as the explanatory variable and Survived as the response variable.

# Start by setting the seed to ensure randomization and reproducibility  
set.seed(123)  
  
# Let's run a logistic regression on our dataset, with Survived as the response   
# variable and Sex as the explanatory variable  
titanic\_logmod <- glm(Survived ~ Sex, data = titanic\_prepped, family = "binomial")  
# let's see how we did  
summary(titanic\_logmod)

##   
## Call:  
## glm(formula = Survived ~ Sex, family = "binomial", data = titanic\_prepped)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.4823 -0.6042 -0.6042 0.9005 1.8924   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.69315 0.06979 9.932 <2e-16 \*\*\*  
## Sexmale -2.30118 0.09538 -24.128 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3376.1 on 2625 degrees of freedom  
## Residual deviance: 2711.1 on 2624 degrees of freedom  
## AIC: 2715.1  
##   
## Number of Fisher Scoring iterations: 4

From this model, we can see that the intercept is .69. This represents the log-odds of a female surviving on the Titanic. The results of logistic regression can be tough to understand, but here’s my take:  
Female survival rate is the value when  
*log(p/(1-p)) = B0*  
To find p, the probability that a female survives, we solve for p and assume a log-base of e. Thus:  
*p = exp(B0)/(1+exp(B0))*

(female\_survival <- exp(titanic\_logmod$coefficients[[1]])/(1 + exp(titanic\_logmod$coefficients[[1]])))

## [1] 0.6666667

We can apply the same logic for males, this time adding the two coefficients together before exponentiating. The math looks a little messy, but we get the right results. This will, in effect, be  
*p = exp(B0 + B1)/(1+exp(B0 + B1))*

(male\_survival <- exp(titanic\_logmod$coefficients[[1]] + titanic\_logmod$coefficients[[2]])/(1 + exp(titanic\_logmod$coefficients[[1]] + titanic\_logmod$coefficients[[2]])))

## [1] 0.1668625

Thus, the probability that a female survives is 66.7% and the probability that a male survives is 16.7%. This makes sense because, at least in the movie, they tended to put women and children on life boats. If we brought in age too, I’d expect that most of the males who survived were young (children).

# Let's save our results so we can visualize them  
survival\_rates <- tibble(gender = c("Male", "Female"),  
 rate = c(male\_survival, female\_survival))  
# Viz Time  
ggplot(survival\_rates, aes(x = gender, y = 100\*rate, group = 1), label = rate) +  
 # Let's make it a column graph and change the color  
 geom\_col(fill = "slateblue2") +  
 # Add the rounded text labels in so it's easier to read  
 geom\_label(label = paste(100\*round(survival\_rates$rate, 3), "%", sep = "")) +  
 # Change the theme to classic  
 theme\_classic() +  
 # Force the axes to be 0 to 100  
 ylim(0, 100) +   
 # Let's change the names of the axes and title  
 xlab("Gender") +  
 ylab("Probability of Survival (%)") +  
 labs(title = "Probability of Surviving the Fatal Titanic",  
 subtitle = "Probabilistic results, broken out by gender, are\ncalculated using a logistic regression model") +  
 # format our title and subtitle  
 theme(plot.title = element\_text(hjust = 0, color = "slateblue4"),  
 plot.subtitle = element\_text(color = "slateblue1", size = 10)) +  
 # flip the axes  
 coord\_flip()
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