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library(readr)  
library(ggplot2)  
library(caret)  
library(effects)

## Original model

logit4 <- glm(H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS + Other + MR,   
 data=ws4\_P, family="binomial")  
summary(logit4)

##   
## Call:  
## glm(formula = H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS +   
## Other + MR, family = "binomial", data = ws4\_P)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.7224 -0.3146 -0.2326 -0.2239 2.7197   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.67337 0.02344 -156.715 < 2e-16 \*\*\*  
## TREATED\_SOURCE 0.07656 0.02869 2.669 0.007615 \*\*   
## PTC\_CWS 0.69189 0.03022 22.892 < 2e-16 \*\*\*  
## PTC\_NTNCWS 0.18070 0.04740 3.812 0.000138 \*\*\*  
## Other 0.83396 0.05173 16.120 < 2e-16 \*\*\*  
## MR 0.86080 0.04470 19.257 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 47911 on 146350 degrees of freedom  
## Residual deviance: 46349 on 146345 degrees of freedom  
## AIC: 46361  
##   
## Number of Fisher Scoring iterations: 6

# odds ratios and CI's  
exp(coef(logit4))

## (Intercept) TREATED\_SOURCE PTC\_CWS PTC\_NTNCWS Other   
## 0.02539069 1.07956376 1.99748950 1.19805060 2.30241551   
## MR   
## 2.36504250

exp(confint(logit4))

## Waiting for profiling to be done...

## 2.5 % 97.5 %  
## (Intercept) 0.02424363 0.02657685  
## TREATED\_SOURCE 1.02045490 1.14191392  
## PTC\_CWS 1.88270364 2.11952003  
## PTC\_NTNCWS 1.09093218 1.31374642  
## Other 2.07865196 2.54604231  
## MR 2.16529572 2.58001445

* just re-creating the summary output

# Estimate  
Estimate <- coef(logit4)  
Estimate

## (Intercept) TREATED\_SOURCE PTC\_CWS PTC\_NTNCWS Other   
## -3.67337255 0.07655703 0.69189114 0.18069573 0.83395880   
## MR   
## 0.86079599

# Std. Error  
Std\_Error <- coef(summary(logit4))[, "Std. Error"]  
Std\_Error

## (Intercept) TREATED\_SOURCE PTC\_CWS PTC\_NTNCWS Other   
## 0.02343976 0.02868716 0.03022354 0.04740321 0.05173415   
## MR   
## 0.04470005

# z value  
z\_value <- Estimate/Std\_Error  
z\_value

## (Intercept) TREATED\_SOURCE PTC\_CWS PTC\_NTNCWS Other   
## -156.715462 2.668686 22.892462 3.811888 16.120082   
## MR   
## 19.257160

# Pr(>|z|)  
P\_value <- round(2\*pnorm(abs(z\_value), lower.tail = F), 6)  
P\_value

## (Intercept) TREATED\_SOURCE PTC\_CWS PTC\_NTNCWS Other   
## 0.000000 0.007615 0.000000 0.000138 0.000000   
## MR   
## 0.000000

* manual calculation of an odds ratio with 95% CI

cat("2.5%", unname(exp(Estimate[4] - 1.96\*Std\_Error[4])), "\n\n")

## 2.5% 1.091754

exp(Estimate[4])

## PTC\_NTNCWS   
## 1.198051

cat("\n97.5%", unname(exp(Estimate[4] + 1.96\*Std\_Error[4])))

##   
## 97.5% 1.314697

## Some additional ways to look at model

# not required, but I like to convert outcome to a labelled factor variable for clarity in caret functions, and also the predictors for the effects summaries and plots  
  
ws4\_P$H\_viol\_2017 <- factor(ws4\_P$H\_viol\_2017, levels = c(0,1), labels = c("HB\_N", "HB\_Y"))  
  
ws4\_P[, c(4, 8:11)] <- lapply(ws4\_P[, c(4, 8:11)], as.factor)  
  
prop.table(table(ws4\_P$H\_viol\_2017))

##   
## HB\_N HB\_Y   
## 0.96133269 0.03866731

# get same as original model  
  
logit4 <- glm(H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS + Other + MR,   
 data=ws4\_P, family="binomial")  
  
summary(logit4)

##   
## Call:  
## glm(formula = H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS +   
## Other + MR, family = "binomial", data = ws4\_P)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.7224 -0.3146 -0.2326 -0.2239 2.7197   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.67337 0.02344 -156.715 < 2e-16 \*\*\*  
## TREATED\_SOURCE1 0.07656 0.02869 2.669 0.007615 \*\*   
## PTC\_CWS1 0.69189 0.03022 22.892 < 2e-16 \*\*\*  
## PTC\_NTNCWS1 0.18070 0.04740 3.812 0.000138 \*\*\*  
## Other1 0.83396 0.05173 16.120 < 2e-16 \*\*\*  
## MR1 0.86080 0.04470 19.257 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 47911 on 146350 degrees of freedom  
## Residual deviance: 46349 on 146345 degrees of freedom  
## AIC: 46361  
##   
## Number of Fisher Scoring iterations: 6

## Effects

eff\_logit4 <- allEffects(logit4)  
  
eff\_logit4

## model: H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS + Other +   
## MR  
##   
## TREATED\_SOURCE effect  
## TREATED\_SOURCE  
## 0 1   
## 0.03401800 0.03662547   
##   
## PTC\_CWS effect  
## PTC\_CWS  
## 0 1   
## 0.02779963 0.05403119   
##   
## PTC\_NTNCWS effect  
## PTC\_NTNCWS  
## 0 1   
## 0.03418437 0.04067920   
##   
## Other effect  
## Other  
## 0 1   
## 0.03397869 0.07491763   
##   
## MR effect  
## MR  
## 0 1   
## 0.03350375 0.07577241

# more detail on "CWS"  
as.data.frame(eff\_logit4[[2]])

## PTC\_CWS fit se lower upper  
## 1 0 0.02779963 0.0005421252 0.02675658 0.02888213  
## 2 1 0.05403119 0.0010954178 0.05192400 0.05621883

# as factors instead of dummy 0,1 variables get error bars  
plot(eff\_logit4[2:3])

![](data:image/png;base64,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)

## Accuracy assessment train/test data split

set.seed(147)  
index <- createDataPartition(ws4\_P$H\_viol\_2017, p = 0.8, list = FALSE)  
  
train <- ws4\_P[index, ]  
test <- ws4\_P[-index, ]  
  
  
fitControl <- trainControl(  
 method = "none",   
 savePredictions = TRUE  
)  
  
logit4train <- train(H\_viol\_2017 ~ TREATED\_SOURCE + PTC\_CWS + PTC\_NTNCWS + Other + MR,  
 data=train, method="glm", family=binomial(), trControl=fitControl)  
  
  
logit4test\_pred <- predict(logit4train, test)  
confusionMatrix(logit4test\_pred, test$H\_viol\_2017, positive="HB\_Y")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction HB\_N HB\_Y  
## HB\_N 28138 1131  
## HB\_Y 0 0  
##   
## Accuracy : 0.9614   
## 95% CI : (0.9591, 0.9635)  
## No Information Rate : 0.9614   
## P-Value [Acc > NIR] : 0.5079   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.00000   
## Specificity : 1.00000   
## Pos Pred Value : NaN   
## Neg Pred Value : 0.96136   
## Prevalence : 0.03864   
## Detection Rate : 0.00000   
## Detection Prevalence : 0.00000   
## Balanced Accuracy : 0.50000   
##   
## 'Positive' Class : HB\_Y   
##

* High accuracy because of high % correctly predicted with no HB Violation in 2017, not to say that the predictors aren’t meaningful. Could explore using different probability thresholds, e.g., to maximize specificity and sensitivity.

train$prediction <- predict(logit4train, newdata = train, type = "prob")  
  
print.data.frame(head(train))

## X1 WATER\_SYSTEM.PWSID H\_viol\_2017 TREATED\_SOURCE ZIP\_CODE5 LAT  
## 1 1 010106001 HB\_N 0 06339 41.44948  
## 2 2 010109005 HB\_N 0 06382 41.45720  
## 3 3 010307001 HB\_N 0 02535 41.34558  
## 4 4 010502002 HB\_N 0 02813 41.38526  
## 5 7 020000004 HB\_N 0 14779 42.16851  
## 6 8 020000005 HB\_N 0 13655 44.98184  
## LON PTC\_CWS PTC\_NTNCWS Other MR P prediction.HB\_N  
## 1 -71.98233 1 0 0 0 0.04826953 0.9511825  
## 2 -72.11459 1 0 0 0 0.04826953 0.9511825  
## 3 -70.75145 1 0 0 0 0.04826953 0.9511825  
## 4 -71.66813 0 1 0 0 0.02952132 0.9702282  
## 5 -78.72970 1 0 0 0 0.04826953 0.9511825  
## 6 -74.67374 1 0 0 0 0.04826953 0.9511825  
## prediction.HB\_Y  
## 1 0.04881746  
## 2 0.04881746  
## 3 0.04881746  
## 4 0.02977181  
## 5 0.04881746  
## 6 0.04881746

something adapted from:  
<http://ethen8181.github.io/machine-learning/unbalanced/unbalanced.html>

ggplot(train, aes(prediction$HB\_Y, color = H\_viol\_2017 ) ) +   
geom\_density( size = 1 ) +  
ggtitle( "Training Set's Predicted Score" )
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