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**Algoritmo de solución:**

El algoritmo escogido para este caso se basa en hallar todas las posibles permutaciones que se puedan realizar con los números del 0 al 9 con el propósito de encontrar una combinación de números que satisfaga la fórmula recibida al ser remplazadas las letras por los números.

Para la obtención de la solución se decidió trabajar con las signaturas de las letras utilizando unos y ceros para distinguir a las letras de las demás. Todo el proceso que se realizó se basó en encontrar primero las letras distintas de la oración recibida junto con las posiciones iniciales, luego encontrar las signaturas de cada letra (Se asignan unos y ceros a las letras en cada palabra y luego se suman para obtener el resultado de la signatura de cada letra), luego verificar que la oración recibida no hace parte de las alfameticas sin solución (Para este caso es cuando las signaturas de 4 o más letras da como resultado cero) , luego obtengo todas las posibles permutaciones de manera recurrente con el propósito de encontrar alguna combinación de números tal que al multiplicar esos números con las letras y después realizar producto punto entre mis resultados, mi resultado final será igual a cero, y finalmente, al encontrar la combinación, nos encargamos de ordenar los dígitos de manera ascendente para imprimirlos en el orden definido.

De igual forma, se tuvieron en cuenta otras dos posibles alternativas para resolver el problema. La primera se basaba en utilizar dos arreglos de la siguiente manera: primero debía guardar la primera parte de mi arreglo inicial en un arreglo temporal, luego tendría que mover lo que me queda en mi arreglo K veces, y finalmente tendría que posicionar mi arreglo guardado en las últimas posiciones.

Sin embargo, está solución no es eficiente en espacio por el uso de dos arreglos de tamaño n en lugar de uno como se ve en nuestro caso.

La segunda solución se basaba en crear una función que se encargara de rotar cada posición del arreglo una vez guardando cada posición en una variable temporal y luego llamar a esta función k veces.

Sin embargo, está alternativa no es óptima temporalmente debido a que se debe recorrer cada una de las posiciones y cambiarla de lugar k veces mientras que, en nuestra solución, solo debemos conocer el k que se quiere rotar y utilizar la función del reverso en el arreglo 3 veces.

**Anotaciones**

**Contexto:**

Se define este contexto para el problema en donde se tiene un arreglo a de tamaño n y unas variables p, q y k que representan mi rango a modificar y la rotación a realizar.

**Precondición:**

**rotateDer() rotateIzq():**

Se define este contexto para el problema en donde se tiene un arreglo a de tamaño n y unas variables p, q y k que representan mi rango a modificar y la rotación a realizar.

**Post condición :**

**rotateDer() rotateIzq():**

Se define este contexto para el problema en donde se tiene un arreglo a de tamaño n y unas variables p, q y k que representan mi rango a modificar y la rotación a realizar.

**Análisis de complejidades espacial y temporal:**

**Espacial:**

La complejidad espacial depende del tamaño del arreglo que se quiere rotar debido a que en él se guardan mis números a los cuales se les quiere aplicar k rotaciones en un definido rango. Sin embargo, si definimos este tamaño en el contexto de nuestro problema, nuestra complejidad espacial se limita a una variable temporal que guarde el valor de una posición para realizar mi función *Reverse.*

**Temporal:**

La complejidad temporal depende del tamaño de mi sub arreglo a modificar multiplicado por el número de rotaciones que se quieren hacer. El tamaño se multiplica por dos debido a que en términos generales se utiliza dos veces la función reverse en el arreglo original. Al resultado se le divide entre dos debido a que el cambio de los valores de lugar se hace modificando dos posiciones en el arreglo. Finalmente, se multiplica por el número de rotaciones que se le quiere hacer al arreglo lo que en el peor caso sería

**Comentarios finales:**

La solución desarrollada tiene un gran desempeño para cualquiera de los casos de prueba que se manejen. En el mejor de los casos, que sería tener un arreglo de cantidad pequeña y aplicar solo una rotación al arreglo de tal forma que la función de *reverse* solo se tenga que aplicar 3 veces para obtener mi resultado, el tiempo que tarda es menor a 0 milisegundos al igual que en el peor de los casos que sería tener un arreglo de tamaño máximo y una alta cantidad de rotaciones que involucren a una gran parte del arreglo.