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**Introduction**

**Robot Navigation Problem**

The problem consists of a grid style map, with a start cell and a goal cell. The solution to the problem is to begin at the start cell and end at the goal cell whilst navigating a path around filled, inaccessible cells.

Many solutions exist, as there are many possible paths the theoretical robot can take.

The solutions available for implementation will depend on the results of various AI searching algorithms, the paths that they generate, the amount of ‘nodes’ (cells) they expand (or visit) and the amount of cells which make up the resulting path.

**The initial testing map:**
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The red cell represents the start and the green cell represents the goal.

**Other testing maps:**

![](data:image/png;base64,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)

x : Filled cells, S : start, G : goal
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**Glossary of Common AI Terminology**

**Node –** The subject of an AI search, connected to several other nodes, is part of a network which makes up critical characteristics of an environment. For example, each cell in the Robot Navigation Problem is a node.

**Node Expansion –** Expanding a node means taking information from that node which references other nodes along with how they are connected, whether by value, name, direction, distance or both.

**Search Tree –** If the starting node is expanded to find 3 more nodes and each node is placed in a line, below the starting node with a line connecting each node to the starting node, then the diagram begins to make a ‘tree’ shape. The second row, or ‘tier’ is then expanded to find more nodes, which are placed below in the third tier, linking back to the node which expanded it. Some of these new ‘branches’ may run into a dead end and stop, whilst other branches continue to expand into another tier. This shapes the tree into a structure which depicts the connections of every node.

**FIFO list** – A first in, first out list where the oldest element is evaluated and removed first and any additional elements are added into the back, waiting until the previous elements are dealt with before advancing to the front of the list

**Manhattan Distance Heuristic** – A method of cost calculation which involves counting horizontal and vertical square movement within a grid

**Euclidean Distance Heuristic** – A method of cost calculation which involves measuring the straight line distance between two points

**Search Algorithms**

**Depth First Search (DFS)**

This algorithms works by continuously chaining node expansion using the first built-in choice available until it reaches the bottom of the search tree. When all options are exhausted, it will either get stuck on the last node or move back to a previous node, depending on implementation.

Depth searching is known for being uncertain with regards to how many node expansions or path distance traversed. Some searches may find a goal towards the starting side of the search tree, taking much less time to find. Searches may also be unlucky and only find the goal when coming close to completing every possible node expansion.

Depth searches have no data available with regards to the goal cell, therefore it is an *uninformed* search.

The order of preference for node expansion can also have a large impact on the outcome of DFS on a single map.

Below are graphs which show the outcome of every possible permutation of node expansion preference against the resulting path count with regards to up, down, right and left.

The results of the Figure 1 test show that on average, the depth search will generate a slightly higher path count for most preferential orders of node expansion when run on the test map.

More importantly, it can be seen that there are a wide variety of efficient and less effective solutions available.

[Figure 1]

This next series of results are from the same test. This graph tracks the node expansions for every direction order possibility. It is clear to see that there are a higher number of iterations in the upper half of the number range, meaning that for this particular map DFS is more likely to have both an increased path length and a higher amount of node expansions before reaching goal.

[Figure 2]

**Breadth First Search (BFS)**

After this algorithm expands a node, it places every accessed node at the end of a FIFO (first in first out list), then removes the current node from the list and accessed the next node. When in operation, this algorithm will expand each node in the current tier and store nodes from the next tier at the end of the list, thus expanding the nodes in the environment one tier at a time.

Generally this algorithm will work best if the goal node is close to the starting node, as the goal node will be found during a search on the closer tier.

If processing time is not your concern, this algorithm is a safe option, as it will return the shortest path to the goal every time, since it will never expand past the first tier containing the goal node.

**Note:** BFS always contains the same path count for every preferential order of node expansion, therefore no graphical data is necessary.

The BFS algorithm varies little in the amount of node expansions when the preference of direction varies. This low variance can be explained by the fact that every iteration will find the goal node on the same tier, with the only variance being how the goal node is ordered within that tier. For some iterations, the goal node is expanded sooner and other iterations expanded it two nodes after.

[Figure 3]

**Greedy Best First Search (GBFS)**

The greedy algorithm is an informed search, meaning it has information about the goal node. Greedy best first chooses node expansion based on whatever node is closer to the goal. In this program’s application, each cell is given a number based on how many cells would have to be expanded to get to the goal, ignoring inaccessible cells. Therefore this algorithm follows the function F(n) = h(n), where h(n) is the cost to goal node.

The algorithm in this application chooses the cell with the lowest path count to the goal cell. If cells are equal in minimal cell count from goal, it will preference up, right, down then left.

The advantage of greedy best first is it will always move in the general direction of the goal, however it can be tricked into expanding into dead ends, costing more processing time for node expansion.

Greedy will not always return the shortest path count like BFS. This is because it technically deepens itself to the goal based on informed preference.

**A\* Search (AS)**

This algorithm expands the idea of GBFS with an additional factor based on path cost from the start. Accessed nodes are analysed in terms of how many cells away from start they are along with cells from goal. The preferential decision will be F(N), the lowest total number of both values summed. F(n) = h(n) + g(n), where g(n) is the cost from start so far and h(n) is the cost to the goal node.

Advantages for this algorithm generally include having a shorter path to the goal.

In this application however A\* performs very chaotically, as the sum of cells large areas of cells where the cell cost combinations are equal. The algorithm delays itself by taking unnecessary detours as the similar cost of cells makes no clear preferential path available, making the search almost random.

Unfortunately, this version of A\* is not useful or beneficial for reducing path count or node expansions.

CUS2 is a custom informed searched named ‘Advanced A\*’ in this program which attempts to improve upon the downfalls of A\* in this application.

**CUS1 – Lowest Cost First Search (LCFS)**

LCFS expands nodes tier by tier like BFS does, however it prioritises the lowest cost cells to be searched first, generally attempting to lower node expansion by a small value, saving small amounts of processing time.

The path cost from start is more advanced than the value in the A\* search, it is based on the straight line centre to centre distance between the analysed cell and the start cell. This brings a big advantage over the previous application, as the program has greatly reduced occurrences of equivalent cost choices, being able to make more accurate path expansion choices.

**CUS2 – Advanced A\* Iteration (AAS)**

Advanced A\* completely overhauls how path cost is calculated.

Straight line centre to centre cell distance is used for both cost from start and distance to goal, creating much clearer choices of direction preference depending on the angle made from the both the start and goal cells. The lower cost cells are the once which create a straight path between the start and goal cells, however there is much less chance of this algorithm getting lost or detoured as the majority of choices now deviate.

Implementation

The program is designed to run off a command line with passed in arguments. The arguments get processed and evaluated, returning error messages if not understood.

Features

* ASCII Map representations of outputs in search path
* Ability to count node expansions for every algorithm
* Each algorithm returns a stack of cell objects which makes up the path
* Series of tests which can output to either console or file
* Every algorithm has a built in backtracking ability to revisit the last expanded node once all options are exhausted
* Every algorithm tracks visited cells to improve performance
* Every algorithm always finds a solution

Bugs

* Map files must be valid, or program will not run as it should

Missing

**Yet to implement:**

* Output of a solution path in the form of directions, eg: right; up; up; down; ….

Need to analyse the returned stack and process a list of directions from the changes in cell position for each element of the stack. Can use one function to work any stack return by any algorithm.

Research

**Euclidean Distance Heuristic**