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1. 系统架构设计

1.1系统架构风格

系统初步采用B/S（浏览器-服务器）架构模式。

1.1.1 调研的三种选型方案

（1）客户端-服务器-数据库

（2）客户端-web服务器-应用服务器-数据库

（3）客户端-负载均衡器-中间服务器-应用服务器-数据库

选型分析：

首先我们本次的技术选型就为上述第一项。系统初始架构规模使用第一种方案足够满足需求，后续可进行升级变迁。

（扩展：后续在开发进度完成后，同时将继续进行其他设备、客户端的开发。以下为移动端技术选型方案调研）

1.1.2 预选型方案：

（1）Native APP（原生开发）

对于对性能和用户体验要求非常高的应用，可以选择原生开发，即使用各平台提供的开发语言和工具进行开发。如使用Swift和Objective-C进行iOS开发，使用Java和Kotlin进行Android开发。

（2）Web APP（H5开发）

Web APP使用HTML、CSS和JavaScript等前端技术进行开发。这种开发方式可以在各种平台上运行，包括桌面浏览器和移动浏览器。Web APP具有跨平台的特性，一次开发可以在不同的设备上使用，减少了开发成本和时间。然而，相比原生开发和混合开发，Web APP的性能和用户体验通常较差。

（3）Hybrid APP（混合开发）

混合开发通常通过使用WebView组件来实现，该组件允许将Web内容嵌入原生应用中。开发人员可以使用框架和工具，如Flutter和React Native，来进行混合开发。

1.1.3 预选型分析：

首先本次我们将会采用响应式布局的设计，来兼容Web APP（H5）移动端的适配，通过使用灵活的布局、流体网格和媒体查询等技术，使内容能够根据设备的特性自动适应和重排。同时我们将会在后面采用React Native来实现混合开发移动端应用。结合了Web技术和原生开发，可以兼顾跨平台特性和性能优势，提供较好的用户体验。从而实现跨端开发。

1.1.4 预选型理由：

（1）响应式设计：实现多设备兼容性，响应式设计可以让使用不同设备的用户都得到良好的体验，无论是台式机、平板电脑还是移动设备；维护成本降低，通过响应式设计，只需要维护一个代码库就可以适应不同的设备，而不是为每个设备单独开发和维护应用程序，这样可以减少开发成本和维护工作量；以及确保应用在不同设备上保持同步，同时可以提供更好的扩展性，可以为未来的设备和屏幕尺寸做好准备，随着新设备的出现和技术的发展，应用要能够自动适应新的设备，并提供一致的体验给用户。

（2）混合开发：Learn once, write anywhere. React Native允许开发人员使用JavaScript语言编写一次代码，并将其部署到多个平台，如iOS和Android。这样可以减少开发工作量和时间，并使应用能够同时在不同平台上运行。同时我们的前端技术栈主要就是采用以React为基础的各种库以及框架，相较于Flutter还需要学习Dart一门新的语言可以减少学习成本。

1.2主要组件

1.2.1前端客户端

前端客户端采用基于React库的Nextjs服务端渲染框架。

组件选型理由：

首先我们明确的认知到我们的系统是一个技术交流平台，那么最重要的就是文章与问题这类内容的展示，以及用户的阅读体验，那么传统的CSR（客户端渲染）会导致首次渲染的白屏时间过长，由于所有 JS 都打包在一个文件中，在这个 JS 加载完成之前，在页面上是看不到任何东西，这就会让用户感受到白屏，同时对于搜索引擎而言，只能在DOM中发现一个DOM节点，那么由于搜索引擎不解析Javascript代码，故不利于SEO。故我们采用SSR服务端渲染的框架技术。

组件选型分析：

1. 简化开发：Nextjs提供了简化的开发模式，约定优于配置（Convention Over Configuration）的原则可以快速搭建和开发应用程序。它提供了许多开箱即用的功能和组件，减少了开发人员的重复工作，使开发过程更加高效
2. 服务端渲染（SSR）：Next.js提供了服务端渲染的能力，将React组件在服务器上预渲染成HTML，并将其发送到客户端。这样可以改善初始加载性能，减少客户端渲染所需的时间，并提供更好的搜索引擎优化（SEO）和用户体验。
3. 更好的首屏加载性能：由于Next.js采用了服务端渲染，用户在首次访问页面时可以直接获取到已经渲染好的HTML内容，而无需等待客户端加载和渲染。这大大减少了首屏加载时间，提供了更快的用户体验。
4. 支持静态站点生成（SSG）：Next.js不仅支持服务端渲染，还提供了静态站点生成的能力。这意味着可以预先生成静态HTML页面，并将其部署到任何静态主机上，从而实现更快的加载速度和更佳的可扩展性。

1.2.2 后端服务端

后端服务端采用基于Java语言的SpringBoot服务端框架。

组件选型理由：

我们最初的系统是一个单体架构的系统，后端所有的服务都在一个服务器/容器中，但是不排除我们的系统有使用分布式架构的需求可能，所以在最初的设计中，我们就希望能够兼容以后可能会使用的微服务以及分布式架构。那么Spring及其全家桶就有很好的微服务支持，可以配合一系列工具实现完美的分布式架构。

组件选型分析：

1. 简化开发：Spring Boot也提供了简化的开发模式，约定优于配置（Convention Over Configuration）的原则可以快速搭建和开发应用程序。它提供了许多开箱即用的功能和组件，减少了开发人员的重复工作，使开发过程更加高效。
2. 易于上手：Spring Boot建立在Spring框架之上，继承了Spring框架的优秀特性和生态系统，但相对于传统的Spring应用，Spring Boot提供了更简单、更易于上手的编程模型。
3. 生态系统支持：Spring Boot拥有庞大的生态系统和活跃的社区支持。它集成了许多流行的第三方库和框架，如Spring Data、Spring Security、Spring Cloud等，可以方便地与其他组件和服务进行集成。
4. 微服务支持：Spring Boot天生支持微服务架构的开发。它提供了各种特性和工具，如内嵌的服务器、服务注册与发现、负载均衡、断路器等，可以轻松构建和部署分布式系统和微服务应用。

1.2.3 运维部署

采用DevOps方法论，采用Git分布式版本控制系统存储拉去代码，采用自动化构建工具Jenkins实现项目的持续集成，持续部署。采用Docker实现容器化部署。

组件选型理由：

我们希望通过功能模块的划分来实现并发的开发，所以git这种分布式版本管理系统对代码的管理，以及团队成员的协作有很好的帮助，同时我们希望省去手动打包构建，测试部署的重复性操作，故采用Jenkins这种自动化构建工具，来减少不必要的重复工作量，加快系统的开发与发布。同时，我们希望现今的单体式架构能够和以后可能扩展的微服务与分布式架构相兼容，所以使用Docker来进行容器化部署，来实现应用程序在不同环境中的一致性和可移植性，确保每个应用的隔离性，同时可以免去生产环境的搭建。

组件选型分析：

1. DevOps方法论：DevOps方法论可以将我们的开发团队和运维团队进行无缝集成，通过自动化流程、持续集成和持续部署等实践，实现快速交付高质量的软件。采用DevOps方法论可以提高团队的协作效率、减少错误和故障，并实现持续改进。
2. Git分布式版本控制系统：Git的分布式特性可以让我们的团队成员在本地独立工作，减少了对中央服务器的依赖，并通过强大的分支管理能力，来支持并行开发和版本回退等操作。
3. Jenkins自动化构建工具：采用Jenkins实现项目的持续集成，自动构建、测试和部署代码。Jenkins提供了丰富的插件生态系统，可以与其他工具集成，如代码静态分析、自动化测试和部署到各种环境等。
4. Docker容器化部署：Docker通过将应用程序及其依赖打包成独立的容器，实现了应用程序在不同环境中的一致性和可移植性。采用Docker可以快速部署、扩展和管理应用程序，同时提供了隔离性、易于管理和资源利用效率高的优势。

1.2.4 数据库

系统使用MySQL作为主要的关系型数据库管理系统，用于存储和管理数据。

组件选型理由：

我们存储的数据大多都是是结构化的文本数据，而并非要存储和处理图片、音频、视频等非结构化数据，如果采用NoSQL数据库，那么就比较脱离真正的业务需求，所以关系型数据库是最佳的选择，那么在众多的关系型数据库之中，我们之所以选择MySQL，首先是由于MySQL的开源性。甲骨文自身另外的Oracle，虽然功能强，稳定性好，安全性高，但是收费昂贵。我们目前的项目规模、需求，采用Oracle也是一种对资源的浪费。且相比较与PostgreSQL，我们当前的项目对于数据的完整性以及复杂性要求，都没有上升到更高的程度，我们只需要一个简单，性能较强且相对轻量的数据库。

组件选型分析：

1. 开源性：MySQL是开源的，开放源代码且无版权制约，自主性强，使用成本低，可以免费使用。
2. 社区支持和生态系统：MySQL具有庞大的开源社区支持。我们可以轻松获取使用帮助，并且可以从社区中获得丰富的文档、教程和支持。
3. 跨平台：MySQL可在多个操作系统上运行，包括Windows、Linux、macOS等，这使得它非常灵活，并且可以方便地部署到各种环境中。
4. 可扩展性：MySQL具有良好的可扩展性，可以在需要处理大量数据和高并发访问的情况下进行水平扩展。它支持主从复制、分区和集群等技术，可以实现高性能和高可用性。
5. UI设计

略，详见UI设计文档

1. 数据库设计

略，详见数据库设计文档

1. 接口设计

略，详见接口设计文档