## AOP基于注解

### S 引入相关的jar包:

\* spring的传统AOP的开发的包

spring-aop-4.2.4.RELEASE.jar

com.springsource.org.aopalliance-1.0.0.jar

\* aspectJ的开发包:

com.springsource.org.aspectj.weaver-1.6.8.RELEASE.jar

spring-aspects-4.2.4.RELEASE.jar
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### 替换bean

|  |
| --- |
| <!-- 1 创建目标类 -->  <bean id=*"userServiceId"* class=*"com.qf.d\_aspect.b\_anno.UserServiceImpl"*></bean>  <!-- 2 创建切面类（通知） -->  <bean id=*"myAspectId"* class=*"com.qf.d\_aspect.b\_anno.MyAspect"*></bean> |
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* 注意：扫描

|  |
| --- |
| <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xmlns:aop=*"http://www.springframework.org/schema/aop"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/aop*  *http://www.springframework.org/schema/aop/spring-aop.xsd*  *http://www.springframework.org/schema/context*  *http://www.springframework.org/schema/context/spring-context.xsd"*>  <!-- 1.扫描 注解类 -->  <context:component-scan base-package=*"com.qf.d\_aspect.b\_anno"*></context:component-scan> |

### 替换aop

* 必须进行aspectj 自动代理

|  |
| --- |
| <!-- 2.确定 aop注解生效 -->  <aop:aspectj-autoproxy></aop:aspectj-autoproxy> |

* 声明切面

|  |
| --- |
| <aop:aspect ref=*"myAspectId"*> |

![](data:image/png;base64,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)

* 替换前置通知

|  |
| --- |
| <aop:before method=*"myBefore"* pointcut=*"execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))"*/> |

|  |
| --- |
| //切入点当前有效  @Before("execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))")  **public** **void** myBefore(JoinPoint joinPoint){  System.*out*.println("前置通知 ： " + joinPoint.getSignature().getName());  } |

* 替换 公共切入点

|  |
| --- |
| <aop:pointcut expression=*"execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))"* id=*"myPointCut"*/> |

|  |
| --- |
| //声明公共切入点  @Pointcut("execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))")  **private** **void** myPointCut(){  } |

* 替换后置

|  |
| --- |
| <aop:after-returning method=*"myAfterReturning"* pointcut-ref=*"myPointCut"* returning=*"ret"* /> |

|  |
| --- |
| @AfterReturning(value="myPointCut()" ,returning="ret")  **public** **void** myAfterReturning(JoinPoint joinPoint,Object ret){  System.*out*.println("后置通知 ： " + joinPoint.getSignature().getName() + " , -->" + ret);  } |

* 替换环绕

|  |
| --- |
| <aop:around method=*"myAround"* pointcut-ref=*"myPointCut"*/> |

|  |
| --- |
| @Around(value = "myPointCut()")  **public** Object myAround(ProceedingJoinPoint joinPoint) **throws** Throwable{  System.*out*.println("前");  //手动执行目标方法  Object obj = joinPoint.proceed();    System.*out*.println("后");  **return** obj;  } |

* 替换抛出异常

|  |
| --- |
| <aop:after-throwing method=*"myAfterThrowing"* pointcut=*"execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))"* throwing=*"e"*/> |

|  |
| --- |
| @AfterThrowing(value="execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))" ,throwing="e")  **public** **void** myAfterThrowing(JoinPoint joinPoint,Throwable e){  System.*out*.println("抛出异常通知 ： " + e.getMessage());  } |

### 切面类

|  |
| --- |
| /\*\*  \* 切面类，含有多个通知  \*/  @Component  @Aspect  **public** **class** MyAspect {    //切入点当前有效  // @Before("execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))")  **public** **void** myBefore(JoinPoint joinPoint){  System.*out*.println("前置通知 ： " + joinPoint.getSignature().getName());  }    //声明公共切入点  @Pointcut("execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))")  **private** **void** myPointCut(){  }    // @AfterReturning(value="myPointCut()" ,returning="ret")  **public** **void** myAfterReturning(JoinPoint joinPoint,Object ret){  System.*out*.println("后置通知 ： " + joinPoint.getSignature().getName() + " , -->" + ret);  }    // @Around(value = "myPointCut()")  **public** Object myAround(ProceedingJoinPoint joinPoint) **throws** Throwable{  System.*out*.println("前");  //手动执行目标方法  Object obj = joinPoint.proceed();    System.*out*.println("后");  **return** obj;  }    // @AfterThrowing(value="execution(\* com.qf.d\_aspect.b\_anno.UserServiceImpl.\*(..))" ,throwing="e")  **public** **void** myAfterThrowing(JoinPoint joinPoint,Throwable e){  System.*out*.println("抛出异常通知 ： " + e.getMessage());  }    @After("myPointCut()")  **public** **void** myAfter(JoinPoint joinPoint){  System.*out*.println("最终通知");  }  } |

### spring配置

|  |
| --- |
| <!-- 1.扫描 注解类 -->  <context:component-scan base-package=*"com.qf.d\_aspect.b\_anno"*></context:component-scan>    <!-- 2.确定 aop注解生效 -->  <aop:aspectj-autoproxy></aop:aspectj-autoproxy> |

### aop注解总结

@Aspect 声明切面，修饰切面类，从而获得 通知。

通知

@Before 前置

@AfterReturning 后置

@Around 环绕

@AfterThrowing 抛出异常

@After 最终

切入点

@PointCut ，修饰方法 private void xxx(){} 之后通过“方法名”获得切入点引用

# Spring框架的JDBC模板技术

## Spring框架的JDBC模板技术概述

**1. Spring框架中提供了很多持久层的模板类来简化编程，使用模板类编写程序会变的简单**

**2. 提供了JDBC模板，Spring框架提供的**

**JdbcTemplate类**

**3. Spring框架可以整合Hibernate框架，也提供了模板类**

**HibernateTemplate类**

## JDBC的模板类

**1. 步骤一：创建数据库的表结构**

create database spring\_day03;

use spring\_day03;

create table t\_account(

id int primary key auto\_increment,

name varchar(20),

money double

);

**2. 引入开发的jar包**

先引入IOC基本的6个jar包

再引入Spring-aop的jar包

最后引入JDBC模板需要的jar包

MySQL数据库的驱动包

Spring-jdbc.jar

Spring-tx.jar

**3. 编写测试代码（自己来new对象的方式）**

@Test

public void run1(){

// 创建连接池，先使用Spring框架内置的连接池

DriverManagerDataSource dataSource = new DriverManagerDataSource();

dataSource.setDriverClassName("com.mysql.jdbc.Driver");

dataSource.setUrl("jdbc:mysql:///spring\_day03");

dataSource.setUsername("root");

dataSource.setPassword("root");

// 创建模板类

JdbcTemplate jdbcTemplate = new JdbcTemplate(dataSource);

// 完成数据的添加

jdbcTemplate.update("insert into t\_account values (null,?,?)", "测试",10000);

}

## 使用Spring框架来管理模板类

**1. 刚才编写的代码使用的是new的方式，应该把这些类交给Spring框架来管理。**

2. 修改的步骤如下

**步骤一：Spring管理内置的连接池**

<bean id="dataSource" class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql:///spring\_day03"/>

<property name="username" value="root"/>

<property name="password" value="root"/>

</bean>

步骤二：Spring管理模板类

<bean id="jdbcTemplate" class="org.springframework.jdbc.core.JdbcTemplate">

<property name="dataSource" ref="dataSource"/>

</bean>

步骤三：编写测试程序

@RunWith(SpringJUnit4ClassRunner.class)

@ContextConfiguration("classpath:applicationContext.xml")

public class Demo2 {

@Resource(name="jdbcTemplate")

private JdbcTemplate jdbcTemplate;

@Test

public void run2(){

jdbcTemplate.update("insert into t\_account values (null,?,?)", "测试2",10000);

}

}

## Spring框架管理开源的连接池

1. 管理DBCP连接池

先引入DBCP的2个jar包

com.springsource.org.apache.commons.dbcp-1.2.2.osgi.jar

com.springsource.org.apache.commons.pool-1.5.3.jar

编写配置文件

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql:///spring\_day03"/>

<property name="username" value="root"/>

<property name="password" value="root"/>

</bean>

2. 管理C3P0连接池

先引入C3P0的jar包

com.springsource.com.mchange.v2.c3p0-0.9.1.2.jar

\* 编写配置文件

<bean id="dataSource" class="com.mchange.v2.c3p0.ComboPooledDataSource">

<property name="driverClass" value="com.mysql.jdbc.Driver"/>

<property name="jdbcUrl" value="jdbc:mysql:///spring\_day03"/>

<property name="user" value="root"/>

<property name="password" value="root"/>

</bean>

## Spring框架的JDBC模板的简单操作

**1. 增删改查的操作**

@RunWith(SpringJUnit4ClassRunner.class)

@ContextConfiguration("classpath:applicationContext.xml")

public class SpringDemo3 {

@Resource(name="jdbcTemplate")

private JdbcTemplate jdbcTemplate;

@Test

// 插入操作

public void demo1(){

jdbcTemplate.update("insert into account values (null,?,?)", "二狗子",1000d);

}

@Test

// 修改操作

public void demo2(){

jdbcTemplate.update("update account set name=?,money =? where id = ?", "jack",10000d,5);

}

@Test

// 删除操作

public void demo3(){

jdbcTemplate.update("delete from account where id = ?", 5);

}

@Test

// 查询一条记录

public void demo4(){

Account account = jdbcTemplate.queryForObject("select \* from account where id = ?", new BeanMapper(), 1);

System.out.println(account);

}

@Test

// 查询所有记录

public void demo5(){

List<Account> list = jdbcTemplate.query("select \* from t\_account", new BeanMapper());

for (Account account : list) {

System.out.println(account);

}

}

}

class BeanMapper implements RowMapper<Account>{

public Account mapRow(ResultSet rs, int arg1) throws SQLException {

Account account = new Account();

account.setId(rs.getInt("id"));

account.setName(rs.getString("name"));

account.setMoney(rs.getDouble("money"));

return account;

}

}

# Spring框架的事务管理

## 事务的回顾

1. 事务：指的是逻辑上一组操作，组成这个事务的各个执行单元，要么一起成功,要么一起失败！

2. 事务的特性 ACID

\* 原子性

\* 一致性

\* 隔离性

\* 持久性

3. 如果不考虑隔离性,引发安全性问题

\* 读问题:

\* 脏读:

\* 不可重复读:

\* 虚读:

\* 写问题:

\* 丢失更新:

4. 如何解决安全性问题

\* 读问题解决，设置数据库隔离级别

\* 写问题解决可以使用 悲观锁和乐观锁的方式解决

## Spring框架的事务管理相关的类和API

1. PlatformTransactionManager接口 -- 平台事务管理器.(真正管理事务的类)。该接口有具体的实现类，根据不同的持久层框架，需要选择不同的实现类！

2. TransactionDefinition接口 -- 事务定义信息.(事务的隔离级别,传播行为,超时,只读)

3. TransactionStatus接口 -- 事务的状态

4. 总结：上述对象之间的关系：平台事务管理器真正管理事务对象.根据事务定义的信息TransactionDefinition 进行事务管理，在管理事务中产生一些状态.将状态记录到TransactionStatus中

**5. PlatformTransactionManager接口中实现类和常用的方法**

1. 接口的实现类

\* 如果使用的Spring的JDBC模板或者MyBatis框架，需要选择DataSourceTransactionManager实现类

\* 如果使用的是Hibernate的框架，需要选择HibernateTransactionManager实现类

2. 该接口的常用方法

\* void commit(TransactionStatus status)

\* TransactionStatus getTransaction(TransactionDefinition definition)

\* void rollback(TransactionStatus status)

6. TransactionDefinition

1. 事务隔离级别的常量

\* static int ISOLATION\_DEFAULT -- 采用数据库的默认隔离级别

\* static int ISOLATION\_READ\_UNCOMMITTED

\* static int ISOLATION\_READ\_COMMITTED

\* static int ISOLATION\_REPEATABLE\_READ

\* static int ISOLATION\_SERIALIZABLE

2. 事务的传播行为常量（不用设置，使用默认值）

\* 先解释什么是事务的传播行为：解决的是业务层之间的方法调用！！

\* PROPAGATION\_REQUIRED（默认值） -- A中有事务,使用A中的事务.如果没有，B就会开启一个新的事务,将A包含进来.(保证A,B在同一个事务中)，默认值！！

\* PROPAGATION\_SUPPORTS -- A中有事务,使用A中的事务.如果A中没有事务.那么B也不使用事务.

\* PROPAGATION\_MANDATORY -- A中有事务,使用A中的事务.如果A没有事务.抛出异常.

\* PROPAGATION\_REQUIRES\_NEW（记）-- A中有事务,将A中的事务挂起.B创建一个新的事务.(保证A,B没有在一个事务中)

\* PROPAGATION\_NOT\_SUPPORTED -- A中有事务,将A中的事务挂起.

\* PROPAGATION\_NEVER -- A中有事务,抛出异常.

\* PROPAGATION\_NESTED（记） -- 嵌套事务.当A执行之后,就会在这个位置设置一个保存点.如果B没有问题.执行通过.如果B出现异常,运行客户根据需求回滚(选择回滚到保存点或者是最初始状态)

## 搭建事务管理转账案例的环境（强调：简化开发，以后DAO可以继承JdbcDaoSupport类）

1. 步骤一：创建WEB工程，引入需要的jar包

\* IOC的6个包

\* AOP的4个包

\* C3P0的1个包

\* MySQL的驱动包

\* JDBC目标2个包

\* 整合JUnit测试包

2. 步骤二：引入配置文件

\* 引入配置文件

\* 引入log4j.properties

\* 引入applicationContext.xml

<bean id="dataSource" class="com.mchange.v2.c3p0.ComboPooledDataSource">

<property name="driverClass" value="com.mysql.jdbc.Driver"/>

<property name="jdbcUrl" value="jdbc:mysql:///spring\_day03"/>

<property name="user" value="root"/>

<property name="password" value="root"/>

</bean>

3. 步骤三：创建对应的包结构和类

\* com.qf.demo1

\* AccountService

\* AccountServlceImpl

\* AccountDao

\* AccountDaoImpl

4. 步骤四:引入Spring的配置文件,将类配置到Spring中

<bean id="accountService" class="com.qf.demo1.AccountServiceImpl">

</bean>

<bean id="accountDao" class="com.qf.demo1.AccountDaoImpl">

</bean>

5. 步骤五：在业务层注入DAO ,在DAO中注入JDBC模板（强调：简化开发，以后DAO可以继承JdbcDaoSupport类）

<bean id="accountService" class="com.qf.demo1.AccountServiceImpl">

<property name="accountDao" ref="accountDao"/>

</bean>

<bean id="accountDao" class="com.qf.demo1.AccountDaoImpl">

<property name="dataSource" ref="dataSource"/>

</bean>

6. 步骤六：编写DAO和Service中的方法

public class AccountDaoImpl extends JdbcDaoSupport implements AccountDao {

public void outMoney(String out, double money) {

this.getJdbcTemplate().update("update t\_account set money = money = ? where name = ?", money,out);

}

public void inMoney(String in, double money) {

this.getJdbcTemplate().update("update t\_account set money = money + ? where name = ?", money,in);

}

}

7. 步骤七：编写测试程序.

@RunWith(SpringJUnit4ClassRunner.class)

@ContextConfiguration("classpath:applicationContext.xml")

public class Demo1 {

@Resource(name="accountService")

private AccountService accountService;

@Test

public void run1(){

accountService.pay("冠希", "美美", 1000);

}

}

## Spring框架的事务管理的分类

1. Spring的事务管理的分类

1. Spring的编程式事务管理（不推荐使用）

通过手动编写代码的方式完成事务的管理（不推荐）

2. Spring的声明式事务管理（底层采用AOP的技术）

通过一段配置的方式完成事务的管理（重点掌握注解的方式）

## Spring框架的事务管理之编程式的事务管理（了解）

1. 说明：Spring为了简化事务管理的代码:提供了模板类 TransactionTemplate，所以手动编程的方式来管理事务，只需要使用该模板类即可！！

2. 手动编程方式的具体步骤如下：

1. 步骤一:配置一个事务管理器，Spring使用PlatformTransactionManager接口来管理事务，所以咱们需要使用到他的实现类！！

<!-- 配置事务管理器 -->

<bean id="transactionManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource"/>

</bean>

2. 步骤二:配置事务管理的模板

<!-- 配置事务管理的模板 -->

<bean id="transactionTemplate" class="org.springframework.transaction.support.TransactionTemplate">

<property name="transactionManager" ref="transactionManager"/>

</bean>

3. 步骤三:在需要进行事务管理的类中,注入事务管理的模板.

<bean id="accountService" class="com.qf.demo1.AccountServiceImpl">

<property name="accountDao" ref="accountDao"/>

<property name="transactionTemplate" ref="transactionTemplate"/>

</bean>

4. 步骤四:在业务层使用模板管理事务:

// 注入事务模板对象

private TransactionTemplate transactionTemplate;

public void setTransactionTemplate(TransactionTemplate transactionTemplate) {

this.transactionTemplate = transactionTemplate;

}

public void pay(final String out, final String in, final double money) {

transactionTemplate.execute(new TransactionCallbackWithoutResult() {

protected void doInTransactionWithoutResult(TransactionStatus status) {

// 扣钱

accountDao.outMoney(out, money);

int a = 10/0;

// 加钱

accountDao.inMoney(in, money);

}

});

}

## Spring框架的事务管理之声明式事务管理

即通过配置文件来完成事务管理(AOP思想)

1. 声明式事务管理又分成两种方式

基于AspectJ的XML方式（重点掌握）

基于AspectJ的注解方式（重点掌握）

### Spring框架的事务管理之基于AspectJ的XML方式（重点掌握）

1. 步骤一:恢复转账开发环境

2. 步骤二:引入AOP的开发包

3. 步骤三:配置事务管理器

<!-- 配置事务管理器 -->

<bean id="transactionManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource"/>

</bean>

4. 步骤四:配置事务增强

<!-- 配置事务增强 -->

<tx:advice id="txAdvice" transaction-manager="transactionManager">

<tx:attributes>

<!--

name ：绑定事务的方法名，可以使用通配符，可以配置多个。

propagation ：传播行为

isolation ：隔离级别

read-only ：是否只读

timeout ：超时信息

rollback-for：发生哪些异常回滚.

no-rollback-for：发生哪些异常不回滚.

-->

<!-- 哪些方法加事务 -->

<tx:method name="pay" propagation="REQUIRED"/>

</tx:attributes>

</tx:advice>

5. 步骤五:配置AOP的切面

<!-- 配置AOP切面产生代理 -->

<aop:config>

<aop:advisor advice-ref="myAdvice" pointcut="execution(\* com.qf.demo2.AccountServiceImpl.pay(..))"/>

</aop:config>

**注意：如果是自己编写的切面，使用<aop:aspect>标签，如果是系统制作的，使用<aop:advisor>标签。**

6. 步骤六:编写测试类

@RunWith(SpringJUnit4ClassRunner.class)

@ContextConfiguration("classpath:applicationContext2.xml")

public class Demo2 {

@Resource(name="accountService")

private AccountService accountService;

@Test

public void run1(){

accountService.pay("冠希", "美美", 1000);

}

}

## Spring框架的事务管理之基于AspectJ的注解方式（重点掌握，最简单的方式）

1. 步骤一:恢复转账的开发环境

2. 步骤二:配置事务管理器

<!-- 配置事务管理器 -->

<bean id="transactionManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource"/>

</bean>

3. 步骤三:开启注解事务

<!-- 开启注解事务 -->

<tx:annotation-driven transaction-manager="transactionManager"/>

4. 步骤四:在业务层上添加一个注解:@Transactional

5. 编写测试类

@RunWith(SpringJUnit4ClassRunner.class)

@ContextConfiguration("classpath:applicationContext3.xml")

public class Demo3 {

@Resource(name="accountService")

private AccountService accountService;

@Test

public void run1(){

accountService.pay("冠希", "美美", 1000);

}

}