Deliverable 3

Numeric and Binary targets Forecasting Models

Júlia Gasull i Claudia Sánchez

# First setups

if(!is.null(dev.list())) dev.off() # Clear plots  
rm(list=ls()) # Clean workspace

## Load Required Packages for this deliverable

We load the necessary packages and set working directory

#setwd("~/Documents/uni/FIB-ADEI-LAB/deliverable3")  
#filepath<-"~/Documents/uni/FIB-ADEI-LAB/deliverable3"  
setwd("C:/Users/Claudia Sánchez/Desktop/FIB/TARDOR 2020-2021/ADEI/DELIVERABLE1/FIB-ADEI-LAB/deliverable2")  
filepath<-"C:/Users/Claudia Sánchez/Desktop/FIB/TARDOR 2020-2021/ADEI/DELIVERABLE1/FIB-ADEI-LAB/deliverable2"  
  
# Load Required Packages  
options(contrasts=c("contr.treatment","contr.treatment"))  
requiredPackages <- c("missMDA","chemometrics","mvoutlier","effects","FactoMineR","car","lmtest","ggplot2","moments","factoextra","RColorBrewer","dplyr","ggmap","ggthemes","knitr")  
  
missingPackages <- requiredPackages[!(requiredPackages %in% installed.packages()[,"Package"])]  
if(length(missingPackages)) install.packages(missingPackages)  
lapply(requiredPackages, require, character.only = TRUE)

## Load processed data from last deliverable

#load(paste0(filepath,"/Taxi5000\_del2.RData"))  
load("C:/Users/Claudia Sánchez/Desktop/FIB/TARDOR 2020-2021/ADEI/DELIVERABLE1/FIB-ADEI-LAB/deliverable3/Taxi5000\_del2.RData")  
summary(df)

## VendorID RateCodeID Pickup\_longitude Pickup\_latitude  
## f.Vendor-Mobile : 973 Rate-1 :4496 Min. :-74.02 Min. :40.58   
## f.Vendor-VeriFone:3650 Rate-Other: 127 1st Qu.:-73.96 1st Qu.:40.70   
## Median :-73.94 Median :40.75   
## Mean :-73.93 Mean :40.75   
## 3rd Qu.:-73.92 3rd Qu.:40.80   
## Max. :-73.80 Max. :40.86   
## Dropoff\_longitude Dropoff\_latitude Passenger\_count Trip\_distance   
## Min. :-74.02 Min. :40.58 Min. :1.000 Min. : 0.010   
## 1st Qu.:-73.96 1st Qu.:40.70 1st Qu.:1.000 1st Qu.: 1.010   
## Median :-73.94 Median :40.75 Median :1.000 Median : 1.760   
## Mean :-73.93 Mean :40.75 Mean :1.371 Mean : 2.724   
## 3rd Qu.:-73.91 3rd Qu.:40.79 3rd Qu.:1.000 3rd Qu.: 3.400   
## Max. :-73.80 Max. :40.86 Max. :6.000 Max. :30.000   
## Fare\_amount Extra MTA\_tax Tip\_amount Tolls\_amount   
## Min. : 1.00 Min. :0.0000 No : 119 Min. : 0.000 Min. :0.0000   
## 1st Qu.: 6.00 1st Qu.:0.0000 Yes:4504 1st Qu.: 0.000 1st Qu.:0.0000   
## Median : 9.00 Median :0.5000 Median : 0.000 Median :0.0000   
## Mean :11.61 Mean :0.3523 Mean : 1.022 Mean :0.0477   
## 3rd Qu.:14.50 3rd Qu.:0.5000 3rd Qu.: 1.700 3rd Qu.:0.0000   
## Max. :60.00 Max. :1.0000 Max. :17.000 Max. :5.5400   
## improvement\_surcharge Total\_amount Payment\_type Trip\_type   
## No : 118 Min. : 0.00 Credit card:2096 Street-Hail:4511   
## Yes:4505 1st Qu.: 7.80 Cash :2497 Dispatch : 112   
## Median : 10.80 No paid : 30   
## Mean : 13.93   
## 3rd Qu.: 17.00   
## Max. :128.76   
## hour period tlenkm traveltime   
## Min. : 0.0 Period night :1642 Min. : 1.000 Min. : 0.000   
## 1st Qu.: 9.0 Period morning : 542 1st Qu.: 1.609 1st Qu.: 5.767   
## Median :15.0 Period valley :1260 Median : 2.800 Median : 9.550   
## Mean :13.4 Period afternoon:1179 Mean : 4.385 Mean :12.487   
## 3rd Qu.:19.0 3rd Qu.: 5.472 3rd Qu.:16.125   
## Max. :23.0 Max. :48.280 Max. :60.000   
## espeed pickup dropoff Trip\_distance\_range  
## Min. : 3.00 Length:4623 Length:4623 Long\_dist : 666   
## 1st Qu.:14.83 Class :character Class :character Medium\_dist: 986   
## Median :18.56 Mode :character Mode :character Short\_dist :2971   
## Mean :20.34   
## 3rd Qu.:23.58   
## Max. :55.00   
## TipIsGiven passenger\_groups paidTolls hcpck claKM   
## No :2882 Couple: 345 No :4580 kHP-1:1930 kKM-3: 844   
## Yes:1741 Group : 395 Yes: 43 kHP-2:1634 kKM-5:2353   
## Single:3883 kHP-3: 262 kKM-2: 486   
## kHP-4: 758 kKM-1: 831   
## kHP-5: 39 kKM-4: 109   
##   
## f.cost f.tt hcpckMCA hcpckMCA\_hcpck hcpckMCA\_claKM  
## (11,18] :1188 (10,15]: 913 1: 30 kHPmca-4: 43 kHPmca-2:1620   
## (18,30] : 724 (15,20]: 549 2:1620 kHPmca-3:2813 kHPmca-3:2813   
## (30,50] : 221 (20,60]: 756 3:2813 kHPmca-2:1620 kHPmca-1: 30   
## (50,129): 63 (5,10] :1511 4: 43 kHPmca-1: 30 kHPmca-4: 43   
## (8,11] :1151 [0,5] : 894 5: 117 kHPmca-5: 117 kHPmca-5: 117   
## [0,8] :1276

# Refactor

names(df)

## [1] "VendorID" "RateCodeID" "Pickup\_longitude"   
## [4] "Pickup\_latitude" "Dropoff\_longitude" "Dropoff\_latitude"   
## [7] "Passenger\_count" "Trip\_distance" "Fare\_amount"   
## [10] "Extra" "MTA\_tax" "Tip\_amount"   
## [13] "Tolls\_amount" "improvement\_surcharge" "Total\_amount"   
## [16] "Payment\_type" "Trip\_type" "hour"   
## [19] "period" "tlenkm" "traveltime"   
## [22] "espeed" "pickup" "dropoff"   
## [25] "Trip\_distance\_range" "TipIsGiven" "passenger\_groups"   
## [28] "paidTolls" "hcpck" "claKM"   
## [31] "f.cost" "f.tt" "hcpckMCA"   
## [34] "hcpckMCA\_hcpck" "hcpckMCA\_claKM"

names(df)[names(df) == "VendorID"] <- "f.vendor\_id"  
names(df)[names(df) == "RateCodeID"] <- "f.code\_rate\_id"  
names(df)[names(df) == "Pickup\_longitude"] <- "q.pickup\_longitude"  
names(df)[names(df) == "Pickup\_latitude"] <- "q.pickup\_latitude"  
names(df)[names(df) == "Dropoff\_longitude"] <- "q.dropoff\_longitude"  
names(df)[names(df) == "Dropoff\_latitude"] <- "q.dropoff\_latitude"  
names(df)[names(df) == "Passenger\_count"] <- "q.passenger\_count"  
names(df)[names(df) == "Trip\_distance"] <- "q.trip\_distance"  
names(df)[names(df) == "Fare\_amount"] <- "q.fare\_amount"  
names(df)[names(df) == "Extra"] <- "q.extra"  
names(df)[names(df) == "MTA\_tax"] <- "f.mta\_tax"  
names(df)[names(df) == "Tip\_amount"] <- "q.tip\_amount"  
names(df)[names(df) == "Tolls\_amount"] <- "q.tolls\_amount"  
names(df)[names(df) == "improvement\_surcharge"] <- "f.improvement\_surcharge"  
names(df)[names(df) == "Total\_amount"] <- "target.total\_amount"  
names(df)[names(df) == "Payment\_type"] <- "f.payment\_type"  
names(df)[names(df) == "Trip\_type"] <- "f.trip\_type"  
names(df)[names(df) == "hour"] <- "q.hour"  
names(df)[names(df) == "period"] <- "f.period"  
names(df)[names(df) == "tlenkm"] <- "q.tlenkm"  
names(df)[names(df) == "traveltime"] <- "q.traveltime"  
names(df)[names(df) == "espeed"] <- "q.espeed"  
names(df)[names(df) == "pickup"] <- "qual.pickup"  
names(df)[names(df) == "dropoff"] <- "qual.dropoff"  
names(df)[names(df) == "Trip\_distance\_range"] <- "f.trip\_distance\_range"  
names(df)[names(df) == "paidTolls"] <- "f.paid\_tolls"  
names(df)[names(df) == "TipIsGiven"] <- "target.tip\_is\_given"  
names(df)[names(df) == "passenger\_groups"] <- "f.passenger\_groups"  
#names(df)[names(df) == "f.cost"] <- ""  
#names(df)[names(df) == "f.tt"] <- ""  
  
df$hcpck <- NULL  
df$claKM <- NULL  
df$hcpckMCA <- NULL  
df$hcpckMCA\_hcpck <- NULL  
df$hcpckMCA\_claKM <- NULL  
  
names(df)

## [1] "f.vendor\_id" "f.code\_rate\_id"   
## [3] "q.pickup\_longitude" "q.pickup\_latitude"   
## [5] "q.dropoff\_longitude" "q.dropoff\_latitude"   
## [7] "q.passenger\_count" "q.trip\_distance"   
## [9] "q.fare\_amount" "q.extra"   
## [11] "f.mta\_tax" "q.tip\_amount"   
## [13] "q.tolls\_amount" "f.improvement\_surcharge"  
## [15] "target.total\_amount" "f.payment\_type"   
## [17] "f.trip\_type" "q.hour"   
## [19] "f.period" "q.tlenkm"   
## [21] "q.traveltime" "q.espeed"   
## [23] "qual.pickup" "qual.dropoff"   
## [25] "f.trip\_distance\_range" "target.tip\_is\_given"   
## [27] "f.passenger\_groups" "f.paid\_tolls"   
## [29] "f.cost" "f.tt"

Remove total amount equal to 0

df<-df[!(df$target.total\_amount=="0"),]

# Create factors needed for this deliverable (according to teacher’s video recording)

We must create: f.cost, f.dist, f.tt and f.hour. We already have f.cost and f.tt, so we will only have to create f.dist and f.hour:

## f.dist

df$f.dist[df$q.trip\_distance<=1.6] = "(0, 1.6]"  
df$f.dist[(df$q.trip\_distance>1.6) & (df$q.trip\_distance<=3)] = "(1.6, 3]"  
df$f.dist[(df$q.trip\_distance>3) & (df$q.trip\_distance<=5.5)] = "(3, 5.5]"  
df$f.dist[(df$q.trip\_distance>5.5) & (df$q.trip\_distance<=30)] = "(5.5, 30]"  
df$f.dist<-factor(df$f.dist)

## f.hour

df$f.hour[(df$q.hour>=17) & (df$q.hour<18)] = "17"  
df$f.hour[(df$q.hour>=18) & (df$q.hour<19)] = "18"  
df$f.hour[(df$q.hour>=19) & (df$q.hour<20)] = "19"  
df$f.hour[(df$q.hour>=20) & (df$q.hour<21)] = "20"  
df$f.hour[(df$q.hour>=21) & (df$q.hour<22)] = "21"  
df$f.hour[(df$q.hour>=22) & (df$q.hour<23)] = "22"  
df$f.hour[(df$q.hour<17)] = "other"  
df$f.hour[(df$q.hour>=23)] = "other"  
df$f.hour<-factor(df$f.hour)

## f.espeed

df$f.espeed[(df$q.espeed>=3) & (df$q.espeed<10)] = "[03,10)"  
df$f.espeed[(df$q.espeed>=10) & (df$q.espeed<20)] = "[10,20)"  
df$f.espeed[(df$q.espeed>=20) & (df$q.espeed<30)] = "[20,30)"  
df$f.espeed[(df$q.espeed>=30) & (df$q.espeed<40)] = "[30,40)"  
df$f.espeed[(df$q.espeed>=40) & (df$q.espeed<50)] = "[40,50)"  
df$f.espeed[(df$q.espeed>=50) & (df$q.espeed<=55)] = "[50,55]"  
df$f.espeed<-factor(df$f.espeed)

# Listing out variables

vars\_con<-names(df)[c(3:10,12:13,15,18,20:22)];  
vars\_dis<-names(df)[c(1:2,16,19,27:32)];   
vars\_res<-names(df)[c(15,27)];  
vars\_cexp<-vars\_con[c(5:10,12:15)];

# Useful information

## Y (Numeric Target).

This variable will be the target for linear model building (connected to blocks Statistical Modeling I and II).

# Quantitative Logistics Regression (explanatory variables numeric only)

Steps to follow:

1. Enter all relevant numerical variables in the model
2. See if you need to replace a number with its equivalent factor
3. Add to the best model of step 2, the main effects of the factors and retain the significant net effects.
4. Add interactions: between factor-factor and between factor-numeric (doubles).
5. Diagnosis of waste and observations. Lack of adjustment and / or influential.

Before we begin to see correlations with our target, we should consider the normality of this.

## Normality

hist(df$target.total\_amount,50,freq=F,col="darkslateblue",border = "darkslateblue")  
mm<-mean(df$target.total\_amount);ss<-sd(df$target.total\_amount)  
curve(dnorm(x,mean=mm,sd=ss),col="red",lwd=2,lty=3, add=T)

![](data:image/png;base64,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)

shapiro.test(df$target.total\_amount)

##   
## Shapiro-Wilk normality test  
##   
## data: df$target.total\_amount  
## W = 0.73071, p-value < 2.2e-16

We see that the target total\_amount is not normally distributed for the following reasons:

* graph: there is no symmetry in the plot
* shapiro: we see that the p-value is too large to accept the assumption that target.total\_amount is normally distributed

### Symmetry

skewness(df$target.total\_amount)

## [1] 3.176789

Normal data should have 0 skewness: we see that our data is right skewed (3.18).

### Kurtosis

kurtosis(df$target.total\_amount)

## [1] 21.09556

Normal data should be 3. We have 21.1, so, in this case, our data is not normal.

## Method 1: take the most correlated variables

# we use spearman method since out target is not normally distributed  
round(cor(df[,c("target.total\_amount",vars\_cexp)], method="spearman"),dig=2)

## target.total\_amount q.passenger\_count q.trip\_distance  
## target.total\_amount 1.00 0.01 0.93  
## q.passenger\_count 0.01 1.00 0.01  
## q.trip\_distance 0.93 0.01 1.00  
## q.fare\_amount 0.97 0.01 0.95  
## q.extra 0.03 0.05 -0.05  
## q.tip\_amount 0.41 -0.01 0.26  
## q.tolls\_amount 0.15 0.01 0.14  
## q.hour -0.01 0.01 -0.05  
## q.tlenkm 0.91 0.00 0.98  
## q.traveltime 0.90 -0.01 0.87  
## q.espeed 0.29 0.02 0.46  
## q.fare\_amount q.extra q.tip\_amount q.tolls\_amount q.hour  
## target.total\_amount 0.97 0.03 0.41 0.15 -0.01  
## q.passenger\_count 0.01 0.05 -0.01 0.01 0.01  
## q.trip\_distance 0.95 -0.05 0.26 0.14 -0.05  
## q.fare\_amount 1.00 -0.06 0.25 0.14 -0.04  
## q.extra -0.06 1.00 0.02 -0.02 0.32  
## q.tip\_amount 0.25 0.02 1.00 0.11 0.02  
## q.tolls\_amount 0.14 -0.02 0.11 1.00 -0.01  
## q.hour -0.04 0.32 0.02 -0.01 1.00  
## q.tlenkm 0.94 -0.03 0.25 0.14 -0.04  
## q.traveltime 0.93 -0.03 0.22 0.11 -0.02  
## q.espeed 0.28 -0.01 0.14 0.12 -0.07  
## q.tlenkm q.traveltime q.espeed  
## target.total\_amount 0.91 0.90 0.29  
## q.passenger\_count 0.00 -0.01 0.02  
## q.trip\_distance 0.98 0.87 0.46  
## q.fare\_amount 0.94 0.93 0.28  
## q.extra -0.03 -0.03 -0.01  
## q.tip\_amount 0.25 0.22 0.14  
## q.tolls\_amount 0.14 0.11 0.12  
## q.hour -0.04 -0.02 -0.07  
## q.tlenkm 1.00 0.88 0.45  
## q.traveltime 0.88 1.00 0.05  
## q.espeed 0.45 0.05 1.00

We see that the diagonal is full of ‘1’, since this command gives us the correlation between the same variable. Apart from this diagonal, however, there are more high correlations. Let’s see which ones are correlated with our target:

* q.fare\_amount: 0.97
* q.trip\_distance: 0.93
* q.tlenkm: 0.91 (like trip\_distance)
* q.traveltime: 0.90
* q.tip\_amount: 0.41 (not much, but must be taken into account)
* q.espeed: 0.29 (not much, but must be taken into account)
* q.tolls\_amount: 0.15 (not much, but must be taken into account)
* we can see that some of them are not correlated:
  + q.extra (0.03)
  + q.passenger\_count (0.01)
  + q.hour (-0.01)

After seeing the correlation, to make an initial model, we should select the ones that are most correlated, which are:

* q.fare\_amount
* q.trip\_distance (we are not taking tlenkm because of redundance)
* q.traveltime
* q.tip\_amount
* q.espeed
* q.tolls\_amount

## Method 2: take the entire dataset with a condes

res.con <- condes(df,num.var=which(names(df)=="target.total\_amount"))

res.con$quanti

## correlation p.value  
## q.fare\_amount 0.94425003 0.000000e+00  
## q.trip\_distance 0.89702734 0.000000e+00  
## q.tlenkm 0.88671294 0.000000e+00  
## q.traveltime 0.76448863 0.000000e+00  
## q.tip\_amount 0.56622837 0.000000e+00  
## q.espeed 0.39683909 9.313540e-174  
## q.tolls\_amount 0.25751662 9.659999e-71  
## q.hour -0.03110910 3.465376e-02  
## q.pickup\_longitude -0.04064371 5.775239e-03  
## q.dropoff\_longitude -0.06391905 1.401371e-05  
## q.pickup\_latitude -0.12322848 4.560732e-17  
## q.dropoff\_latitude -0.14812217 4.926074e-24

Com hem pogut veure abans, les variables més correlacionades són:

* q.fare\_amount: 0.94
  + it is normal for the rate to go up when the price goes up
* q.trip\_distance: 0.90
  + the more distance, the more time, and therefore the more price
* q.tlenkm: 0.88
  + just like the previous one
* q.traveltime: 0.76
  + the longer, the more price
* q.tip\_amount: 0.57
  + not so much related, but we can keep in mind that people tend to give a percentage of the total price
* q.espeed: 0.40
* q.tolls\_amount: 0.26

res.con$quali

## R2 p.value  
## f.trip\_distance\_range 0.567177647 0.000000e+00  
## f.cost 0.908376615 0.000000e+00  
## f.tt 0.539010171 0.000000e+00  
## f.dist 0.636791987 0.000000e+00  
## f.espeed 0.171132867 1.210354e-184  
## f.paid\_tolls 0.079593357 4.072991e-85  
## target.tip\_is\_given 0.057803014 1.250800e-61  
## f.payment\_type 0.052910669 4.024719e-55  
## f.code\_rate\_id 0.018930689 6.290954e-21  
## f.mta\_tax 0.005160632 1.044478e-06  
## f.trip\_type 0.003203349 1.204051e-04  
## f.improvement\_surcharge 0.002760154 3.583467e-04  
## qual.dropoff 0.008369578 2.171667e-02

To talk about factor variables, we need to visualize res.con$quali. So let’s see:

* f.trip\_distance\_range
  + we see that they are totally related, just as we see with que.trip\_distance, since the longer distance, the longer time, and therefore the more price
* f.cost
  + is equivalent to our target
* f.tt
  + he longer time, the more price
* f.dist
  + just like with f.trip\_distance\_range
* f.paid\_tolls
  + if you pay more, it means that the trip has lasted longer, and therefore has been longer, and is more likely to have gone through more tolls
* target.tip\_is\_given
  + just like before, but we can keep in mind that people tend to give a percentage of the total price

## Method 3: if few explanatory variables are available -> take all of them

vars\_cexp

## [1] "q.passenger\_count" "q.trip\_distance" "q.fare\_amount"   
## [4] "q.extra" "q.tip\_amount" "q.tolls\_amount"   
## [7] "q.hour" "q.tlenkm" "q.traveltime"   
## [10] "q.espeed"

cor(df$q.trip\_distance,df$q.tlenkm)

## [1] 0.9951289

To give an example, we see that the two distances we have, trip\_distance and tlenkm, are closely related, since they represent the same.

### Model 1

model\_1 <- lm(  
 target.total\_amount~.  
 ,data=df[,c("target.total\_amount",vars\_cexp)]  
);summary(model\_1)

##   
## Call:  
## lm(formula = target.total\_amount ~ ., data = df[, c("target.total\_amount",   
## vars\_cexp)])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.562 -0.198 -0.055 0.071 94.934   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.153602 0.189353 11.373 < 2e-16 \*\*\*  
## q.passenger\_count 0.008078 0.036749 0.220 0.826033   
## q.trip\_distance 0.241864 0.160027 1.511 0.130756   
## q.fare\_amount 0.907127 0.014705 61.687 < 2e-16 \*\*\*  
## q.extra 1.072076 0.107278 9.993 < 2e-16 \*\*\*  
## q.tip\_amount 1.045374 0.023134 45.189 < 2e-16 \*\*\*  
## q.tolls\_amount 1.032744 0.077728 13.287 < 2e-16 \*\*\*  
## q.hour -0.000386 0.005808 -0.066 0.947009   
## q.tlenkm 0.303267 0.091687 3.308 0.000948 \*\*\*  
## q.traveltime -0.062887 0.008534 -7.369 2.02e-13 \*\*\*  
## q.espeed -0.070566 0.007275 -9.700 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.581 on 4600 degrees of freedom  
## Multiple R-squared: 0.934, Adjusted R-squared: 0.9338   
## F-statistic: 6506 on 10 and 4600 DF, p-value: < 2.2e-16

Model\_1 explains 93.4% of the variability of the target. We also see, according to the F-statistic, that it should be rejected.

We cannot use variables that are so correlated at the same time to act as explanatory variables. Therefore, we need to make a model in which we do not have these correlations.

But first, let’s see which of them are that correlated:

vif(model\_1) # Check association between explanatory vars

## q.passenger\_count q.trip\_distance q.fare\_amount q.extra   
## 1.004241 137.215426 10.203484 1.071071   
## q.tip\_amount q.tolls\_amount q.hour q.tlenkm   
## 1.247479 1.069987 1.073015 116.473412   
## q.traveltime q.espeed   
## 5.069225 2.779880

When the variance inflation factor is greater than 5, we need to consider whether or not we keep a variable.

* q.trip\_distance: 137.215426
* q.tlenkm: 116.473412
* q.fare\_amount: 10.203484
* q.traveltime: 5.069225

In this case we have to choose how far we stay. Since we work better with km than with miles (or inches, or whatever it is), we could choose the variable q.tlenkm.

### Model 1 with BIC

model\_1\_bic <- step( model\_1, k=log(nrow(df)) )

## Start: AIC=8826.82  
## target.total\_amount ~ q.passenger\_count + q.trip\_distance + q.fare\_amount +   
## q.extra + q.tip\_amount + q.tolls\_amount + q.hour + q.tlenkm +   
## q.traveltime + q.espeed  
##   
## Df Sum of Sq RSS AIC  
## - q.hour 1 0.0 30650 8818.4  
## - q.passenger\_count 1 0.3 30650 8818.4  
## - q.trip\_distance 1 15.2 30665 8820.7  
## <none> 30649 8826.8  
## - q.tlenkm 1 72.9 30722 8829.3  
## - q.traveltime 1 361.8 31011 8872.5  
## - q.espeed 1 626.9 31276 8911.8  
## - q.extra 1 665.4 31315 8917.4  
## - q.tolls\_amount 1 1176.2 31826 8992.0  
## - q.tip\_amount 1 13605.8 44255 10512.3  
## - q.fare\_amount 1 25354.6 56004 11597.9  
##   
## Step: AIC=8818.39  
## target.total\_amount ~ q.passenger\_count + q.trip\_distance + q.fare\_amount +   
## q.extra + q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime +   
## q.espeed  
##   
## Df Sum of Sq RSS AIC  
## - q.passenger\_count 1 0.3 30650 8810.0  
## - q.trip\_distance 1 15.3 30665 8812.2  
## <none> 30650 8818.4  
## - q.tlenkm 1 72.9 30722 8820.9  
## - q.traveltime 1 362.0 31012 8864.1  
## - q.espeed 1 629.8 31279 8903.7  
## - q.extra 1 702.0 31351 8914.4  
## - q.tolls\_amount 1 1176.2 31826 8983.6  
## - q.tip\_amount 1 13611.9 44261 10504.5  
## - q.fare\_amount 1 25371.8 56021 11590.9  
##   
## Step: AIC=8810  
## target.total\_amount ~ q.trip\_distance + q.fare\_amount + q.extra +   
## q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime +   
## q.espeed  
##   
## Df Sum of Sq RSS AIC  
## - q.trip\_distance 1 15.2 30665 8803.9  
## <none> 30650 8810.0  
## - q.tlenkm 1 73.0 30723 8812.5  
## - q.traveltime 1 362.1 31012 8855.7  
## - q.espeed 1 629.6 31279 8895.3  
## - q.extra 1 705.4 31355 8906.5  
## - q.tolls\_amount 1 1176.9 31827 8975.3  
## - q.tip\_amount 1 13614.4 44264 10496.3  
## - q.fare\_amount 1 25372.8 56023 11582.6  
##   
## Step: AIC=8803.85  
## target.total\_amount ~ q.fare\_amount + q.extra + q.tip\_amount +   
## q.tolls\_amount + q.tlenkm + q.traveltime + q.espeed  
##   
## Df Sum of Sq RSS AIC  
## <none> 30665 8803.9  
## - q.traveltime 1 387 31052 8853.2  
## - q.espeed 1 615 31280 8886.9  
## - q.extra 1 700 31365 8899.5  
## - q.tolls\_amount 1 1165 31830 8967.4  
## - q.tlenkm 1 1873 32538 9068.8  
## - q.tip\_amount 1 13724 44389 10500.9  
## - q.fare\_amount 1 33519 64184 12201.2

The BIC has been eliminating the variables it has considered, without worsening the AIC. However, since it does not take into account either correlations or concepts, it is probably not optimal.

Let’s see how it turned out:

vif(model\_1\_bic)

## q.fare\_amount q.extra q.tip\_amount q.tolls\_amount q.tlenkm   
## 7.898396 1.008633 1.241575 1.065918 9.377307   
## q.traveltime q.espeed   
## 4.984224 2.717538

Note that tlenkm still has a vif greater than 5 (9.377307), and so does fare\_amount (7.898396).

summary(model\_1\_bic)

##   
## Call:  
## lm(formula = target.total\_amount ~ q.fare\_amount + q.extra +   
## q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime +   
## q.espeed, data = df[, c("target.total\_amount", vars\_cexp)])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.203 -0.196 -0.053 0.070 94.855   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.103354 0.160998 13.064 < 2e-16 \*\*\*  
## q.fare\_amount 0.917656 0.012937 70.932 < 2e-16 \*\*\*  
## q.extra 1.067019 0.104097 10.250 < 2e-16 \*\*\*  
## q.tip\_amount 1.047409 0.023077 45.387 < 2e-16 \*\*\*  
## q.tolls\_amount 1.025892 0.077574 13.225 < 2e-16 \*\*\*  
## q.tlenkm 0.436186 0.026014 16.768 < 2e-16 \*\*\*  
## q.traveltime -0.064484 0.008461 -7.621 3.04e-14 \*\*\*  
## q.espeed -0.069090 0.007192 -9.606 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.581 on 4603 degrees of freedom  
## Multiple R-squared: 0.9339, Adjusted R-squared: 0.9338   
## F-statistic: 9295 on 7 and 4603 DF, p-value: < 2.2e-16

However, we see that it continues to explain much of the variability of our target (93.39%).

Therefore, we will try to make a model manually based on what model\_1\_bic has shown us and our knowledge of the data:

### Model 2

model\_2 <- lm(  
 target.total\_amount~   
 q.passenger\_count +  
 q.fare\_amount +  
 q.extra +   
 q.tip\_amount +  
 q.tolls\_amount +  
 q.hour +   
 q.tlenkm +  
 q.traveltime +  
 q.espeed   
 ,  
 data=df[,c("target.total\_amount",vars\_cexp)]  
);summary(model\_2)

##   
## Call:  
## lm(formula = target.total\_amount ~ q.passenger\_count + q.fare\_amount +   
## q.extra + q.tip\_amount + q.tolls\_amount + q.hour + q.tlenkm +   
## q.traveltime + q.espeed, data = df[, c("target.total\_amount",   
## vars\_cexp)])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.205 -0.197 -0.052 0.071 94.859   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.1016961 0.1862386 11.285 < 2e-16 \*\*\*  
## q.passenger\_count 0.0074884 0.0367525 0.204 0.839   
## q.fare\_amount 0.9176846 0.0129422 70.907 < 2e-16 \*\*\*  
## q.extra 1.0684221 0.1072657 9.961 < 2e-16 \*\*\*  
## q.tip\_amount 1.0475525 0.0230918 45.365 < 2e-16 \*\*\*  
## q.tolls\_amount 1.0257256 0.0775996 13.218 < 2e-16 \*\*\*  
## q.hour -0.0005778 0.0058073 -0.100 0.921   
## q.tlenkm 0.4361459 0.0260205 16.762 < 2e-16 \*\*\*  
## q.traveltime -0.0645068 0.0084674 -7.618 3.1e-14 \*\*\*  
## q.espeed -0.0691571 0.0072157 -9.584 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.582 on 4601 degrees of freedom  
## Multiple R-squared: 0.9339, Adjusted R-squared: 0.9338   
## F-statistic: 7226 on 9 and 4601 DF, p-value: < 2.2e-16

We see that the explainability is now 93.39%.

vif(model\_2) # Check association between explanatory vars

## q.passenger\_count q.fare\_amount q.extra q.tip\_amount   
## 1.004128 7.901266 1.070527 1.242636   
## q.tolls\_amount q.hour q.tlenkm q.traveltime   
## 1.066168 1.072503 9.378271 4.989265   
## q.espeed   
## 2.734212

Even so, owning one is still beyond the reach of the average person.

We try to make a new model without the distance:

### Model 3

model\_3 <- lm(  
 target.total\_amount~   
 q.passenger\_count +  
 q.fare\_amount +  
 q.extra +   
 q.tip\_amount +  
 q.tolls\_amount +  
 q.hour +   
 q.traveltime +  
 q.espeed   
 ,  
 data=df[,c("target.total\_amount",vars\_cexp)]  
);summary(model\_3)

##   
## Call:  
## lm(formula = target.total\_amount ~ q.passenger\_count + q.fare\_amount +   
## q.extra + q.tip\_amount + q.tolls\_amount + q.hour + q.traveltime +   
## q.espeed, data = df[, c("target.total\_amount", vars\_cexp)])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.322 -0.251 0.000 0.117 95.540   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.2903616 0.1562258 1.859 0.0631 .   
## q.passenger\_count 0.0132996 0.0378522 0.351 0.7253   
## q.fare\_amount 1.0440693 0.0108341 96.369 <2e-16 \*\*\*  
## q.extra 1.1208455 0.1104332 10.150 <2e-16 \*\*\*  
## q.tip\_amount 1.0607708 0.0237700 44.627 <2e-16 \*\*\*  
## q.tolls\_amount 1.0842604 0.0798441 13.580 <2e-16 \*\*\*  
## q.hour -0.0001983 0.0059813 -0.033 0.9736   
## q.traveltime -0.0089434 0.0080250 -1.114 0.2651   
## q.espeed 0.0052878 0.0058573 0.903 0.3667   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.659 on 4602 degrees of freedom  
## Multiple R-squared: 0.9299, Adjusted R-squared: 0.9298   
## F-statistic: 7630 on 8 and 4602 DF, p-value: < 2.2e-16

We see that the explainability is now 92.99%.

vif(model\_3) # Check association between explanatory vars

## q.passenger\_count q.fare\_amount q.extra q.tip\_amount   
## 1.004039 5.219389 1.069616 1.241186   
## q.tolls\_amount q.hour q.traveltime q.espeed   
## 1.064009 1.072486 4.224578 1.698328

The live ones are fine now. Still, we’ve pulled the distance, which conceptually we can’t afford. Therefore, we will try to remove another variable with a high vif (q.fare\_amount), instead of q.tlenkm:

### Model 4

model\_4 <- lm(  
 target.total\_amount~   
 q.passenger\_count +  
 q.extra +   
 q.tip\_amount +  
 q.tolls\_amount +  
 q.hour +   
 q.tlenkm +  
 q.traveltime +  
 q.espeed   
 ,  
 data=df[,c("target.total\_amount",vars\_cexp)]  
);summary(model\_4)

##   
## Call:  
## lm(formula = target.total\_amount ~ q.passenger\_count + q.extra +   
## q.tip\_amount + q.tolls\_amount + q.hour + q.tlenkm + q.traveltime +   
## q.espeed, data = df[, c("target.total\_amount", vars\_cexp)])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -44.146 -0.613 -0.248 0.192 94.727   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 4.548119 0.264727 17.180 < 2e-16 \*\*\*  
## q.passenger\_count 0.004933 0.053162 0.093 0.92607   
## q.extra 0.552686 0.154800 3.570 0.00036 \*\*\*  
## q.tip\_amount 1.227130 0.033200 36.961 < 2e-16 \*\*\*  
## q.tolls\_amount 1.308155 0.112098 11.670 < 2e-16 \*\*\*  
## q.hour 0.007250 0.008399 0.863 0.38806   
## q.tlenkm 1.511058 0.030591 49.396 < 2e-16 \*\*\*  
## q.traveltime 0.182147 0.011167 16.312 < 2e-16 \*\*\*  
## q.espeed -0.054416 0.010433 -5.216 1.91e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 3.734 on 4602 degrees of freedom  
## Multiple R-squared: 0.8617, Adjusted R-squared: 0.8615   
## F-statistic: 3585 on 8 and 4602 DF, p-value: < 2.2e-16

We see that the explainability is now 86.17%.

vif(model\_4) # Check association between explanatory vars

## q.passenger\_count q.extra q.tip\_amount q.tolls\_amount   
## 1.004128 1.065604 1.227688 1.063359   
## q.hour q.tlenkm q.traveltime q.espeed   
## 1.072115 6.195063 4.147204 2.731942

Despite having high vifs, we still have high explicability of the variability of our target and, given that the variable we have taken out we can remove with time and distance from the trip, we do not need it.

So we continue to stay with this variable and make new models. We apply BIC to help us a little:

model\_4\_bic <- step( model\_4, k=log(nrow(df)) )

## Start: AIC=12217.36  
## target.total\_amount ~ q.passenger\_count + q.extra + q.tip\_amount +   
## q.tolls\_amount + q.hour + q.tlenkm + q.traveltime + q.espeed  
##   
## Df Sum of Sq RSS AIC  
## - q.passenger\_count 1 0 64174 12209  
## - q.hour 1 10 64184 12210  
## <none> 64174 12217  
## - q.extra 1 178 64351 12222  
## - q.espeed 1 379 64553 12236  
## - q.tolls\_amount 1 1899 66073 12343  
## - q.traveltime 1 3710 67884 12468  
## - q.tip\_amount 1 19051 83224 13408  
## - q.tlenkm 1 34025 98198 14170  
##   
## Step: AIC=12208.94  
## target.total\_amount ~ q.extra + q.tip\_amount + q.tolls\_amount +   
## q.hour + q.tlenkm + q.traveltime + q.espeed  
##   
## Df Sum of Sq RSS AIC  
## - q.hour 1 10 64184 12201  
## <none> 64174 12209  
## - q.extra 1 179 64352 12213  
## - q.espeed 1 379 64553 12228  
## - q.tolls\_amount 1 1900 66073 12335  
## - q.traveltime 1 3710 67884 12460  
## - q.tip\_amount 1 19056 83230 13399  
## - q.tlenkm 1 34030 98204 14162  
##   
## Step: AIC=12201.24  
## target.total\_amount ~ q.extra + q.tip\_amount + q.tolls\_amount +   
## q.tlenkm + q.traveltime + q.espeed  
##   
## Df Sum of Sq RSS AIC  
## <none> 64184 12201  
## - q.extra 1 211 64395 12208  
## - q.espeed 1 391 64575 12221  
## - q.tolls\_amount 1 1902 66086 12328  
## - q.traveltime 1 3703 67887 12451  
## - q.tip\_amount 1 19088 83272 13393  
## - q.tlenkm 1 34063 98247 14156

Following BIC, we have to eliminate variables until the vif’s are less than 5. Therefore, the model that meets this is:

### Model 5

model\_5 <- lm(  
 target.total\_amount~   
 q.passenger\_count +  
 q.extra +  
 q.tip\_amount +  
 q.tolls\_amount +  
 q.tlenkm +  
 q.traveltime  
 ,  
 data=df  
);summary(model\_5)

##   
## Call:  
## lm(formula = target.total\_amount ~ q.passenger\_count + q.extra +   
## q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime,   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -43.380 -0.644 -0.251 0.211 94.956   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 3.582803 0.125371 28.578 < 2e-16 \*\*\*  
## q.passenger\_count 0.001889 0.053304 0.035 0.972   
## q.extra 0.605472 0.150868 4.013 6.08e-05 \*\*\*  
## q.tip\_amount 1.223749 0.033279 36.773 < 2e-16 \*\*\*  
## q.tolls\_amount 1.307289 0.112420 11.629 < 2e-16 \*\*\*  
## q.tlenkm 1.385255 0.019221 72.070 < 2e-16 \*\*\*  
## q.traveltime 0.221884 0.008248 26.901 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 3.745 on 4604 degrees of freedom  
## Multiple R-squared: 0.8609, Adjusted R-squared: 0.8607   
## F-statistic: 4748 on 6 and 4604 DF, p-value: < 2.2e-16

We see that the explainability is now 86.09%

vif(model\_5) # Check association between explanatory vars

## q.passenger\_count q.extra q.tip\_amount q.tolls\_amount   
## 1.003687 1.006299 1.226347 1.063286   
## q.tlenkm q.traveltime   
## 2.431645 2.249571

There is no vif that exceeds 5.

Let’s now discriminate the variables independently:

marginalModelPlots(model\_5)
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We see that there is not much mismatch of the marginal variables. If there were any, we would have to transform our explanatory variables.

## Diagnostics

par(mfrow=c(2,2))  
plot(model\_5, id.n=0 )
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par(mfrow=c(1,1))

Looking at the results, we can say that:

* There is no normality
* And, in terms of the Residual vs Leverage graph, our variables are within the R model, but it’s not very reliable, so it doesn’t help us much.

All this is due to the fact that our target variable was no longer normally distributed. To solve this, we apply the logarithm:

model\_6 <- lm(  
 log(target.total\_amount)~   
 q.passenger\_count +  
 q.extra +  
 q.tip\_amount +  
 q.tolls\_amount +  
 q.tlenkm +  
 q.traveltime  
 ,  
 data=df  
);summary(model\_6)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ q.passenger\_count + q.extra +   
## q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime,   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.49383 -0.10927 0.03793 0.14491 2.68692   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.8572872 0.0084592 219.558 < 2e-16 \*\*\*  
## q.passenger\_count -0.0014091 0.0035967 -0.392 0.695   
## q.extra 0.0704555 0.0101797 6.921 5.09e-12 \*\*\*  
## q.tip\_amount 0.0624228 0.0022454 27.800 < 2e-16 \*\*\*  
## q.tolls\_amount 0.0308942 0.0075854 4.073 4.72e-05 \*\*\*  
## q.tlenkm 0.0550138 0.0012969 42.419 < 2e-16 \*\*\*  
## q.traveltime 0.0220808 0.0005565 39.676 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.2527 on 4604 degrees of freedom  
## Multiple R-squared: 0.7951, Adjusted R-squared: 0.7948   
## F-statistic: 2978 on 6 and 4604 DF, p-value: < 2.2e-16

We see that when doing the logarithm, the coefficient of determination is getting lower and lower, now it is 79.51%. We have seen that it has gotten worse than the previous model. Therefore, we discard it. We will work with model\_5.

However, let’s remember the last three models we used:

* Model 4
  + Coefficient of determination = 86,17%
  + VIFs:
    - q.passenger\_count: 1.004128
    - q.extra: 1.065604
    - q.tip\_amount: 1.227688
    - q.tolls\_amount: 1.063359
    - q.hour: 1.072115
    - q.tlenkm: 6.195063
    - q.traveltime: 4.147204
    - q.espeed: 2.731942
* Model 5
  + Coefficient of determination = 86.09%
  + VIFs:
    - q.passenger\_count: 1.003687
    - q.extra: 1.006299
    - q.tip\_amount: 1.226347
    - q.tolls\_amount: 1.063286
    - q.tlenkm: 2.431645
    - q.traveltime: .249571
* Model 6
  + Coefficient of determination = 79.51%
  + VIFs:
    - q.passenger\_count: 1.003687
    - q.extra: 1.006299
    - q.tip\_amount: 1.226347
    - q.tolls\_amount: 1.063286
    - q.tlenkm: 2.431645
    - q.traveltime: 2.249571

According to the coefficient of explicability, the ranking is: model\_4 >> model\_5 >> model\_6. As for the VIFs, however, the ranking is: model\_6 >> model\_5 >> model\_4. Since VIFs are acceptable on both model\_5 and model\_6, and not acceptable on model\_4, the smartest option is to choose model\_5.

So, let’s look at the effects of this model:

Anova(model\_5)

## Anova Table (Type II tests)  
##   
## Response: target.total\_amount  
## Sum Sq Df F value Pr(>F)   
## q.passenger\_count 0 1 0.0013 0.9717   
## q.extra 226 1 16.1062 6.084e-05 \*\*\*  
## q.tip\_amount 18966 1 1352.2380 < 2.2e-16 \*\*\*  
## q.tolls\_amount 1897 1 135.2241 < 2.2e-16 \*\*\*  
## q.tlenkm 72851 1 5194.0555 < 2.2e-16 \*\*\*  
## q.traveltime 10150 1 723.6844 < 2.2e-16 \*\*\*  
## Residuals 64575 4604   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We see that now the net effects are significant.

library(effects)  
plot(allEffects(model\_5))

![](data:image/png;base64,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)

We see that our model defines the following:

* q.passenger\_count does not depend on target.total\_amount
* q.extra grows if target.total\_amount grows
* q.tip\_amount grows if target.total\_amount grows
* q.tolls\_amount grows if target.total\_amount grows
* q.tlenkm grows if target.total\_amount grows
* q.traveltime grows if target.total\_amount grows

par(mfrow=c(2,2))  
plot(model\_5, id.n=0 )
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par(mfrow=c(1,1))

We see that the residues are not completely optimal.

library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

boxcox(  
 target.total\_amount~   
 q.passenger\_count +  
 q.extra +  
 q.tip\_amount +  
 q.tolls\_amount +  
 q.tlenkm +  
 q.traveltime  
 ,  
 data=df  
)
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We see the lambda parameter estimation method in the boxcox method. This gives us an idea of the power to which we need to raise the target variable in order to improve the properties of the linear model.

It is worth trying a new model with a square root in the target variable:

model\_7 <- lm(  
 sqrt(target.total\_amount)~   
 q.passenger\_count +  
 q.extra +  
 q.tip\_amount +  
 q.tolls\_amount +  
 q.tlenkm +  
 q.traveltime  
 ,  
 data=df  
);summary(model\_7)

##   
## Call:  
## lm(formula = sqrt(target.total\_amount) ~ q.passenger\_count +   
## q.extra + q.tip\_amount + q.tolls\_amount + q.tlenkm + q.traveltime,   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.7437 -0.1380 0.0139 0.1508 7.4872   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.3699317 0.0136357 173.804 < 2e-16 \*\*\*  
## q.passenger\_count -0.0013314 0.0057976 -0.230 0.818   
## q.extra 0.0977427 0.0164089 5.957 2.77e-09 \*\*\*  
## q.tip\_amount 0.1318869 0.0036195 36.438 < 2e-16 \*\*\*  
## q.tolls\_amount 0.1030452 0.0122272 8.428 < 2e-16 \*\*\*  
## q.tlenkm 0.1322517 0.0020905 63.262 < 2e-16 \*\*\*  
## q.traveltime 0.0357927 0.0008971 39.899 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4073 on 4604 degrees of freedom  
## Multiple R-squared: 0.8641, Adjusted R-squared: 0.8639   
## F-statistic: 4879 on 6 and 4604 DF, p-value: < 2.2e-16

We see that the coefficient has improved, from 85.09% (model\_5) to 86.41% (model\_7). But … is it worth it from a residual point of view?

par(mfrow=c(2,2))  
plot( model\_7, id.n=0 )
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par(mfrow=c(1,1))

We see we haven’t won too much. So we stick to model\_5.

## Using factors as explanatory variables

### Try to change numerical each regressor by its discretized factor

model\_8<-lm(log(target.total\_amount)~ q.extra + q.tip\_amount + q.tolls\_amount + f.improvement\_surcharge + q.espeed + log(q.tlenkm), data=df)  
summary(model\_8)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ q.extra + q.tip\_amount +   
## q.tolls\_amount + f.improvement\_surcharge + q.espeed + log(q.tlenkm),   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.14903 -0.06792 -0.01991 0.05069 2.77861   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.0982020 0.0205582 102.061 < 2e-16 \*\*\*  
## q.extra 0.0884882 0.0079393 11.146 < 2e-16 \*\*\*  
## q.tip\_amount 0.0655898 0.0017109 38.337 < 2e-16 \*\*\*  
## q.tolls\_amount 0.0428318 0.0058348 7.341 2.5e-13 \*\*\*  
## f.improvement\_surchargeYes -0.2523217 0.0194490 -12.974 < 2e-16 \*\*\*  
## q.espeed -0.0091816 0.0003899 -23.550 < 2e-16 \*\*\*  
## log(q.tlenkm) 0.6191131 0.0044464 139.239 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1953 on 4604 degrees of freedom  
## Multiple R-squared: 0.8777, Adjusted R-squared: 0.8775   
## F-statistic: 5505 on 6 and 4604 DF, p-value: < 2.2e-16

We see that the explainability is now 87.77%. The more influent effects in this models are the length in km of the trip and the tip amount given.

Anova(model\_8)

## Anova Table (Type II tests)  
##   
## Response: log(target.total\_amount)  
## Sum Sq Df F value Pr(>F)   
## q.extra 4.74 1 124.225 < 2.2e-16 \*\*\*  
## q.tip\_amount 56.03 1 1469.717 < 2.2e-16 \*\*\*  
## q.tolls\_amount 2.05 1 53.886 2.499e-13 \*\*\*  
## f.improvement\_surcharge 6.42 1 168.312 < 2.2e-16 \*\*\*  
## q.espeed 21.14 1 554.595 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 739.16 1 19387.533 < 2.2e-16 \*\*\*  
## Residuals 175.53 4604   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

vif(model\_8)

## q.extra q.tip\_amount q.tolls\_amount   
## 1.025199 1.192442 1.053741   
## f.improvement\_surcharge q.espeed log(q.tlenkm)   
## 1.027504 1.395417 1.545375

residualPlots(model\_8)
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## Test stat Pr(>|Test stat|)   
## q.extra 5.5432 3.135e-08 \*\*\*  
## q.tip\_amount -4.5251 6.189e-06 \*\*\*  
## q.tolls\_amount 0.0307 0.9755   
## f.improvement\_surcharge   
## q.espeed 13.5154 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 13.8598 < 2.2e-16 \*\*\*  
## Tukey test -0.6750 0.4997   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# vars\_enum<-c("q.extra","q.tip\_amount","q.tolls\_amount","f.improvement\_surcharge","tlenkm")  
# vars\_edis<-c("VendorID","RateCodeID","Payment\_type","period")  
#   
df$f.extra <- factor(df$q.extra)  
  
model\_9<-lm(  
 log(target.total\_amount)~   
 f.extra +   
 q.tip\_amount +   
 q.tolls\_amount +   
 f.improvement\_surcharge +   
 q.espeed +   
 log(q.tlenkm)   
 ,data=df  
)  
BIC(model\_8,model\_9)

## df BIC  
## model\_8 8 -1917.617  
## model\_9 9 -1939.860

We can see from the BIC that the model\_9 is better than the model\_8, so it is correct to consider extra as factor. Next, we will do the same with the tolls\_amount and use the factor we had already created (paid\_tolls).

model\_10<-lm(  
 log(target.total\_amount)~   
 f.extra +   
 q.tip\_amount +   
 f.paid\_tolls +   
 f.improvement\_surcharge +   
 q.espeed +   
 log(q.tlenkm)   
 ,data=df  
)  
BIC(model\_8,model\_9,model\_10)

## df BIC  
## model\_8 8 -1917.617  
## model\_9 9 -1939.860  
## model\_10 9 -1944.606

We see can see that it is correct to use the paid\_tolls factor to improve our model. We will try it now with the effective speed.

model\_11<-lm(  
 log(target.total\_amount)~   
 f.extra +   
 q.tip\_amount +   
 f.paid\_tolls +   
 f.improvement\_surcharge +   
 f.espeed +   
 log(q.tlenkm)   
 ,data=df  
)  
BIC(model\_8,model\_9,model\_10,model\_11)

## df BIC  
## model\_8 8 -1917.617  
## model\_9 9 -1939.860  
## model\_10 9 -1944.606  
## model\_11 13 -1963.320

We can see that the best approach is the model\_10, so we are going to stick to it for now.

model\_12 <- model\_10  
  
Anova(model\_12)

## Anova Table (Type II tests)  
##   
## Response: log(target.total\_amount)  
## Sum Sq Df F value Pr(>F)   
## f.extra 5.89 2 77.880 < 2.2e-16 \*\*\*  
## q.tip\_amount 55.28 1 1460.732 < 2.2e-16 \*\*\*  
## f.paid\_tolls 2.12 1 55.915 9.007e-14 \*\*\*  
## f.improvement\_surcharge 5.88 1 155.314 < 2.2e-16 \*\*\*  
## q.espeed 18.07 1 477.567 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 730.06 1 19292.288 < 2.2e-16 \*\*\*  
## Residuals 174.19 4603   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

summary(model\_12)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ f.extra + q.tip\_amount +   
## f.paid\_tolls + f.improvement\_surcharge + q.espeed + log(q.tlenkm),   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.13181 -0.06786 -0.01713 0.04833 2.75572   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.0895877 0.0205470 101.698 < 2e-16 \*\*\*  
## f.extra0.5 0.0158044 0.0064600 2.446 0.0145 \*   
## f.extra1 0.1027775 0.0083225 12.349 < 2e-16 \*\*\*  
## q.tip\_amount 0.0653075 0.0017087 38.220 < 2e-16 \*\*\*  
## f.paid\_tollsYes 0.2296901 0.0307168 7.478 9.01e-14 \*\*\*  
## f.improvement\_surchargeYes -0.2424837 0.0194571 -12.462 < 2e-16 \*\*\*  
## q.espeed -0.0087026 0.0003982 -21.853 < 2e-16 \*\*\*  
## log(q.tlenkm) 0.6171457 0.0044432 138.897 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1945 on 4603 degrees of freedom  
## Multiple R-squared: 0.8786, Adjusted R-squared: 0.8784   
## F-statistic: 4759 on 7 and 4603 DF, p-value: < 2.2e-16

We can see from the Anova test that f.extra has 2 freedom degrees and globally it does have a significant net effect once the other variables are in the model.

We are going to take a look at the residues.

par(mfrow=c(2,2))  
plot( model\_12, id.n=0 )
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par(mfrow=c(1,1))

Looking at the results, we can say that:

* There is no normality
* And, in terms of the Residual vs Leverage graph, our variables are within the R model, but it’s not very reliable, so it doesn’t help us much.

We proceed to take a look at the influence plot to check our influent residuals for model\_12.

influencePlot( model\_12, id=c(list="noteworthy",n=5))
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## StudRes Hat CookD  
## 194151 -1.4165961 0.027830775 0.0071794393  
## 211894 11.8720921 0.010543346 0.1821960413  
## 604912 -2.2551896 0.034191469 0.0224862744  
## 636795 10.7789754 0.010322738 0.1477856180  
## 638666 -2.3209123 0.035346786 0.0246486143  
## 646551 12.3519800 0.001824547 0.0337490049  
## 710390 -1.2640287 0.027396540 0.0056250635  
## 761529 10.6109774 0.010077102 0.1398787908  
## 896291 0.4256356 0.027534736 0.0006413128  
## 952547 12.6484050 0.002931994 0.0568424885  
## 1208612 14.4971050 0.001762369 0.0443645191  
## 1237379 14.0568677 0.009901130 0.2368806919  
## 1345546 -11.1335622 0.012642289 0.1932327624

We see this model as a disaster. That is, we have a student waste of the order of 35. We can confirm that this is too much. We have to compare student waste with a normal standard. Therefore, we would say that the model we have so far is a model that has a serious waste problem.

Intento treure outliers multivariants de total\_amount i tlenkm:

library(mvoutlier)  
library(chemometrics)  
multivariant\_outliers <- Moutlier(df[, c(15,20)], quantile = 0.995)
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multivariant\_outliers$cutoff

## [1] 3.255247

par(mfrow=c(1,1))  
plot(multivariant\_outliers$md, multivariant\_outliers$rd, type="n")  
text(multivariant\_outliers$md, multivariant\_outliers$rd, labels=rownames(df[, c(15,20)]), cex=0.5)
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ll\_mvoutliers<-c('1237379', '1208612', '1171898', '488540', '211894', '638666', '329000', '1175981', '604912')  
  
df <- df[!(row.names(df) %in% ll\_mvoutliers),]  
  
multivariant\_outliers <- Moutlier(df[, c(15,20)], quantile = 0.995)
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multivariant\_outliers$cutoff

## [1] 3.255247

par(mfrow=c(1,1))  
plot(multivariant\_outliers$md, multivariant\_outliers$rd, type="n")  
text(multivariant\_outliers$md, multivariant\_outliers$rd, labels=rownames(df[, c(15,20)]), cex=0.75)
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In order for this not to happen to us, we need to work on the variable q.tlenkm.

So let’s create a new model that does not give so many problems:

model\_13<-lm(  
 log(target.total\_amount)~   
 f.extra +   
 q.tip\_amount +   
 f.paid\_tolls +   
 f.improvement\_surcharge +   
 q.espeed +   
 log(q.tlenkm)  
 ,data=df  
)  
  
summary(model\_13)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ f.extra + q.tip\_amount +   
## f.paid\_tolls + f.improvement\_surcharge + q.espeed + log(q.tlenkm),   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.10502 -0.06679 -0.01703 0.04902 2.42599   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.0557085 0.0190514 107.903 < 2e-16 \*\*\*  
## f.extra0.5 0.0175034 0.0059203 2.957 0.00313 \*\*   
## f.extra1 0.0999597 0.0076298 13.101 < 2e-16 \*\*\*  
## q.tip\_amount 0.0654379 0.0015946 41.038 < 2e-16 \*\*\*  
## f.paid\_tollsYes 0.2460097 0.0286456 8.588 < 2e-16 \*\*\*  
## f.improvement\_surchargeYes -0.2110400 0.0180607 -11.685 < 2e-16 \*\*\*  
## q.espeed -0.0089655 0.0003656 -24.521 < 2e-16 \*\*\*  
## log(q.tlenkm) 0.6234997 0.0040831 152.702 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1782 on 4594 degrees of freedom  
## Multiple R-squared: 0.8959, Adjusted R-squared: 0.8957   
## F-statistic: 5648 on 7 and 4594 DF, p-value: < 2.2e-16

vif(model\_13)

## GVIF Df GVIF^(1/(2\*Df))  
## f.extra 1.084371 2 1.020456  
## q.tip\_amount 1.182362 1 1.087365  
## f.paid\_tolls 1.050503 1 1.024941  
## f.improvement\_surcharge 1.034810 1 1.017256  
## q.espeed 1.457073 1 1.207093  
## log(q.tlenkm) 1.544211 1 1.242663

influencePlot( model\_13, id=c(list="noteworthy",n=5))
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## StudRes Hat CookD  
## 121215 0.4203763 0.0283169950 0.0006438531  
## 194151 -1.6787049 0.0297354741 0.0107912464  
## 360250 -2.4687439 0.0287198240 0.0225018374  
## 636795 12.0427760 0.0106079001 0.1884592859  
## 646551 13.5889482 0.0018308364 0.0407101663  
## 710390 -1.5203565 0.0292595595 0.0087064599  
## 761529 11.8520824 0.0103596683 0.1783934856  
## 856112 12.6825286 0.0009709111 0.0188829083  
## 892761 7.3439088 0.0157633181 0.1067424678  
## 896291 0.3892795 0.0283833874 0.0005534554  
## 952547 13.9202623 0.0029422996 0.0685992790  
## 1204489 11.2790483 0.0104108324 0.1628225229  
## 1345546 -12.0786387 0.0129275449 0.2315405486

After doing certain tests, taking into account the influences, the coefficients of explicability and the vifs, we decided that the best we can get is a model where q.tlenkm does not apply any operation.

So let’s analyze it:

residualPlots(model\_13)
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## Test stat Pr(>|Test stat|)   
## f.extra   
## q.tip\_amount -4.3322 1.508e-05 \*\*\*  
## f.paid\_tolls   
## f.improvement\_surcharge   
## q.espeed 14.0221 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 15.5948 < 2.2e-16 \*\*\*  
## Tukey test 1.0019 0.3164   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

In the residualPlots, what we find is, for each factor, a boxplot of its categories and, for each quantitative variable, a pearson graph.

Let’s use another tool to fully understand our model:

marginalModelPlots(model\_13)

## Warning in mmps(...): Interactions and/or factors skipped
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In relation to the variable q.tip\_amount, we see that there is a bit of mismatch, but not much, since tips given in cash are always declared as 0. Therefore, the data are not entirely real.

As for the variable q.tlenkm, we see that some observations do not follow the required pattern, and we have to modify them in some way.

How do we do that?

ll1<-Boxplot(rstudent(model\_13));ll1
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## [1] 4269 80 2621 4051 1385 3035 3802 2666 3211 2299 3021 2032 2711 2005 2434  
## [16] 1978 3838 4 3808 4243

ll1<-c(4269, 80, 2621)  
df[ll1,]

## f.vendor\_id f.code\_rate\_id q.pickup\_longitude q.pickup\_latitude  
## 1345546 f.Vendor-VeriFone Rate-Other -73.92619 40.76569  
## 24990 f.Vendor-Mobile Rate-1 -73.95438 40.80410  
## 825427 f.Vendor-Mobile Rate-1 -73.93534 40.63492  
## q.dropoff\_longitude q.dropoff\_latitude q.passenger\_count  
## 1345546 -73.93353 40.76379 1  
## 24990 -73.95515 40.80468 1  
## 825427 -73.93534 40.63492 1  
## q.trip\_distance q.fare\_amount q.extra f.mta\_tax q.tip\_amount  
## 1345546 10.42 5.0 0.0 No 0  
## 24990 5.60 2.5 0.5 Yes 0  
## 825427 5.50 2.5 0.5 Yes 0  
## q.tolls\_amount f.improvement\_surcharge target.total\_amount  
## 1345546 0 No 5.0  
## 24990 0 Yes 3.8  
## 825427 0 Yes 3.8  
## f.payment\_type f.trip\_type q.hour f.period q.tlenkm q.traveltime  
## 1345546 Cash Dispatch 9 Period morning 16.769364 60.0000000  
## 24990 No paid Street-Hail 3 Period night 9.012326 0.5333333  
## 825427 No paid Street-Hail 0 Period night 8.851392 0.2666667  
## q.espeed qual.pickup qual.dropoff f.trip\_distance\_range  
## 1345546 11.06889 09 11 Long\_dist  
## 24990 23.16672 03 03 Long\_dist  
## 825427 23.05353 00 00 Long\_dist  
## target.tip\_is\_given f.passenger\_groups f.paid\_tolls f.cost f.tt  
## 1345546 No Single No [0,8] (20,60]  
## 24990 No Single No [0,8] [0,5]  
## 825427 No Single No [0,8] [0,5]  
## f.dist f.hour f.espeed f.extra  
## 1345546 (5.5, 30] other [10,20) 0  
## 24990 (5.5, 30] other [20,30) 0.5  
## 825427 (3, 5.5] other [20,30) 0.5

Let’s see the strangest:

* 4269
  + target.total\_amount: 5.0
  + q.tip\_amount: 0
  + q.espeed: 11.06889
  + q.tlenkm: 16.769364
* 80
  + target.total\_amount: 3.8
  + q.tip\_amount: 0
  + q.espeed: 23.16672
  + q.tlenkm: 9.012326
* 2621
  + target.total\_amount: 3.8
  + q.tip\_amount: 0
  + q.espeed: 23.05353
  + q.tlenkm: 8.851392

Veiem que són observacionsa vastant normals. Tot i això, per exemple, podem destacar que la observació 4269, a la qual ja se li aplica una tarifa de 5$, per molts km és que hagi fet, el preu no ha pujat.

We do the same for the cook distance:

ll4 <- Boxplot(cooks.distance(model\_13));ll4

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABrVBMVEUAAAAAAAQAAAgAAAoAAA0AABAAABMAABQAABcAABwAACAAACEAACQAACgAADIAADoAAD4AAEkAAFgAAGYAAwAACgAADQAAECgAFwAAF2YAF28AF3wAICEAISAAIXwAKAAAKDoAKJAAKjoAKpAAMVEAMZAAMioAMpAAOigAOpAAOpwAWLYAZrYDAAAKAAANAAANKwANOksXAAAXADoXMgAXZtsXcP8dAAAdkNsgIQAhAAAhADooAAAqADoqKgAqkNsxkNsyAAAyAA0yADoykNs02/86AAA6ABc6ADo6AGY6Ojo6OpA6kNs6nf9JIgBJJQBRMQBRvP9YAABYZjpYtv9c//9mAABmADpmAGZmWABmgWZmtv9m2/9p2/97IAB7fDp72/98IQB8aiB82/+BHQCBKACBtmaB//+QKgCQOgCQOjqQOmaQZgCQkNuQnGaQnWaQ27aQ2/+dOgC2PgC2SQC2ZgC2tma2/7a2///bSQrbahPbeyDbkDHbkDrb2//b/7bb////gSL/gSj/nDr/nTr/oS3/tlj/tmb/vDL/vFH/25D//53//7b//9v///8FQj07AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAOL0lEQVR4nO2diXsbRxmHFwhgQhPTuEC4ablqUFso9005TAsKEApKISEtZzCUgqBLxSEwoXSJkPZvZmZnd7SyLHmvGe38vt/7PLHXsp6MpNcz8831bZQSaKJdvwDiFgoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBicjgVHxBO7Etztf0c2QcFpGh+epOniWP21D/WPs6MoGuiLaRTtj3f70tpDwWkSKcGLY+VyqsUm6qf5SF3E6pHZ0c1dv7yWUPB8pAUbk9ODyeJ4aC7mo+xC1+6QoeDp4fNWYrI/nj05ttf2q6FGxNIfxAtWQmMrOD6YJAcvjbLOOBcc2TY6Snv0sisjXbBuka3gRImdRgcT9eigaLSt4Kj0NSCkC9Z9bCE40THW1FRcZdkEWRTsuFy3ZD1uLjiJ8vBKP66rbxxFBy/dKPpgCnZTrlum+XTPTX2ZjYITI7gItWZPTYrnsg92Uq4HshpcdLbzkf5uNKerwyQpUXSy/Kv3UK4H4mwcPMx/mmbTHkMz2ZEEP5VVV/B8ZKbxsrm9g8nm53dVrge04Lyt1j6TfM5SvVV5U5XzZ8pOV39yUy5pB/tgcCgYnGaCk9a9EwV7orZgNfofzr59kg8n3JdL2lFXsI4446z2tltIo2BP1I2idb010zzJtkFStj9CsfE5FOyJ2oL1CHHxj3R7Dc6n/Yr53TblknbUbaKnRZ00qs/G7Iowz9/wZ0DBnqgdZJnltPJC+DqlAGxTQ07BnnAyDmYN7g9uJjrsPgj2wbvG0UyWnqjXbAzEKNgTnKoEp/YwaXnopcViIQV7o24NXhxX8jotNgRMGUXvltpNtN5Rei56LJXtiKDgXVO/D946AjaYYdLiWO+UoODd4iTIKiY64sMTCt4xbic64gEF75hWghe/2bDqX2hVQfeq4PoHz0k73Ai2U1kbg24K9oQjwd2VS9pBweC4Ftz3IGuZmsNuJCwuzKxdhVF/rxFeg0upOdRFdlDFXtgDaEEjXPCp1BzxILUX2zedBYNwwQadmqMwbS/S6enWOcjBnSPBYe2qjJXXYqfocsto/K2iezbwfPCSsHZV6hdpc+rYi/lI71aI7evnCf8lYe3JSiJ7ELgsOP+lbYNkCK624B/UrkrTyJzRRGcsU93JEFyNgGrw4rbpaE3WlXfqIOtpNQ5+Nhccv/9rNsxgH7wkmF2Vyu+1bBys/yaT6Kq6+OmVibr6SKY8id5baoHERNFZdsd488GGNJxdlfce+2RqBkXJ/h9G0Rt/rl755XH6ihKsxsLqXVz9+q5fYksaCFYBiGp4tx1d6bJct+SpOS5cN5cfODGPXf6eHgPH6pEHS3+hQmqwbsymWzbjdFyuD2L9VspJK835nJU0lnL6YB0ia8HtZvL69EllgUIpaWVi5jdW0lgKiqKLGhyjHADPxsGrb8nsF1x9k2IE533wFCURWmkcvNRZJI4WKdiEyChJWPJZ1VLSSo0aI516RE4f7Llcx6w0RLHN7V8EGCv9kJAo2nO5blmmqNRkOuM8V+XykaBxMhfdZbluKaWoTAudcaldFidYY6KSlnlYeyIYnybDJLPTASRPlr371fJA5NojIdNsokODMdFhpqHHZvIqO1e3/kjQNJvo0EBMdGQz6rpNMu1SPDjjkbBp1Adn29Jw+uB1nWcLFjNMykLpluFlnz6q6VqDvP5IyokOR+U6Jzl9suGMRzSCpiq9luuBbGlBLxnaaY/1R0QJ1jfYhZmL1pQ3vm96RJDg/A5hKKtJaba0cGq37PojcvrgYpgEMdFhlxa2XNgnC4misSY67NKC7XHXHwka4TW4tLQQFyeR1h8JGfbB4DCKBofjYHAoGJwGgotdHRBRNDxNougW4TMz3fmm+TjYU7mkHc3HwZ7KJe1o0Ad3kj+Kgj3RRPARg6xwaL6r0lO5pB0MssBhkAUOgyxwmjTRQGeT8OFcNDgUDE7d46PPlNvl1Z/clEvaUbcGqx7YHu9o0wtTsCcabdk5lbzCabmkHeyDwaFgcBqeLjwvGWl35ZJ2NOmDgZKR4tNsLhosGSkyzVaTsJKRQtO8BkPk6MCncR/Moyth0DhHB4+uhAHHweBQMDhNBOvwauP9croul7SjgWATPs9H2zZXhnVzSmTcpHAI6+aU0LRI4bBZcEC3toOnQRNtRsDb0pMEdHPKrC+xd20opxPuZNl79zhJ4RBODV4cq/eh7114RjphzfZIIwTcDJOCuTmlTWe3nk44Y6UfCvJUs6NxcCg3pzSoCrueTliz0g9Fac9ediUaCD53CNRpuT7QKc/W0wnnvyiISl8Dosk4uJXZuuV6IL/LyFo64XRlU4MYwS23ctQt1z3m3oXr6YR10/0jgbe2Qzs+mt+7cC2dsPoaP1QOIqT0wRUOgFe4fVZvPql80m09nbB+G49HEm9tV+FWM4vj8/rpvnxUxYDurCzCsycefF5gDa50fPTcat6TT2o5DlpPJ5y+fOG6zNvLVmFDNe9bIrTSvQvX0gkvbl+ZULDzcneH2DuAC8lVefoO4GL6YP2mp4M8KnFf7s5YuwO4lChaT3Qk+mRDpX3Rm1aNA/moJN4/WE90zJ6aZP88lLtbJArWQ4j5jTEFh0GTHR2q1Y2HKHddQafRtlm9LL49iOauyr7gakcHd1X2hAZB1o181ZS7KkOgueAt22YD2lWpySIpM30zKO+zTCUGWfFyNnnzun9YNTjJ1gSLFKvLfZb2V0HTvAZvI5hdlWmeUmbZ1JRX/vNfBY34XZV6RvJD6lVOHy6mJfXmrN/r9SX9q/cJXPDXc5XTLe66Ldcx0/0vjl+8+Fya/vFCPvGcZNsr9T7Li58fvxj9wD5V0mLD7Ghg9xA7Ltct89Fnh+kvHxik/zt6q6q43/mw6oMf16bfri6uDmdfuGrfpZjlQh0i6+V8jCw7KghMIiV48etLuuLeP5kdfXycRA8fTBa33/bPUVQWrJvovrzuyjQTnO0URxCsYmcVLrzuJ+ni9mUtOLo5++bBn6Oh3pz11T1dlW0TnXXA4fXCTZrowXykM90hNNF20Xd29GPVRP9s71Zy4YMq8teZhE6tB/dqq1F1mu3oKM7yeCjXNX9T0h44PLn36KUouvi5++6YU6MfU5GWaqZejqKvFE+UI9hvuY75e/Tl9Bev3h//O8r64Nff+u8jb3hOVew36f2z6k/5XbYjEhNkeS7XLfPvv/tERdHRzX9FH1XV87uvuf5XU1Ff9Y1k/wX1/SF7DlpOH+y3XLfce+yaCirefP/kP498Sv34l9f+0Eyz/im6NjuKhncv/apUgyVE0fPREOq+STaSuveo3vj+xH138omOvVu6D7679+nlVKuYiQ6/5bpGr5684yR9JfqEuvjSpfHs6Oko2ouuTMyvPmOfKKMG+y/XA/FbDk+SPV1x9Zd4oCrwe0zFvXvpjn2WjCCrwrnBjsv1QKwiqdmTz6px8AsHk+XRlVSiYE1+IL5dutlefVBqRFRaJZwulzhXpmOl9MHFFAfErkp7WNQEz3oBpZwIe3W+PcBpjqZz0RqMxQZ7WDQLntW/lcQ67d5jL2i28V0DktLf9rh5grvSgVKhgvOjv1OgPrgiQproPJRuuVkpxI8qxLUGjoMrw7loN+X2Bjnj4ByIHR01ECfYU7m9gQv+bsrtD0H6peDKyFlNgtr4Xh05UXSbje99S4RWAzFBFtbG9+qIqcFQG99rIKcPRtr4XoeQe5ZaT8Ta+F4dMYL9ltsbxDTR89+Z74vfCuuDw4z+mwRZJgc+zqa7aogRnG26U/2wtD5YzDDJ3Lax7V6W4D4oOX1wuiV3joNye4OcJjqtdOOVrsrtDTIEQ55sqIYMwf7L7Q2S+mCf5fYGQVH0uXcA77Lc3iCniTYx9LRdnBXcByWniS6OrkAcPquBmBqMdfisOmIEswYHBfvgqojpgxlFBwXHwVWhYDfl9gZBgtlEBwSDrKqImarkMCkoONFRFTGCK9VgwJtTihFcpQ9GvDmlHMHnR9Fh3dquIoIEn0tgN6esBgUvYQ3uD00E6ySG23fOhnRzyqrIEWySVG4/PhrOzSkrI0Ywx8FB0WIcTMEh0KCJNh3sSl7lNTjR0RfcrCZxoqM3cJhUFQpewomO/iCnBke9wP/b7vyJmo0THbt8p/3A+9vu/IkZPZzo2K3XAv9vu/Mn7uS/88FuBLWFgqsTol/ngjfNdwX4UYUJazA4FAwOBYPjSPD5iw3EE04En7/YQPpGx1OVpG90vNhA+gZrMDjdLDaQ3tLxYgPpGxy4gkPB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4/wdK5tlby6EcCwAAAABJRU5ErkJggg==)

## [1] 4269 2005 2434 3838 2837 4 4524 3808 4051 3021

ll4<-c(4269, 2005, 2434)  
df[ll4,]

## f.vendor\_id f.code\_rate\_id q.pickup\_longitude q.pickup\_latitude  
## 1345546 f.Vendor-VeriFone Rate-Other -73.92619 40.76569  
## 636795 f.Vendor-VeriFone Rate-Other -73.96568 40.68322  
## 761529 f.Vendor-VeriFone Rate-Other -73.94013 40.71141  
## q.dropoff\_longitude q.dropoff\_latitude q.passenger\_count  
## 1345546 -73.93353 40.76379 1  
## 636795 -73.96699 40.68422 1  
## 761529 -73.93863 40.71203 4  
## q.trip\_distance q.fare\_amount q.extra f.mta\_tax q.tip\_amount  
## 1345546 10.42000 5.00 0 No 0  
## 636795 6.39489 50.00 0 No 0  
## 761529 0.05000 49.99 0 No 0  
## q.tolls\_amount f.improvement\_surcharge target.total\_amount  
## 1345546 0 No 5.00  
## 636795 0 No 50.00  
## 761529 0 No 49.99  
## f.payment\_type f.trip\_type q.hour f.period q.tlenkm q.traveltime  
## 1345546 Cash Dispatch 9 Period morning 16.76936 60.00000000  
## 636795 Cash Dispatch 16 Period valley 1.00000 1.26666667  
## 761529 Credit card Dispatch 21 Period night 1.00000 0.03333333  
## q.espeed qual.pickup qual.dropoff f.trip\_distance\_range  
## 1345546 11.06889 09 11 Long\_dist  
## 636795 27.33968 16 16 Short\_dist  
## 761529 23.79045 21 21 Short\_dist  
## target.tip\_is\_given f.passenger\_groups f.paid\_tolls f.cost f.tt  
## 1345546 No Single No [0,8] (20,60]  
## 636795 No Single No (30,50] [0,5]  
## 761529 No Group No (30,50] [0,5]  
## f.dist f.hour f.espeed f.extra  
## 1345546 (5.5, 30] other [10,20) 0  
## 636795 (5.5, 30] other [20,30) 0  
## 761529 (0, 1.6] 21 [20,30) 0

* 4269
  + target.total\_amount: 5.0
  + q.tip\_amount: 0
  + q.espeed: 11.06889
  + q.tlenkm: 16.769364
* 2005
  + target.total\_amount: 50.00
  + q.tip\_amount: 0
  + q.espeed: 27.33968
  + q.tlenkm: 1.00000
* 2434
  + target.total\_amount: 49.99
  + q.tip\_amount: 0
  + q.espeed: 23.79045
  + q.tlenkm: 1.00000

We see that, apart from the first, explained above, the other two observations have a trip length of 1km, but instead has been paid about $ 50. We see that this is not possible.

It is necessary to eliminate these observations that do not have the same tendency as our model:

dfred<-df[-ll4,]  
  
model\_14<-lm(  
 log(target.total\_amount)~   
 f.extra +   
 q.tip\_amount +   
 f.paid\_tolls +   
 f.improvement\_surcharge +   
 q.espeed +   
 log(q.tlenkm)  
 ,data=dfred  
)  
  
summary(model\_14)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ f.extra + q.tip\_amount +   
## f.paid\_tolls + f.improvement\_surcharge + q.espeed + log(q.tlenkm),   
## data = dfred)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.69585 -0.06668 -0.01671 0.04908 2.43663   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.0373806 0.0184125 110.652 < 2e-16 \*\*\*  
## f.extra0.5 0.0184093 0.0056474 3.260 0.00112 \*\*   
## f.extra1 0.0997061 0.0072780 13.700 < 2e-16 \*\*\*  
## q.tip\_amount 0.0650028 0.0015213 42.730 < 2e-16 \*\*\*  
## f.paid\_tollsYes 0.2453415 0.0273246 8.979 < 2e-16 \*\*\*  
## f.improvement\_surchargeYes -0.1914635 0.0174708 -10.959 < 2e-16 \*\*\*  
## q.espeed -0.0093036 0.0003492 -26.642 < 2e-16 \*\*\*  
## log(q.tlenkm) 0.6286084 0.0039030 161.059 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1699 on 4591 degrees of freedom  
## Multiple R-squared: 0.905, Adjusted R-squared: 0.9049   
## F-statistic: 6248 on 7 and 4591 DF, p-value: < 2.2e-16

Anova(model\_14)

## Anova Table (Type II tests)  
##   
## Response: log(target.total\_amount)  
## Sum Sq Df F value Pr(>F)   
## f.extra 5.48 2 94.850 < 2.2e-16 \*\*\*  
## q.tip\_amount 52.73 1 1825.836 < 2.2e-16 \*\*\*  
## f.paid\_tolls 2.33 1 80.619 < 2.2e-16 \*\*\*  
## f.improvement\_surcharge 3.47 1 120.101 < 2.2e-16 \*\*\*  
## q.espeed 20.50 1 709.789 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 749.16 1 25940.109 < 2.2e-16 \*\*\*  
## Residuals 132.59 4591   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

vif(model\_14)

## GVIF Df GVIF^(1/(2\*Df))  
## f.extra 1.083640 2 1.020284  
## q.tip\_amount 1.182486 1 1.087422  
## f.paid\_tolls 1.050503 1 1.024941  
## f.improvement\_surcharge 1.033891 1 1.016804  
## q.espeed 1.460196 1 1.208386  
## log(q.tlenkm) 1.547842 1 1.244123

We see that the coefficient of determination has increased a bit and it seems that we have no collinearity problems.

### Adding factors: main effects

names(df)

## [1] "f.vendor\_id" "f.code\_rate\_id"   
## [3] "q.pickup\_longitude" "q.pickup\_latitude"   
## [5] "q.dropoff\_longitude" "q.dropoff\_latitude"   
## [7] "q.passenger\_count" "q.trip\_distance"   
## [9] "q.fare\_amount" "q.extra"   
## [11] "f.mta\_tax" "q.tip\_amount"   
## [13] "q.tolls\_amount" "f.improvement\_surcharge"  
## [15] "target.total\_amount" "f.payment\_type"   
## [17] "f.trip\_type" "q.hour"   
## [19] "f.period" "q.tlenkm"   
## [21] "q.traveltime" "q.espeed"   
## [23] "qual.pickup" "qual.dropoff"   
## [25] "f.trip\_distance\_range" "target.tip\_is\_given"   
## [27] "f.passenger\_groups" "f.paid\_tolls"   
## [29] "f.cost" "f.tt"   
## [31] "f.dist" "f.hour"   
## [33] "f.espeed" "f.extra"

model\_15<-lm(  
 log(target.total\_amount) ~   
 q.tip\_amount +   
 log(q.tlenkm)+   
 f.paid\_tolls+   
 f.improvement\_surcharge +   
 f.espeed +   
 f.extra +   
 f.code\_rate\_id +   
 f.vendor\_id +   
 f.payment\_type+  
 f.period   
 ,data=df  
)  
summary(model\_15)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) +   
## f.paid\_tolls + f.improvement\_surcharge + f.espeed + f.extra +   
## f.code\_rate\_id + f.vendor\_id + f.payment\_type + f.period,   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.07100 -0.06106 -0.01212 0.05413 2.33447   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.4250185 0.0428280 33.273 < 2e-16 \*\*\*  
## q.tip\_amount 0.0517313 0.0019163 26.995 < 2e-16 \*\*\*  
## log(q.tlenkm) 0.6209633 0.0038383 161.782 < 2e-16 \*\*\*  
## f.paid\_tollsYes 0.1448719 0.0273812 5.291 1.27e-07 \*\*\*  
## f.improvement\_surchargeYes 0.5178918 0.0402982 12.852 < 2e-16 \*\*\*  
## f.espeed[10,20) -0.1944393 0.0114657 -16.958 < 2e-16 \*\*\*  
## f.espeed[20,30) -0.2883868 0.0122033 -23.632 < 2e-16 \*\*\*  
## f.espeed[30,40) -0.3398952 0.0149364 -22.756 < 2e-16 \*\*\*  
## f.espeed[40,50) -0.3606616 0.0189198 -19.063 < 2e-16 \*\*\*  
## f.espeed[50,55] -0.4385135 0.0261803 -16.750 < 2e-16 \*\*\*  
## f.extra0.5 0.0259337 0.0090278 2.873 0.00409 \*\*   
## f.extra1 0.1020348 0.0085383 11.950 < 2e-16 \*\*\*  
## f.code\_rate\_idRate-Other 0.7687656 0.0387554 19.836 < 2e-16 \*\*\*  
## f.vendor\_idf.Vendor-VeriFone -0.0026786 0.0061663 -0.434 0.66402   
## f.payment\_typeCash -0.0680012 0.0064312 -10.574 < 2e-16 \*\*\*  
## f.payment\_typeNo paid -0.2428288 0.0320752 -7.571 4.46e-14 \*\*\*  
## f.periodPeriod morning 0.0009375 0.0113906 0.082 0.93441   
## f.periodPeriod valley 0.0069741 0.0097913 0.712 0.47634   
## f.periodPeriod afternoon 0.0029100 0.0085276 0.341 0.73293   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1677 on 4583 degrees of freedom  
## Multiple R-squared: 0.908, Adjusted R-squared: 0.9076   
## F-statistic: 2513 on 18 and 4583 DF, p-value: < 2.2e-16

Anova(model\_15)

## Anova Table (Type II tests)  
##   
## Response: log(target.total\_amount)  
## Sum Sq Df F value Pr(>F)   
## q.tip\_amount 20.49 1 728.7238 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 735.91 1 26173.4058 < 2.2e-16 \*\*\*  
## f.paid\_tolls 0.79 1 27.9939 1.274e-07 \*\*\*  
## f.improvement\_surcharge 4.64 1 165.1611 < 2.2e-16 \*\*\*  
## f.espeed 22.49 5 159.9773 < 2.2e-16 \*\*\*  
## f.extra 4.08 2 72.5752 < 2.2e-16 \*\*\*  
## f.code\_rate\_id 11.06 1 393.4798 < 2.2e-16 \*\*\*  
## f.vendor\_id 0.01 1 0.1887 0.6640   
## f.payment\_type 4.19 2 74.5335 < 2.2e-16 \*\*\*  
## f.period 0.02 3 0.2629 0.8522   
## Residuals 128.86 4583   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We see that, of all the new explanatory variables introduced, the ones we can save are:

* f.espeed: 22.49
* f.code\_rate\_id: 11.06
* f.payment\_type: 4.19

We create a new model with them:

model\_16<-lm(  
 log(target.total\_amount) ~   
 q.tip\_amount +   
 log(q.tlenkm)+   
 f.paid\_tolls+   
 f.espeed +   
 f.extra +   
 f.code\_rate\_id +   
 f.payment\_type+  
 f.period   
 ,data=df  
)  
  
anova(model\_15, model\_16)

## Analysis of Variance Table  
##   
## Model 1: log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.improvement\_surcharge + f.espeed + f.extra + f.code\_rate\_id +   
## f.vendor\_id + f.payment\_type + f.period  
## Model 2: log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 4583 128.86   
## 2 4585 133.50 -2 -4.6445 82.594 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We see that we haven’t lost anything.

#### Interactions

model\_17<-lm(  
 log(target.total\_amount) ~   
 (q.tip\_amount + log(q.tlenkm))\*(f.paid\_tolls + f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period)  
 ,data=df  
)  
  
model\_17<-step( model\_17, k=log(nrow(df)))

## Start: AIC=-17256.64  
## log(target.total\_amount) ~ (q.tip\_amount + log(q.tlenkm)) \* (f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period)  
##   
##   
## Step: AIC=-17256.64  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period +   
## q.tip\_amount:f.paid\_tolls + q.tip\_amount:f.espeed + q.tip\_amount:f.extra +   
## q.tip\_amount:f.code\_rate\_id + q.tip\_amount:f.period + log(q.tlenkm):f.paid\_tolls +   
## log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id +   
## log(q.tlenkm):f.payment\_type + log(q.tlenkm):f.period  
##   
## Df Sum of Sq RSS AIC  
## - log(q.tlenkm):f.period 3 0.0047 100.05 -17282  
## - q.tip\_amount:f.period 3 0.0259 100.07 -17281  
## - q.tip\_amount:f.extra 2 0.0639 100.11 -17271  
## - log(q.tlenkm):f.paid\_tolls 1 0.0581 100.10 -17262  
## <none> 100.05 -17257  
## - q.tip\_amount:f.paid\_tolls 1 0.2062 100.25 -17256  
## - log(q.tlenkm):f.extra 2 0.9401 100.99 -17231  
## - log(q.tlenkm):f.espeed 5 1.7854 101.83 -17217  
## - q.tip\_amount:f.espeed 5 1.7942 101.84 -17217  
## - log(q.tlenkm):f.payment\_type 2 2.7241 102.77 -17150  
## - q.tip\_amount:f.code\_rate\_id 1 3.2467 103.29 -17118  
## - log(q.tlenkm):f.code\_rate\_id 1 24.4450 124.49 -16259  
##   
## Step: AIC=-17281.72  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period +   
## q.tip\_amount:f.paid\_tolls + q.tip\_amount:f.espeed + q.tip\_amount:f.extra +   
## q.tip\_amount:f.code\_rate\_id + q.tip\_amount:f.period + log(q.tlenkm):f.paid\_tolls +   
## log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id +   
## log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## - q.tip\_amount:f.period 3 0.0232 100.07 -17306  
## - q.tip\_amount:f.extra 2 0.0616 100.11 -17296  
## - log(q.tlenkm):f.paid\_tolls 1 0.0584 100.11 -17288  
## <none> 100.05 -17282  
## - q.tip\_amount:f.paid\_tolls 1 0.2076 100.26 -17281  
## - log(q.tlenkm):f.espeed 5 1.7923 101.84 -17242  
## - q.tip\_amount:f.espeed 5 1.7956 101.85 -17242  
## - log(q.tlenkm):f.extra 2 1.6509 101.70 -17223  
## - log(q.tlenkm):f.payment\_type 2 2.7324 102.78 -17175  
## - q.tip\_amount:f.code\_rate\_id 1 3.2471 103.30 -17143  
## - log(q.tlenkm):f.code\_rate\_id 1 25.3794 125.43 -16250  
##   
## Step: AIC=-17305.96  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + f.period +   
## q.tip\_amount:f.paid\_tolls + q.tip\_amount:f.espeed + q.tip\_amount:f.extra +   
## q.tip\_amount:f.code\_rate\_id + log(q.tlenkm):f.paid\_tolls +   
## log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id +   
## log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## - f.period 3 0.1722 100.25 -17323  
## - q.tip\_amount:f.extra 2 0.1242 100.20 -17317  
## - log(q.tlenkm):f.paid\_tolls 1 0.0590 100.13 -17312  
## <none> 100.07 -17306  
## - q.tip\_amount:f.paid\_tolls 1 0.2092 100.28 -17305  
## - log(q.tlenkm):f.espeed 5 1.7873 101.86 -17267  
## - q.tip\_amount:f.espeed 5 1.8682 101.94 -17263  
## - log(q.tlenkm):f.extra 2 1.6516 101.72 -17248  
## - log(q.tlenkm):f.payment\_type 2 2.7497 102.82 -17198  
## - q.tip\_amount:f.code\_rate\_id 1 3.2953 103.37 -17165  
## - log(q.tlenkm):f.code\_rate\_id 1 25.3969 125.47 -16274  
##   
## Step: AIC=-17323.35  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + q.tip\_amount:f.paid\_tolls +   
## q.tip\_amount:f.espeed + q.tip\_amount:f.extra + q.tip\_amount:f.code\_rate\_id +   
## log(q.tlenkm):f.paid\_tolls + log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra +   
## log(q.tlenkm):f.code\_rate\_id + log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## - q.tip\_amount:f.extra 2 0.1268 100.37 -17334  
## - log(q.tlenkm):f.paid\_tolls 1 0.0574 100.30 -17329  
## <none> 100.25 -17323  
## - q.tip\_amount:f.paid\_tolls 1 0.2058 100.45 -17322  
## - log(q.tlenkm):f.espeed 5 1.7958 102.04 -17284  
## - q.tip\_amount:f.espeed 5 1.8834 102.13 -17280  
## - log(q.tlenkm):f.extra 2 1.6356 101.88 -17266  
## - log(q.tlenkm):f.payment\_type 2 2.7496 103.00 -17216  
## - q.tip\_amount:f.code\_rate\_id 1 3.3059 103.55 -17183  
## - log(q.tlenkm):f.code\_rate\_id 1 25.3144 125.56 -16296  
##   
## Step: AIC=-17334.4  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + q.tip\_amount:f.paid\_tolls +   
## q.tip\_amount:f.espeed + q.tip\_amount:f.code\_rate\_id + log(q.tlenkm):f.paid\_tolls +   
## log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id +   
## log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## - log(q.tlenkm):f.paid\_tolls 1 0.0537 100.43 -17340  
## <none> 100.37 -17334  
## - q.tip\_amount:f.paid\_tolls 1 0.2097 100.58 -17333  
## - q.tip\_amount:f.espeed 5 1.7712 102.14 -17296  
## - log(q.tlenkm):f.espeed 5 1.7817 102.15 -17296  
## - log(q.tlenkm):f.extra 2 1.8213 102.19 -17269  
## - log(q.tlenkm):f.payment\_type 2 2.7823 103.16 -17225  
## - q.tip\_amount:f.code\_rate\_id 1 3.3274 103.70 -17193  
## - log(q.tlenkm):f.code\_rate\_id 1 25.4051 125.78 -16304  
##   
## Step: AIC=-17340.37  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + q.tip\_amount:f.paid\_tolls +   
## q.tip\_amount:f.espeed + q.tip\_amount:f.code\_rate\_id + log(q.tlenkm):f.espeed +   
## log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id + log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## - q.tip\_amount:f.paid\_tolls 1 0.1745 100.60 -17341  
## <none> 100.43 -17340  
## - q.tip\_amount:f.espeed 5 1.7304 102.16 -17304  
## - log(q.tlenkm):f.espeed 5 1.8561 102.28 -17298  
## - log(q.tlenkm):f.extra 2 1.8241 102.25 -17274  
## - log(q.tlenkm):f.payment\_type 2 2.7554 103.18 -17233  
## - q.tip\_amount:f.code\_rate\_id 1 3.3149 103.74 -17199  
## - log(q.tlenkm):f.code\_rate\_id 1 25.3540 125.78 -16313  
##   
## Step: AIC=-17340.81  
## log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) + f.paid\_tolls +   
## f.espeed + f.extra + f.code\_rate\_id + f.payment\_type + q.tip\_amount:f.espeed +   
## q.tip\_amount:f.code\_rate\_id + log(q.tlenkm):f.espeed + log(q.tlenkm):f.extra +   
## log(q.tlenkm):f.code\_rate\_id + log(q.tlenkm):f.payment\_type  
##   
## Df Sum of Sq RSS AIC  
## <none> 100.60 -17341  
## - log(q.tlenkm):f.espeed 5 1.8740 102.47 -17298  
## - q.tip\_amount:f.espeed 5 1.9522 102.55 -17295  
## - f.paid\_tolls 1 1.3113 101.91 -17290  
## - log(q.tlenkm):f.extra 2 1.8579 102.46 -17274  
## - log(q.tlenkm):f.payment\_type 2 2.7226 103.32 -17235  
## - q.tip\_amount:f.code\_rate\_id 1 3.1412 103.74 -17208  
## - log(q.tlenkm):f.code\_rate\_id 1 25.7500 126.35 -16300

This method tells us that:

* log(target.total\_amount) depends on:
  + q.tip\_amount
  + log(q.tlenkm)
  + f.paid\_tolls
  + f.espeed
  + f.extra
  + f.code\_rate\_id
  + f.payment\_type
* and there are interactionsa between:
  + q.tip\_amount:f.espeed
  + q.tip\_amount:f.code\_rate\_id
  + log(q.tlenkm):f.espeed
  + log(q.tlenkm):f.extra
  + log(q.tlenkm):f.code\_rate\_id
  + log(q.tlenkm):f.payment\_type

Anova(model\_17)

## Anova Table (Type II tests)  
##   
## Response: log(target.total\_amount)  
## Sum Sq Df F value Pr(>F)   
## q.tip\_amount 22.42 1 1018.820 < 2.2e-16 \*\*\*  
## log(q.tlenkm) 713.55 1 32428.747 < 2.2e-16 \*\*\*  
## f.paid\_tolls 1.31 1 59.596 1.421e-14 \*\*\*  
## f.espeed 22.93 5 208.405 < 2.2e-16 \*\*\*  
## f.extra 5.62 2 127.699 < 2.2e-16 \*\*\*  
## f.code\_rate\_id 8.87 1 402.972 < 2.2e-16 \*\*\*  
## f.payment\_type 2.79 2 63.393 < 2.2e-16 \*\*\*  
## q.tip\_amount:f.espeed 1.95 5 17.744 < 2.2e-16 \*\*\*  
## q.tip\_amount:f.code\_rate\_id 3.14 1 142.756 < 2.2e-16 \*\*\*  
## log(q.tlenkm):f.espeed 1.87 5 17.034 < 2.2e-16 \*\*\*  
## log(q.tlenkm):f.extra 1.86 2 42.217 < 2.2e-16 \*\*\*  
## log(q.tlenkm):f.code\_rate\_id 25.75 1 1170.261 < 2.2e-16 \*\*\*  
## log(q.tlenkm):f.payment\_type 2.72 2 61.867 < 2.2e-16 \*\*\*  
## Residuals 100.60 4572   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

summary(model\_17)

##   
## Call:  
## lm(formula = log(target.total\_amount) ~ q.tip\_amount + log(q.tlenkm) +   
## f.paid\_tolls + f.espeed + f.extra + f.code\_rate\_id + f.payment\_type +   
## q.tip\_amount:f.espeed + q.tip\_amount:f.code\_rate\_id + log(q.tlenkm):f.espeed +   
## log(q.tlenkm):f.extra + log(q.tlenkm):f.code\_rate\_id + log(q.tlenkm):f.payment\_type,   
## data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.05558 -0.05518 -0.00962 0.05245 2.35141   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 1.926591 0.015134 127.298 < 2e-16  
## q.tip\_amount 0.062247 0.005199 11.972 < 2e-16  
## log(q.tlenkm) 0.619204 0.015692 39.459 < 2e-16  
## f.paid\_tollsYes 0.191814 0.024847 7.720 1.42e-14  
## f.espeed[10,20) -0.200905 0.014350 -14.000 < 2e-16  
## f.espeed[20,30) -0.286171 0.015864 -18.039 < 2e-16  
## f.espeed[30,40) -0.392635 0.023457 -16.738 < 2e-16  
## f.espeed[40,50) -0.668755 0.058657 -11.401 < 2e-16  
## f.espeed[50,55] -0.596715 0.073621 -8.105 6.70e-16  
## f.extra0.5 0.074778 0.008583 8.713 < 2e-16  
## f.extra1 0.169251 0.010904 15.522 < 2e-16  
## f.code\_rate\_idRate-Other 0.807476 0.022679 35.604 < 2e-16  
## f.payment\_typeCash -0.114061 0.008248 -13.829 < 2e-16  
## f.payment\_typeNo paid -0.303472 0.047206 -6.429 1.42e-10  
## q.tip\_amount:f.espeed[10,20) 0.006449 0.005720 1.127 0.2597  
## q.tip\_amount:f.espeed[20,30) -0.001163 0.005747 -0.202 0.8397  
## q.tip\_amount:f.espeed[30,40) -0.009265 0.006152 -1.506 0.1322  
## q.tip\_amount:f.espeed[40,50) -0.027796 0.006883 -4.039 5.47e-05  
## q.tip\_amount:f.espeed[50,55] -0.039137 0.007461 -5.246 1.63e-07  
## q.tip\_amount:f.code\_rate\_idRate-Other 0.089331 0.007477 11.948 < 2e-16  
## log(q.tlenkm):f.espeed[10,20) -0.004650 0.015727 -0.296 0.7675  
## log(q.tlenkm):f.espeed[20,30) -0.009975 0.016075 -0.621 0.5349  
## log(q.tlenkm):f.espeed[30,40) 0.038537 0.017955 2.146 0.0319  
## log(q.tlenkm):f.espeed[40,50) 0.155447 0.028369 5.479 4.50e-08  
## log(q.tlenkm):f.espeed[50,55] 0.149001 0.032483 4.587 4.62e-06  
## log(q.tlenkm):f.extra0.5 -0.045898 0.006164 -7.446 1.14e-13  
## log(q.tlenkm):f.extra1 -0.063196 0.008455 -7.475 9.22e-14  
## log(q.tlenkm):f.code\_rate\_idRate-Other -0.483411 0.014131 -34.209 < 2e-16  
## log(q.tlenkm):f.payment\_typeCash 0.070128 0.006313 11.109 < 2e-16  
## log(q.tlenkm):f.payment\_typeNo paid 0.061644 0.030379 2.029 0.0425  
##   
## (Intercept) \*\*\*  
## q.tip\_amount \*\*\*  
## log(q.tlenkm) \*\*\*  
## f.paid\_tollsYes \*\*\*  
## f.espeed[10,20) \*\*\*  
## f.espeed[20,30) \*\*\*  
## f.espeed[30,40) \*\*\*  
## f.espeed[40,50) \*\*\*  
## f.espeed[50,55] \*\*\*  
## f.extra0.5 \*\*\*  
## f.extra1 \*\*\*  
## f.code\_rate\_idRate-Other \*\*\*  
## f.payment\_typeCash \*\*\*  
## f.payment\_typeNo paid \*\*\*  
## q.tip\_amount:f.espeed[10,20)   
## q.tip\_amount:f.espeed[20,30)   
## q.tip\_amount:f.espeed[30,40)   
## q.tip\_amount:f.espeed[40,50) \*\*\*  
## q.tip\_amount:f.espeed[50,55] \*\*\*  
## q.tip\_amount:f.code\_rate\_idRate-Other \*\*\*  
## log(q.tlenkm):f.espeed[10,20)   
## log(q.tlenkm):f.espeed[20,30)   
## log(q.tlenkm):f.espeed[30,40) \*   
## log(q.tlenkm):f.espeed[40,50) \*\*\*  
## log(q.tlenkm):f.espeed[50,55] \*\*\*  
## log(q.tlenkm):f.extra0.5 \*\*\*  
## log(q.tlenkm):f.extra1 \*\*\*  
## log(q.tlenkm):f.code\_rate\_idRate-Other \*\*\*  
## log(q.tlenkm):f.payment\_typeCash \*\*\*  
## log(q.tlenkm):f.payment\_typeNo paid \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1483 on 4572 degrees of freedom  
## Multiple R-squared: 0.9282, Adjusted R-squared: 0.9277   
## F-statistic: 2037 on 29 and 4572 DF, p-value: < 2.2e-16

# !!!! FALTA DIAGNOSI EXHAUSTIVA !!!

ll1<-Boxplot(rstudent(model\_17));ll1

![](data:image/png;base64,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)

## [1] 4051 80 2621 4269 1385 3802 2666 3676 3291 3634 3021 1978 2032 2005 2711  
## [16] 2434 3838 3287 2625 4524

sel2<-which(hatvalues(model\_17)>5\*length(model\_17$coefficients)/nrow(df));sel2;length(sel2)

## 1908 14314 23421 23932 23958 24990 28982 33046 37238 41478   
## 7 42 73 76 77 80 97 106 114 128   
## 49078 64149 71268 71596 81949 88821 98170 101184 110979 115296   
## 157 204 228 231 268 295 317 326 357 373   
## 121215 125894 128613 131915 132102 154087 166154 169380 194151 201926   
## 389 401 410 418 421 500 536 547 633 658   
## 204903 209928 210357 210707 221913 228729 244755 244971 252056 274645   
## 674 692 697 699 738 772 830 831 855 914   
## 300524 316484 322178 327762 329452 360250 382504 395415 404073 415806   
## 980 1024 1038 1053 1057 1150 1204 1247 1278 1319   
## 423307 423839 428613 437922 443592 449320 453619 486866 487457 492805   
## 1350 1354 1362 1385 1408 1427 1445 1557 1560 1574   
## 516357 529475 533937 535041 542034 559358 564751 572644 575739 577950   
## 1638 1682 1694 1696 1720 1774 1788 1802 1808 1816   
## 590161 620293 621420 621544 625503 632100 645141 654257 657624 658738   
## 1850 1954 1958 1960 1968 1990 2028 2065 2075 2080   
## 663694 683052 689000 710390 724424 725701 728096 730897 730975 731288   
## 2105 2183 2199 2266 2320 2324 2328 2334 2337 2339   
## 735280 741591 747830 751896 771658 773934 785532 793294 794902 810930   
## 2349 2378 2398 2412 2468 2475 2510 2528 2532 2572   
## 825427 826623 829742 861539 881540 892761 894658 896291 920461 957227   
## 2621 2625 2631 2723 2788 2837 2847 2853 2927 3035   
## 965349 976822 986459 986910 1010111 1010826 1040346 1051194 1060542 1076485   
## 3065 3105 3142 3147 3211 3215 3314 3353 3382 3421   
## 1082823 1083301 1095371 1109089 1110005 1120203 1120401 1140092 1150441 1159509   
## 3449 3453 3497 3535 3538 3566 3567 3633 3667 3696   
## 1181893 1227019 1227021 1233051 1242754 1254924 1261276 1287570 1334927 1340781   
## 3776 3902 3903 3919 3951 3988 4007 4089 4241 4260   
## 1342604 1345546 1347654 1354552 1354822 1356261 1377906 1396114 1407546 1419545   
## 4264 4269 4278 4299 4301 4305 4376 4449 4486 4524   
## 1421036 1439743   
## 4529 4585

## [1] 152

ll2<-which(row.names(model\_17) %in% names(hatvalues(model\_17)[sel2]));ll2

## integer(0)

sel3<-which(cooks.distance(model\_17)> 0.5 );sel3;length(sel3)

## named integer(0)

## [1] 0

ll3<-which(row.names(df) %in% names(cooks.distance(model\_17)[sel3]));ll3

## integer(0)

# Binary Logistics Regression

vars\_cexp <- vars\_cexp[c(1:4,6:10)]; vars\_cexp

## [1] "q.passenger\_count" "q.trip\_distance" "q.fare\_amount"   
## [4] "q.extra" "q.tolls\_amount" "q.hour"   
## [7] "q.tlenkm" "q.traveltime" "q.espeed"

table(df$target.tip\_is\_given, df$f.payment\_type)

##   
## Credit card Cash No paid  
## No 352 2484 29  
## Yes 1737 0 0

We can see from the table that it is no credible the fact that any of the people that paid in cash did not leave any tip.

res.cat <- catdes(df, num.var = which(names(df)=="target.tip\_is\_given"))  
res.cat$quanti.var

## Eta2 P-value  
## q.tip\_amount 0.530313236 0.000000e+00  
## target.total\_amount 0.062475234 1.704519e-66  
## q.dropoff\_longitude 0.045623769 1.241947e-48  
## q.pickup\_longitude 0.035898477 1.874433e-38  
## q.fare\_amount 0.014755168 1.353812e-16  
## q.trip\_distance 0.012901088 1.091013e-14  
## q.tlenkm 0.012500007 2.820041e-14  
## q.dropoff\_latitude 0.011813680 1.432540e-13  
## q.pickup\_latitude 0.010850411 1.403276e-12  
## q.traveltime 0.009292813 5.638316e-11  
## q.espeed 0.007947848 1.376257e-09  
## q.tolls\_amount 0.004085851 1.427990e-05

res.cat$test.chi2

## p.value df  
## f.payment\_type 0.000000e+00 2  
## f.cost 1.855099e-93 5  
## f.dist 3.632199e-23 3  
## f.trip\_distance\_range 2.119770e-22 2  
## f.tt 7.339353e-14 4  
## f.espeed 1.128783e-08 5  
## f.paid\_tolls 2.595115e-06 1  
## qual.pickup 5.563582e-05 23  
## f.period 6.473080e-05 3  
## f.mta\_tax 8.160062e-05 1  
## f.improvement\_surcharge 1.041592e-04 1  
## f.trip\_type 1.182591e-04 1  
## qual.dropoff 3.987953e-04 23  
## f.code\_rate\_id 5.237279e-04 1  
## f.hour 4.399605e-02 6

From the quanti.var we can see that tip\_is\_given depends on tip\_amount which seems obvious, due to the fact that they are the same variable treated in different ways.

From the test.chi2 we can see that payment\_type has something really clear with the tip\_is\_given, as we have p-value of 0. Which means that we cannot use payment\_type as a predictor.

## Filter

ll<-which(df$f.payment\_type=="Cash"); length(ll)

## [1] 2484

dff<-df[-ll,]  
set.seed(12345)  
llwork<-sample(1:nrow(dff),0.70\*nrow(dff),replace=FALSE)  
llwork<-sort(llwork);length(llwork)

## [1] 1482

dffwork<-dff[llwork,]  
dfftest<-dff[-llwork,]

# maybe no cal posar això de steps to follow????

Steps to follow:

1. Enter all relevant numerical variables in the model
2. See if you need to replace a number with its equivalent factor
3. Add to the best model of step 2, the main effects of the factors and retain the significant net effects.
4. Add interactions: between factor-factor and between factor-numeric (doubles).
5. Diagnosis of waste and observations. Lack of adjustment and / or influential.

## Numerical variables // Enter all relevant numerical variables in the model

### Model 20

model\_20 <- glm(  
 target.tip\_is\_given~.  
 ,family = "binomial"  
 ,data=dffwork[,c("target.tip\_is\_given",vars\_cexp)]  
);summary(model\_20)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ ., family = "binomial", data = dffwork[,   
## c("target.tip\_is\_given", vars\_cexp)])  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1696 0.5349 0.6141 0.6584 1.0045   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.789176 0.338897 2.329 0.0199 \*  
## q.passenger\_count 0.087787 0.073100 1.201 0.2298   
## q.trip\_distance -0.129272 0.217070 -0.596 0.5515   
## q.fare\_amount 0.003783 0.026264 0.144 0.8855   
## q.extra -0.020544 0.196999 -0.104 0.9169   
## q.tolls\_amount 0.066491 0.141704 0.469 0.6389   
## q.hour 0.017466 0.010258 1.703 0.0886 .  
## q.tlenkm 0.083903 0.131675 0.637 0.5240   
## q.traveltime 0.010833 0.015944 0.679 0.4969   
## q.espeed 0.008365 0.013213 0.633 0.5267   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1386.6 on 1472 degrees of freedom  
## AIC: 1406.6  
##   
## Number of Fisher Scoring iterations: 4

Anova(model\_20, test="Wald") #binary target

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## q.passenger\_count 1 1.4422 0.22978   
## q.trip\_distance 1 0.3547 0.55149   
## q.fare\_amount 1 0.0207 0.88548   
## q.extra 1 0.0109 0.91694   
## q.tolls\_amount 1 0.2202 0.63891   
## q.hour 1 2.8990 0.08863 .  
## q.tlenkm 1 0.4060 0.52400   
## q.traveltime 1 0.4617 0.49685   
## q.espeed 1 0.4008 0.52667   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# Explicació output del summary: --> s'haurà d'esborrar!!!!  
#   
# \* Deviance Residuals: diferència entre prediccions i observacions.  
# \* Coeficients: com abans  
# \* (Dispersion parameter for binomial family taken to be 1): ni cas  
# \* Residual deviance: suma de quadrats residuals

Comments:

* We can see that the most influent variable, in our case, is the q.hour.
* We can see that the residual deviance is of 1386.6 on 1472 degrees of freedom.

vif(model\_20)

## q.passenger\_count q.trip\_distance q.fare\_amount q.extra   
## 1.009767 66.673198 9.481893 1.104293   
## q.tolls\_amount q.hour q.tlenkm q.traveltime   
## 1.050135 1.098553 63.087992 5.163194   
## q.espeed   
## 2.918476

We can see that we have some variables with very high vifs:

* q.trip\_distance (66.67)
* q.tlenkm (63.09) –> correlated with the previous
* q.fare\_amount (9.48)
* q.traveltime (5.16)

### Model 21

*NOTE: we are aware that we should not have factors in this section, but we have decided to include them due to the fact that we overwrote their numeric values and created their factors in the previous deliverables.*

We know there is not colinearity, so we create a new model:

model\_21 <- glm(  
 target.tip\_is\_given~  
 f.improvement\_surcharge+  
 f.mta\_tax+  
 q.passenger\_count+  
 q.extra+  
 q.tolls\_amount+  
 q.hour+  
 q.espeed+  
 q.tlenkm+  
 q.traveltime   
 ,family = "binomial"  
 ,data=dffwork  
);summary(model\_21)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ f.improvement\_surcharge +   
## f.mta\_tax + q.passenger\_count + q.extra + q.tolls\_amount +   
## q.hour + q.espeed + q.tlenkm + q.traveltime, family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1925 0.5236 0.6089 0.6505 1.3166   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.679210 0.521184 -1.303 0.1925   
## f.improvement\_surchargeYes 0.746400 1.553187 0.481 0.6308   
## f.mta\_taxYes 0.855221 1.551655 0.551 0.5815   
## q.passenger\_count 0.102739 0.074620 1.377 0.1686   
## q.extra -0.113608 0.198116 -0.573 0.5663   
## q.tolls\_amount 0.060750 0.141781 0.428 0.6683   
## q.hour 0.016996 0.010274 1.654 0.0981 .  
## q.espeed 0.006003 0.013134 0.457 0.6476   
## q.tlenkm 0.021254 0.040504 0.525 0.5998   
## q.traveltime 0.005897 0.013937 0.423 0.6722   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1374.2 on 1472 degrees of freedom  
## AIC: 1394.2  
##   
## Number of Fisher Scoring iterations: 4

vif(model\_21)

## f.improvement\_surcharge f.mta\_tax q.passenger\_count   
## 13.752586 13.725474 1.011409   
## q.extra q.tolls\_amount q.hour   
## 1.118068 1.034653 1.095075   
## q.espeed q.tlenkm q.traveltime   
## 2.831254 5.779818 4.048661

Anova(model\_21, test="Wald") #binary target

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## f.improvement\_surcharge 1 0.2309 0.63083   
## f.mta\_tax 1 0.3038 0.58152   
## q.passenger\_count 1 1.8957 0.16856   
## q.extra 1 0.3288 0.56634   
## q.tolls\_amount 1 0.1836 0.66830   
## q.hour 1 2.7366 0.09807 .  
## q.espeed 1 0.2089 0.64762   
## q.tlenkm 1 0.2753 0.59977   
## q.traveltime 1 0.1790 0.67220   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

anova(model\_21, model\_20, test="Chisq") # only for nested models

## Analysis of Deviance Table  
##   
## Model 1: target.tip\_is\_given ~ f.improvement\_surcharge + f.mta\_tax + q.passenger\_count +   
## q.extra + q.tolls\_amount + q.hour + q.espeed + q.tlenkm +   
## q.traveltime  
## Model 2: target.tip\_is\_given ~ q.passenger\_count + q.trip\_distance + q.fare\_amount +   
## q.extra + q.tolls\_amount + q.hour + q.tlenkm + q.traveltime +   
## q.espeed  
## Resid. Df Resid. Dev Df Deviance Pr(>Chi)  
## 1 1472 1374.2   
## 2 1472 1386.6 0 -12.44

We can transform tlenkm and remove improvement\_surcharge in order to have lower vifs:

### Model 22

model\_22 <- glm(  
 target.tip\_is\_given~  
 f.mta\_tax+  
 q.passenger\_count+  
 q.extra+  
 q.tolls\_amount+  
 q.hour+  
 q.espeed+  
 poly(q.tlenkm,2)+  
 q.traveltime   
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_22)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count +   
## q.extra + q.tolls\_amount + q.hour + q.espeed + poly(q.tlenkm,   
## 2) + q.traveltime, family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.2454 0.5035 0.6010 0.6581 1.3451   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.063438 0.630329 -0.101 0.919834   
## f.mta\_taxYes 1.598945 0.430147 3.717 0.000201 \*\*\*  
## q.passenger\_count 0.103937 0.074592 1.393 0.163500   
## q.extra -0.100561 0.197968 -0.508 0.611478   
## q.tolls\_amount 0.056478 0.142674 0.396 0.692213   
## q.hour 0.016300 0.010315 1.580 0.114045   
## q.espeed -0.006787 0.013738 -0.494 0.621311   
## poly(q.tlenkm, 2)1 11.175853 7.164996 1.560 0.118811   
## poly(q.tlenkm, 2)2 -6.647205 2.778483 -2.392 0.016739 \*   
## q.traveltime -0.010694 0.014623 -0.731 0.464568   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1369.3 on 1472 degrees of freedom  
## AIC: 1389.3  
##   
## Number of Fisher Scoring iterations: 4

vif(model\_22)

## GVIF Df GVIF^(1/(2\*Df))  
## f.mta\_tax 1.044554 1 1.022034  
## q.passenger\_count 1.011298 1 1.005633  
## q.extra 1.112981 1 1.054979  
## q.tolls\_amount 1.034816 1 1.017259  
## q.hour 1.098904 1 1.048286  
## q.espeed 3.215503 1 1.793182  
## poly(q.tlenkm, 2) 6.953595 2 1.623874  
## q.traveltime 4.814589 1 2.194217

anova(model\_21, model\_22, test="Chisq") # only for nested models

## Analysis of Deviance Table  
##   
## Model 1: target.tip\_is\_given ~ f.improvement\_surcharge + f.mta\_tax + q.passenger\_count +   
## q.extra + q.tolls\_amount + q.hour + q.espeed + q.tlenkm +   
## q.traveltime  
## Model 2: target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count + q.extra +   
## q.tolls\_amount + q.hour + q.espeed + poly(q.tlenkm, 2) +   
## q.traveltime  
## Resid. Df Resid. Dev Df Deviance Pr(>Chi)  
## 1 1472 1374.2   
## 2 1472 1369.3 0 4.88

Anova(model\_22, test="Wald") #binary target

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## f.mta\_tax 1 13.8176 0.0002014 \*\*\*  
## q.passenger\_count 1 1.9416 0.1634996   
## q.extra 1 0.2580 0.6114779   
## q.tolls\_amount 1 0.1567 0.6922126   
## q.hour 1 2.4973 0.1140452   
## q.espeed 1 0.2440 0.6213106   
## poly(q.tlenkm, 2) 2 5.8276 0.0542687 .   
## q.traveltime 1 0.5349 0.4645682   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Now, we can do a step:

### Model 23

model\_23 <- step(model\_22, k=log(nrow(dffwork)))

## Start: AIC=1442.33  
## target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count + q.extra +   
## q.tolls\_amount + q.hour + q.espeed + poly(q.tlenkm, 2) +   
## q.traveltime  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2) 2 1374.7 1433.1  
## - q.tolls\_amount 1 1369.5 1435.2  
## - q.espeed 1 1369.6 1435.3  
## - q.extra 1 1369.6 1435.3  
## - q.traveltime 1 1369.8 1435.5  
## - q.passenger\_count 1 1371.4 1437.1  
## - q.hour 1 1371.8 1437.5  
## <none> 1369.3 1442.3  
## - f.mta\_tax 1 1382.2 1447.9  
##   
## Step: AIC=1433.12  
## target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count + q.extra +   
## q.tolls\_amount + q.hour + q.espeed + q.traveltime  
##   
## Df Deviance AIC  
## - q.tolls\_amount 1 1375.0 1426.1  
## - q.extra 1 1375.0 1426.1  
## - q.passenger\_count 1 1376.7 1427.8  
## - q.espeed 1 1376.9 1428.0  
## - q.hour 1 1377.4 1428.5  
## - q.traveltime 1 1378.0 1429.1  
## <none> 1374.7 1433.1  
## - f.mta\_tax 1 1387.0 1438.2  
##   
## Step: AIC=1426.1  
## target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count + q.extra +   
## q.hour + q.espeed + q.traveltime  
##   
## Df Deviance AIC  
## - q.extra 1 1375.3 1419.1  
## - q.passenger\_count 1 1377.0 1420.8  
## - q.espeed 1 1377.4 1421.2  
## - q.hour 1 1377.6 1421.4  
## - q.traveltime 1 1378.5 1422.3  
## <none> 1375.0 1426.1  
## - f.mta\_tax 1 1387.3 1431.2  
##   
## Step: AIC=1419.12  
## target.tip\_is\_given ~ f.mta\_tax + q.passenger\_count + q.hour +   
## q.espeed + q.traveltime  
##   
## Df Deviance AIC  
## - q.passenger\_count 1 1377.2 1413.8  
## - q.hour 1 1377.7 1414.2  
## - q.espeed 1 1377.8 1414.3  
## - q.traveltime 1 1378.9 1415.4  
## <none> 1375.3 1419.1  
## - f.mta\_tax 1 1387.3 1423.9  
##   
## Step: AIC=1413.76  
## target.tip\_is\_given ~ f.mta\_tax + q.hour + q.espeed + q.traveltime  
##   
## Df Deviance AIC  
## - q.espeed 1 1379.8 1409.0  
## - q.hour 1 1379.8 1409.0  
## - q.traveltime 1 1380.8 1410.0  
## <none> 1377.2 1413.8  
## - f.mta\_tax 1 1388.9 1418.1  
##   
## Step: AIC=1408.99  
## target.tip\_is\_given ~ f.mta\_tax + q.hour + q.traveltime  
##   
## Df Deviance AIC  
## - q.hour 1 1381.8 1403.7  
## - q.traveltime 1 1383.3 1405.2  
## <none> 1379.8 1409.0  
## - f.mta\_tax 1 1391.0 1412.9  
##   
## Step: AIC=1403.71  
## target.tip\_is\_given ~ f.mta\_tax + q.traveltime  
##   
## Df Deviance AIC  
## - q.traveltime 1 1385.0 1399.6  
## <none> 1381.8 1403.7  
## - f.mta\_tax 1 1393.6 1408.2  
##   
## Step: AIC=1399.63  
## target.tip\_is\_given ~ f.mta\_tax  
##   
## Df Deviance AIC  
## <none> 1385.0 1399.6  
## - f.mta\_tax 1 1397.9 1405.2

summary(model\_23)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ f.mta\_tax, family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8674 0.6201 0.6201 0.6201 1.1774   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -8.815e-14 4.082e-01 0.000 1.000000   
## f.mta\_taxYes 1.551e+00 4.140e-01 3.747 0.000179 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1385.0 on 1480 degrees of freedom  
## AIC: 1389  
##   
## Number of Fisher Scoring iterations: 4

Due to the fact that this model is really ppor, we will take also the q.extra variable in order to be able to extract more information. For instance, we could do the marginal plots:

model\_23 <- glm(  
 target.tip\_is\_given~  
 f.mta\_tax+  
 q.extra  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_23)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ f.mta\_tax + q.extra, family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8743 0.6157 0.6157 0.6218 1.1863   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.0009104 0.4082683 0.002 0.998221   
## f.mta\_taxYes 1.5660824 0.4190015 3.738 0.000186 \*\*\*  
## q.extra -0.0437003 0.1893364 -0.231 0.817464   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1385.0 on 1479 degrees of freedom  
## AIC: 1391  
##   
## Number of Fisher Scoring iterations: 4

### Understanding the model

plot(allEffects(model\_23))
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* For the f.mta\_tax: we that if the value of the variable is “Yes”, it is more probable that the target.tip\_is\_given value will be “Yes” as well.
* For the q.extra: as we have said before, this variable does not really affect to the target, but we will include it in order to be able to do more plots. At most, we could say that it is inversely proportional to the target.

marginalModelPlots(model\_23)

## Warning in mmps(...): Interactions and/or factors skipped
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We can observe that q.extra is a candidate to be a factor.

residualPlots(model\_23)
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## Test stat Pr(>|Test stat|)  
## f.mta\_tax   
## q.extra 0.3308 0.5652

We see that the smoothers are relatively plain, so we could say that, for now, everything is ok.

We are going, though, to propose a model which brings us more chances:

### Model 24

model\_24 <- glm(  
 target.tip\_is\_given~  
 poly(q.tlenkm, 2)+  
 f.mta\_tax+  
 q.extra+  
 q.espeed  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_24)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax +   
## q.extra + q.espeed, family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0830 0.5183 0.6029 0.6620 1.2773   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.0262246 0.4739302 0.055 0.955872   
## poly(q.tlenkm, 2)1 6.4381003 3.3220235 1.938 0.052623 .   
## poly(q.tlenkm, 2)2 -5.6266502 2.3548152 -2.389 0.016875 \*   
## f.mta\_taxYes 1.5402952 0.4245567 3.628 0.000286 \*\*\*  
## q.extra 0.0058437 0.1901872 0.031 0.975488   
## q.espeed -0.0001024 0.0093700 -0.011 0.991278   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1374.8 on 1476 degrees of freedom  
## AIC: 1386.8  
##   
## Number of Fisher Scoring iterations: 4

residualPlots(model\_24)
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## Test stat Pr(>|Test stat|)  
## poly(q.tlenkm, 2)   
## f.mta\_tax   
## q.extra 0.1797 0.6717  
## q.espeed 1.8612 0.1725

* q.tlenkm:
  + we see that the smoothe is plain, so it is ok.
  + the “weird” shapes that appear are because of the binery response model.
* q.extra:
  + we observe that the smoother is plain, so it is ok.
* q.espeed:
  + we see that the smoother is plain, so it is ok.
  + the “weird” shapes that appear are because of the binery response model.
* the whole model:
  + we see that the smoothe is not completely straight, but as it was said in class, we can work with unfitted values in the model, due to the fact that it is a really dense topic.

Anova(model\_24, test="Wald")

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## poly(q.tlenkm, 2) 2 8.1026 0.0173996 \*   
## f.mta\_tax 1 13.1624 0.0002856 \*\*\*  
## q.extra 1 0.0009 0.9754881   
## q.espeed 1 0.0001 0.9912776   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We have to ensure that we do not have any variable with a non significant net effect.

Thus, we are going to redp the model:

model\_24 <- glm(  
 target.tip\_is\_given~  
 poly(q.tlenkm, 2)+  
 f.mta\_tax  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_24)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax,   
## family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0825 0.5184 0.6030 0.6617 1.2771   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.02379 0.41272 0.058 0.954042   
## poly(q.tlenkm, 2)1 6.40974 2.72195 2.355 0.018531 \*   
## poly(q.tlenkm, 2)2 -5.62235 2.34340 -2.399 0.016430 \*   
## f.mta\_taxYes 1.54264 0.41841 3.687 0.000227 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1374.8 on 1478 degrees of freedom  
## AIC: 1382.8  
##   
## Number of Fisher Scoring iterations: 4

vif(model\_24)

## GVIF Df GVIF^(1/(2\*Df))  
## poly(q.tlenkm, 2) 1.000229 2 1.000057  
## f.mta\_tax 1.000229 1 1.000115

residualPlots(model\_24)

## Warning in residualPlots.default(model, ...): No possible lack-of-fit tests
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Anova(model\_24, test="Wald")

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## poly(q.tlenkm, 2) 2 9.8765 0.007167 \*\*   
## f.mta\_tax 1 13.5936 0.000227 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

With Anova(model\_24), we see that it is fulfilled.

## Factors //See if you need to replace a number with its equivalent factor

We look if any of the numeric variables can be substituted by a factor.

The first thing we will do, it would be change the “q.mta\_tax” (if it existed in our dataset) for a “f.mta\_tax”. Due to the fact that mta\_tax is already a factor, we do not need to do this step.

Given that the other variable that could be a factor depends on a polynomial, we keep as it is. The code that should be done in case of a new model with an added factor, would be the following:

model\_25 <- glm(  
 target.tip\_is\_given~  
 poly(q.tlenkm, 2)+  
 f.mta\_tax  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_25)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax,   
## family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0825 0.5184 0.6030 0.6617 1.2771   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.02379 0.41272 0.058 0.954042   
## poly(q.tlenkm, 2)1 6.40974 2.72195 2.355 0.018531 \*   
## poly(q.tlenkm, 2)2 -5.62235 2.34340 -2.399 0.016430 \*   
## f.mta\_taxYes 1.54264 0.41841 3.687 0.000227 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1374.8 on 1478 degrees of freedom  
## AIC: 1382.8  
##   
## Number of Fisher Scoring iterations: 4

BIC(model\_24, model\_25) # same model --> same bic

## df BIC  
## model\_24 4 1404.024  
## model\_25 4 1404.024

Thanks to the BIC(model\_24, model\_25) we could see te changes generated by the new model. The less the BIC is, the better the model will be. We need to remember that, in case of have done an exchange of a numeric variable to a factor, we could not have done it with an anova test, due to the fact that there is an exchange, which means that any model is bigger than the other.

## Decision //Add to the best model of step 2, the main effects of the factors and retain the significant net effects.

We decide to keep with the model\_25.

## Interactions //Add interactions: between factor-factor and between factor-numeric (doubles).

### factor-numeric

Now that we have a defined model, we are going to do some interactions with all of the factor variables we think are the relevant:

model\_26 <- glm(  
 target.tip\_is\_given~  
 ( poly(q.tlenkm, 2) ) \*   
 (  
 f.mta\_tax+  
 f.vendor\_id+  
 f.period+  
 f.espeed+  
 f.paid\_tolls+  
 f.tt+  
 f.extra  
 )  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_26)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ (poly(q.tlenkm, 2)) \* (f.mta\_tax +   
## f.vendor\_id + f.period + f.espeed + f.paid\_tolls + f.tt +   
## f.extra), family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5111 0.3976 0.5667 0.6588 1.5477   
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -0.82643 0.80291 -1.029  
## poly(q.tlenkm, 2)1 -48.86181 62.37786 -0.783  
## poly(q.tlenkm, 2)2 -67.70393 78.80136 -0.859  
## f.mta\_taxYes 1.33040 0.60053 2.215  
## f.vendor\_idf.Vendor-VeriFone 0.17117 0.17610 0.972  
## f.periodPeriod morning 0.05307 0.32187 0.165  
## f.periodPeriod valley -0.26682 0.27911 -0.956  
## f.periodPeriod afternoon -0.04948 0.28335 -0.175  
## f.espeed[10,20) 0.56001 0.41266 1.357  
## f.espeed[20,30) 0.81065 0.42368 1.913  
## f.espeed[30,40) 0.59718 0.52679 1.134  
## f.espeed[40,50) 0.39674 0.96765 0.410  
## f.espeed[50,55] 2.05026 1.36596 1.501  
## f.paid\_tollsYes 10.08756 8.98297 1.123  
## f.tt(15,20] 0.49946 0.63838 0.782  
## f.tt(20,60] 0.40590 0.55999 0.725  
## f.tt(5,10] 0.31296 0.62378 0.502  
## f.tt[0,5] -1.93019 1.71453 -1.126  
## f.extra0.5 -0.10017 0.25689 -0.390  
## f.extra1 0.25909 0.44227 0.586  
## poly(q.tlenkm, 2)1:f.mta\_taxYes -3.52444 36.74099 -0.096  
## poly(q.tlenkm, 2)2:f.mta\_taxYes 28.00984 56.28102 0.498  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 3.63680 10.97264 0.331  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 15.18241 13.02671 1.165  
## poly(q.tlenkm, 2)1:f.periodPeriod morning -22.28585 17.97438 -1.240  
## poly(q.tlenkm, 2)2:f.periodPeriod morning -44.45093 21.87311 -2.032  
## poly(q.tlenkm, 2)1:f.periodPeriod valley -10.77194 16.27258 -0.662  
## poly(q.tlenkm, 2)2:f.periodPeriod valley -25.05193 18.87027 -1.328  
## poly(q.tlenkm, 2)1:f.periodPeriod afternoon -9.27239 26.77483 -0.346  
## poly(q.tlenkm, 2)2:f.periodPeriod afternoon -0.89669 29.58146 -0.030  
## poly(q.tlenkm, 2)1:f.espeed[10,20) 25.42995 32.91696 0.773  
## poly(q.tlenkm, 2)2:f.espeed[10,20) -7.43103 34.55887 -0.215  
## poly(q.tlenkm, 2)1:f.espeed[20,30) 15.39756 24.99437 0.616  
## poly(q.tlenkm, 2)2:f.espeed[20,30) -17.71186 30.24786 -0.586  
## poly(q.tlenkm, 2)1:f.espeed[30,40) 1.38881 19.86645 0.070  
## poly(q.tlenkm, 2)2:f.espeed[30,40) -14.60762 23.96168 -0.610  
## poly(q.tlenkm, 2)1:f.espeed[40,50) -7.30645 23.72922 -0.308  
## poly(q.tlenkm, 2)2:f.espeed[40,50) -38.16754 29.48562 -1.294  
## poly(q.tlenkm, 2)1:f.espeed[50,55] -5.42983 33.43054 -0.162  
## poly(q.tlenkm, 2)2:f.espeed[50,55] -23.44641 32.10124 -0.730  
## poly(q.tlenkm, 2)1:f.paid\_tollsYes -119.22646 106.69711 -1.117  
## poly(q.tlenkm, 2)2:f.paid\_tollsYes 259.28772 211.00439 1.229  
## poly(q.tlenkm, 2)1:f.tt(15,20] 92.19663 53.37765 1.727  
## poly(q.tlenkm, 2)2:f.tt(15,20] 72.20211 67.51906 1.069  
## poly(q.tlenkm, 2)1:f.tt(20,60] 59.57123 45.79488 1.301  
## poly(q.tlenkm, 2)2:f.tt(20,60] 61.60412 51.24213 1.202  
## poly(q.tlenkm, 2)1:f.tt(5,10] 26.71046 72.61932 0.368  
## poly(q.tlenkm, 2)2:f.tt(5,10] 60.78930 69.64260 0.873  
## poly(q.tlenkm, 2)1:f.tt[0,5] -31.19286 207.76033 -0.150  
## poly(q.tlenkm, 2)2:f.tt[0,5] 92.47473 161.97721 0.571  
## poly(q.tlenkm, 2)1:f.extra0.5 -3.61736 14.76853 -0.245  
## poly(q.tlenkm, 2)2:f.extra0.5 -14.55494 15.56608 -0.935  
## poly(q.tlenkm, 2)1:f.extra1 34.64810 52.63775 0.658  
## poly(q.tlenkm, 2)2:f.extra1 -1.18737 48.91063 -0.024  
## Pr(>|z|)   
## (Intercept) 0.3033   
## poly(q.tlenkm, 2)1 0.4334   
## poly(q.tlenkm, 2)2 0.3902   
## f.mta\_taxYes 0.0267 \*  
## f.vendor\_idf.Vendor-VeriFone 0.3311   
## f.periodPeriod morning 0.8690   
## f.periodPeriod valley 0.3391   
## f.periodPeriod afternoon 0.8614   
## f.espeed[10,20) 0.1748   
## f.espeed[20,30) 0.0557 .  
## f.espeed[30,40) 0.2570   
## f.espeed[40,50) 0.6818   
## f.espeed[50,55] 0.1334   
## f.paid\_tollsYes 0.2615   
## f.tt(15,20] 0.4340   
## f.tt(20,60] 0.4686   
## f.tt(5,10] 0.6159   
## f.tt[0,5] 0.2603   
## f.extra0.5 0.6966   
## f.extra1 0.5580   
## poly(q.tlenkm, 2)1:f.mta\_taxYes 0.9236   
## poly(q.tlenkm, 2)2:f.mta\_taxYes 0.6187   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 0.7403   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 0.2438   
## poly(q.tlenkm, 2)1:f.periodPeriod morning 0.2150   
## poly(q.tlenkm, 2)2:f.periodPeriod morning 0.0421 \*  
## poly(q.tlenkm, 2)1:f.periodPeriod valley 0.5080   
## poly(q.tlenkm, 2)2:f.periodPeriod valley 0.1843   
## poly(q.tlenkm, 2)1:f.periodPeriod afternoon 0.7291   
## poly(q.tlenkm, 2)2:f.periodPeriod afternoon 0.9758   
## poly(q.tlenkm, 2)1:f.espeed[10,20) 0.4398   
## poly(q.tlenkm, 2)2:f.espeed[10,20) 0.8297   
## poly(q.tlenkm, 2)1:f.espeed[20,30) 0.5379   
## poly(q.tlenkm, 2)2:f.espeed[20,30) 0.5582   
## poly(q.tlenkm, 2)1:f.espeed[30,40) 0.9443   
## poly(q.tlenkm, 2)2:f.espeed[30,40) 0.5421   
## poly(q.tlenkm, 2)1:f.espeed[40,50) 0.7582   
## poly(q.tlenkm, 2)2:f.espeed[40,50) 0.1955   
## poly(q.tlenkm, 2)1:f.espeed[50,55] 0.8710   
## poly(q.tlenkm, 2)2:f.espeed[50,55] 0.4652   
## poly(q.tlenkm, 2)1:f.paid\_tollsYes 0.2638   
## poly(q.tlenkm, 2)2:f.paid\_tollsYes 0.2191   
## poly(q.tlenkm, 2)1:f.tt(15,20] 0.0841 .  
## poly(q.tlenkm, 2)2:f.tt(15,20] 0.2849   
## poly(q.tlenkm, 2)1:f.tt(20,60] 0.1933   
## poly(q.tlenkm, 2)2:f.tt(20,60] 0.2293   
## poly(q.tlenkm, 2)1:f.tt(5,10] 0.7130   
## poly(q.tlenkm, 2)2:f.tt(5,10] 0.3827   
## poly(q.tlenkm, 2)1:f.tt[0,5] 0.8807   
## poly(q.tlenkm, 2)2:f.tt[0,5] 0.5681   
## poly(q.tlenkm, 2)1:f.extra0.5 0.8065   
## poly(q.tlenkm, 2)2:f.extra0.5 0.3498   
## poly(q.tlenkm, 2)1:f.extra1 0.5104   
## poly(q.tlenkm, 2)2:f.extra1 0.9806   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1312.2 on 1428 degrees of freedom  
## AIC: 1420.2  
##   
## Number of Fisher Scoring iterations: 9

Anova(model\_26, test="Wald")

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## poly(q.tlenkm, 2) 2 1.9772 0.372099   
## f.mta\_tax 1 9.5162 0.002037 \*\*  
## f.vendor\_id 1 1.1244 0.288982   
## f.period 3 2.4845 0.478101   
## f.espeed 5 7.7073 0.173123   
## f.paid\_tolls 1 1.1206 0.289779   
## f.tt 4 4.4872 0.344066   
## f.extra 2 0.1760 0.915771   
## poly(q.tlenkm, 2):f.mta\_tax 2 1.1016 0.576479   
## poly(q.tlenkm, 2):f.vendor\_id 2 1.5547 0.459625   
## poly(q.tlenkm, 2):f.period 6 6.0681 0.415607   
## poly(q.tlenkm, 2):f.espeed 10 7.8326 0.645181   
## poly(q.tlenkm, 2):f.paid\_tolls 2 1.5643 0.457411   
## poly(q.tlenkm, 2):f.tt 8 13.1314 0.107408   
## poly(q.tlenkm, 2):f.extra 4 3.7993 0.433848   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We remove the non significant variables:

model\_27 <- step(model\_26, k=log(nrow(dffwork)))

## Start: AIC=1706.48  
## target.tip\_is\_given ~ (poly(q.tlenkm, 2)) \* (f.mta\_tax + f.vendor\_id +   
## f.period + f.espeed + f.paid\_tolls + f.tt + f.extra)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.espeed 10 1321.2 1642.5  
## - poly(q.tlenkm, 2):f.tt 8 1331.7 1667.5  
## - poly(q.tlenkm, 2):f.period 6 1318.5 1668.9  
## - poly(q.tlenkm, 2):f.extra 4 1316.4 1681.5  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1313.4 1693.1  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1313.8 1693.4  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1316.5 1696.1  
## <none> 1312.2 1706.5

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1642.48  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.espeed + f.paid\_tolls + f.tt + f.extra + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.period + poly(q.tlenkm, 2):f.paid\_tolls + poly(q.tlenkm,   
## 2):f.tt + poly(q.tlenkm, 2):f.extra

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.period 6 1327.9 1605.4  
## - poly(q.tlenkm, 2):f.tt 8 1342.6 1605.5  
## - f.espeed 5 1330.1 1614.8  
## - poly(q.tlenkm, 2):f.extra 4 1326.3 1618.3  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1322.7 1629.4  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1323.0 1629.6  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1325.2 1631.8  
## <none> 1321.2 1642.5

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1605.38  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.espeed + f.paid\_tolls + f.tt + f.extra + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.paid\_tolls + poly(q.tlenkm, 2):f.tt + poly(q.tlenkm,   
## 2):f.extra

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.tt 8 1347.7 1566.8  
## - f.espeed 5 1336.2 1577.1  
## - poly(q.tlenkm, 2):f.extra 4 1331.7 1579.9  
## - f.period 3 1330.6 1586.2  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1328.8 1591.6  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1329.5 1592.3  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1332.4 1595.2  
## <none> 1327.9 1605.4  
##   
## Step: AIC=1566.78  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.espeed + f.paid\_tolls + f.tt + f.extra + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.paid\_tolls + poly(q.tlenkm, 2):f.extra

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - f.espeed 5 1354.2 1536.7  
## - poly(q.tlenkm, 2):f.extra 4 1352.2 1542.0  
## - f.tt 4 1353.7 1543.5  
## - f.period 3 1350.3 1547.5  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1348.0 1552.5  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1348.9 1553.3  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1351.4 1555.8  
## <none> 1347.7 1566.8

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1536.73  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.paid\_tolls + f.tt + f.extra + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.paid\_tolls + poly(q.tlenkm, 2):f.extra

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.extra 4 1358.9 1512.2  
## - f.tt 4 1359.3 1512.6  
## - f.period 3 1357.2 1517.8  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1354.3 1522.2  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1356.2 1524.1  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1358.0 1526.0  
## <none> 1354.2 1536.7  
##   
## Step: AIC=1512.2  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.paid\_tolls + f.tt + f.extra + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.paid\_tolls  
##   
## Df Deviance AIC  
## - f.tt 4 1363.7 1487.8  
## - f.period 3 1362.0 1493.4  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1358.9 1497.7  
## - f.extra 2 1359.0 1497.7  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1360.2 1498.9  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1362.7 1501.4  
## <none> 1358.9 1512.2  
##   
## Step: AIC=1487.77  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.period + f.paid\_tolls + f.extra + poly(q.tlenkm, 2):f.mta\_tax +   
## poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm, 2):f.paid\_tolls  
##   
## Df Deviance AIC  
## - f.period 3 1367.0 1469.2  
## - f.extra 2 1363.8 1473.3  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1363.9 1473.4  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1365.0 1474.6  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1367.5 1477.0  
## <none> 1363.7 1487.8  
##   
## Step: AIC=1469.23  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.paid\_tolls + f.extra + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.paid\_tolls  
##   
## Df Deviance AIC  
## - f.extra 2 1367.2 1454.8  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1367.2 1454.8  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1368.6 1456.2  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1370.8 1458.5  
## <none> 1367.0 1469.2  
##   
## Step: AIC=1454.77  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.paid\_tolls + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.paid\_tolls  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1367.4 1440.4  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1368.7 1441.7  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1371.0 1444.0  
## <none> 1367.2 1454.8  
##   
## Step: AIC=1440.37  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.paid\_tolls + poly(q.tlenkm, 2):f.vendor\_id + poly(q.tlenkm,   
## 2):f.paid\_tolls

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1369.0 1427.4  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1371.1 1429.5  
## <none> 1367.4 1440.4  
## - f.mta\_tax 1 1379.7 1445.4  
##   
## Step: AIC=1427.42  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.paid\_tolls + poly(q.tlenkm, 2):f.paid\_tolls

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.paid\_tolls 2 1372.5 1416.3  
## - f.vendor\_id 1 1370.6 1421.7  
## <none> 1369.0 1427.4  
## - f.mta\_tax 1 1381.2 1432.3  
##   
## Step: AIC=1416.35  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.paid\_tolls  
##   
## Df Deviance AIC  
## - f.paid\_tolls 1 1373.1 1409.6  
## - f.vendor\_id 1 1374.2 1410.7  
## - poly(q.tlenkm, 2) 2 1381.9 1411.1  
## <none> 1372.5 1416.3  
## - f.mta\_tax 1 1385.4 1421.9  
##   
## Step: AIC=1409.63  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id  
##   
## Df Deviance AIC  
## - f.vendor\_id 1 1374.8 1404.0  
## - poly(q.tlenkm, 2) 2 1383.4 1405.3  
## <none> 1373.1 1409.6  
## - f.mta\_tax 1 1385.8 1415.0  
##   
## Step: AIC=1404.02  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2) 2 1385.0 1399.6  
## <none> 1374.8 1404.0  
## - f.mta\_tax 1 1387.4 1409.3  
##   
## Step: AIC=1399.63  
## target.tip\_is\_given ~ f.mta\_tax  
##   
## Df Deviance AIC  
## <none> 1385.0 1399.6  
## - f.mta\_tax 1 1397.9 1405.2

From what we can see, it only stays with the tax, but in order to have more freedom, we will keep what we had before.

Hence:

model\_27 <- glm(  
 target.tip\_is\_given~  
 ( poly(q.tlenkm, 2) ) \*   
 ( f.mta\_tax )  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_27)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ (poly(q.tlenkm, 2)) \* (f.mta\_tax),   
## family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0752 0.5212 0.6039 0.6605 1.3204   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.01392 0.44130 0.032 0.974827   
## poly(q.tlenkm, 2)1 14.55513 29.03614 0.501 0.616177   
## poly(q.tlenkm, 2)2 -1.01357 42.42778 -0.024 0.980941   
## f.mta\_taxYes 1.55167 0.44679 3.473 0.000515 \*\*\*  
## poly(q.tlenkm, 2)1:f.mta\_taxYes -8.37146 29.16854 -0.287 0.774110   
## poly(q.tlenkm, 2)2:f.mta\_taxYes -4.50564 42.49358 -0.106 0.915558   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1374.7 on 1476 degrees of freedom  
## AIC: 1386.7  
##   
## Number of Fisher Scoring iterations: 4

Anova(model\_27, test="Wald")

## Analysis of Deviance Table (Type II tests)  
##   
## Response: target.tip\_is\_given  
## Df Chisq Pr(>Chisq)   
## poly(q.tlenkm, 2) 2 9.8658 0.0072057 \*\*   
## f.mta\_tax 1 13.2941 0.0002662 \*\*\*  
## poly(q.tlenkm, 2):f.mta\_tax 2 0.1592 0.9234768   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

We do a comparison:

BIC(model\_27, model\_25)

## df BIC  
## model\_27 6 1418.460  
## model\_25 4 1404.024

We keep with the 25.

We can see now the effects of it:

plot(allEffects(model\_25))
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* We can observe that only the tips is given in certain range of driven km, due to the fact that for few km, it makes no sense to give it, and for many km it is too much.
* As we have previously commented, it is more likely to give some tips if a tax is present.

### factor-factor

Although, for this deliverable it is asked to do some interactions between factors, we will do it even though the results could not be realistic:

# interaccions dobles entre factors:  
model\_factors\_1 <- glm(  
 target.tip\_is\_given~  
 ( poly(q.tlenkm, 2) + q.extra) + ( f.mta\_tax + f.vendor\_id + f.espeed)^2  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_factors\_1)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) +   
## (f.mta\_tax + f.vendor\_id + f.espeed)^2, family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.2113 0.4981 0.5928 0.6636 1.7147   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error z value  
## (Intercept) -1.275e+01 3.247e+02 -0.039  
## poly(q.tlenkm, 2)1 6.278e+00 3.391e+00 1.852  
## poly(q.tlenkm, 2)2 -6.122e+00 2.626e+00 -2.331  
## q.extra -9.451e-04 1.901e-01 -0.005  
## f.mta\_taxYes 1.363e+01 3.247e+02 0.042  
## f.vendor\_idf.Vendor-VeriFone 4.430e-01 1.388e+00 0.319  
## f.espeed[10,20) 1.143e+01 3.247e+02 0.035  
## f.espeed[20,30) 1.341e+01 3.247e+02 0.041  
## f.espeed[30,40) 1.142e+01 3.247e+02 0.035  
## f.espeed[40,50) 1.176e+01 3.247e+02 0.036  
## f.espeed[50,55] 1.192e+00 1.383e+00 0.862  
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone -4.541e-02 1.238e+00 -0.037  
## f.mta\_taxYes:f.espeed[10,20) -1.088e+01 3.247e+02 -0.034  
## f.mta\_taxYes:f.espeed[20,30) -1.274e+01 3.247e+02 -0.039  
## f.mta\_taxYes:f.espeed[30,40) -1.108e+01 3.247e+02 -0.034  
## f.mta\_taxYes:f.espeed[40,50) -1.184e+01 3.247e+02 -0.036  
## f.mta\_taxYes:f.espeed[50,55] NA NA NA  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -2.463e-01 6.672e-01 -0.369  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -1.373e-01 6.994e-01 -0.196  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -3.194e-02 8.303e-01 -0.038  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 1.250e-01 9.969e-01 0.125  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] -5.731e-01 1.547e+00 -0.370  
## Pr(>|z|)   
## (Intercept) 0.9687   
## poly(q.tlenkm, 2)1 0.0641 .  
## poly(q.tlenkm, 2)2 0.0197 \*  
## q.extra 0.9960   
## f.mta\_taxYes 0.9665   
## f.vendor\_idf.Vendor-VeriFone 0.7497   
## f.espeed[10,20) 0.9719   
## f.espeed[20,30) 0.9671   
## f.espeed[30,40) 0.9720   
## f.espeed[40,50) 0.9711   
## f.espeed[50,55] 0.3887   
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 0.9707   
## f.mta\_taxYes:f.espeed[10,20) 0.9733   
## f.mta\_taxYes:f.espeed[20,30) 0.9687   
## f.mta\_taxYes:f.espeed[30,40) 0.9728   
## f.mta\_taxYes:f.espeed[40,50) 0.9709   
## f.mta\_taxYes:f.espeed[50,55] NA   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 0.7120   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 0.8444   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 0.9693   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.9002   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.7111   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1361.6 on 1461 degrees of freedom  
## AIC: 1403.6  
##   
## Number of Fisher Scoring iterations: 11

model\_factors\_1\_step <- step(model\_factors\_1, k=log(nrow(dffwork)))

## Start: AIC=1514.94  
## target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) + (f.mta\_tax +   
## f.vendor\_id + f.espeed)^2  
##   
## Df Deviance AIC  
## - f.vendor\_id:f.espeed 5 1362.1 1478.9  
## - f.mta\_tax:f.espeed 4 1365.6 1489.7  
## - q.extra 1 1361.6 1507.6  
## - f.mta\_tax:f.vendor\_id 1 1361.6 1507.6  
## - poly(q.tlenkm, 2) 2 1369.7 1508.4  
## <none> 1361.6 1514.9  
##   
## Step: AIC=1478.92  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed  
##   
## Df Deviance AIC  
## - f.mta\_tax:f.espeed 4 1366.0 1453.6  
## - q.extra 1 1362.1 1471.6  
## - f.mta\_tax:f.vendor\_id 1 1362.1 1471.6  
## - poly(q.tlenkm, 2) 2 1370.1 1472.3  
## <none> 1362.1 1478.9  
##   
## Step: AIC=1453.63  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id  
##   
## Df Deviance AIC  
## - f.espeed 5 1372.8 1424.0  
## - q.extra 1 1366.0 1446.3  
## - f.mta\_tax:f.vendor\_id 1 1366.2 1446.5  
## - poly(q.tlenkm, 2) 2 1373.8 1446.8  
## <none> 1366.0 1453.6  
##   
## Step: AIC=1423.96  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id  
##   
## Df Deviance AIC  
## - q.extra 1 1372.8 1416.7  
## - f.mta\_tax:f.vendor\_id 1 1373.1 1416.9  
## - poly(q.tlenkm, 2) 2 1382.8 1419.3  
## <none> 1372.8 1424.0  
##   
## Step: AIC=1416.66  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id +   
## f.mta\_tax:f.vendor\_id  
##   
## Df Deviance AIC  
## - f.mta\_tax:f.vendor\_id 1 1373.1 1409.6  
## - poly(q.tlenkm, 2) 2 1382.9 1412.1  
## <none> 1372.8 1416.7  
##   
## Step: AIC=1409.63  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id  
##   
## Df Deviance AIC  
## - f.vendor\_id 1 1374.8 1404.0  
## - poly(q.tlenkm, 2) 2 1383.4 1405.3  
## <none> 1373.1 1409.6  
## - f.mta\_tax 1 1385.8 1415.0  
##   
## Step: AIC=1404.02  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2) 2 1385.0 1399.6  
## <none> 1374.8 1404.0  
## - f.mta\_tax 1 1387.4 1409.3  
##   
## Step: AIC=1399.63  
## target.tip\_is\_given ~ f.mta\_tax  
##   
## Df Deviance AIC  
## <none> 1385.0 1399.6  
## - f.mta\_tax 1 1397.9 1405.2

We stick with what we had.

# interaccions dobles entre factor-numèrica  
model\_factors\_2 <- glm(  
 target.tip\_is\_given~  
 ( poly(q.tlenkm, 2) + q.extra) \* ( f.mta\_tax + f.vendor\_id + f.espeed)  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_factors\_2)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) \*   
## (f.mta\_tax + f.vendor\_id + f.espeed), family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.7524 0.4510 0.5990 0.6586 1.3945   
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -1.0682 0.6215 -1.719  
## poly(q.tlenkm, 2)1 7.2714 36.7875 0.198  
## poly(q.tlenkm, 2)2 18.0176 51.3934 0.351  
## q.extra 24.3486 649.4904 0.037  
## f.mta\_taxYes 1.8229 0.4793 3.803  
## f.vendor\_idf.Vendor-VeriFone 0.1515 0.2252 0.673  
## f.espeed[10,20) 0.7793 0.4311 1.808  
## f.espeed[20,30) 1.0388 0.4180 2.485  
## f.espeed[30,40) 1.0806 0.5386 2.006  
## f.espeed[40,50) 0.1425 0.9805 0.145  
## f.espeed[50,55] 0.5455 1.2749 0.428  
## poly(q.tlenkm, 2)1:f.mta\_taxYes -7.7111 32.4480 -0.238  
## poly(q.tlenkm, 2)2:f.mta\_taxYes -10.8291 47.2310 -0.229  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 0.9534 9.6855 0.098  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 5.9339 11.2991 0.525  
## poly(q.tlenkm, 2)1:f.espeed[10,20) 31.1016 33.2114 0.936  
## poly(q.tlenkm, 2)2:f.espeed[10,20) 3.8258 32.8584 0.116  
## poly(q.tlenkm, 2)1:f.espeed[20,30) 9.5247 22.0306 0.432  
## poly(q.tlenkm, 2)2:f.espeed[20,30) -19.6899 26.5292 -0.742  
## poly(q.tlenkm, 2)1:f.espeed[30,40) 2.3595 19.5979 0.120  
## poly(q.tlenkm, 2)2:f.espeed[30,40) -21.8783 22.4290 -0.975  
## poly(q.tlenkm, 2)1:f.espeed[40,50) 0.2109 23.1366 0.009  
## poly(q.tlenkm, 2)2:f.espeed[40,50) -38.1689 27.1164 -1.408  
## poly(q.tlenkm, 2)1:f.espeed[50,55] 5.0641 27.9556 0.181  
## poly(q.tlenkm, 2)2:f.espeed[50,55] -7.5058 26.5425 -0.283  
## q.extra:f.mta\_taxYes -24.0875 649.4899 -0.037  
## q.extra:f.vendor\_idf.Vendor-VeriFone 0.1873 0.4330 0.433  
## q.extra:f.espeed[10,20) -0.2740 0.7254 -0.378  
## q.extra:f.espeed[20,30) -0.7469 0.8007 -0.933  
## q.extra:f.espeed[30,40) -1.8492 1.0443 -1.771  
## q.extra:f.espeed[40,50) 0.4632 1.3795 0.336  
## q.extra:f.espeed[50,55] 0.8395 2.8025 0.300  
## Pr(>|z|)   
## (Intercept) 0.085674 .   
## poly(q.tlenkm, 2)1 0.843311   
## poly(q.tlenkm, 2)2 0.725901   
## q.extra 0.970095   
## f.mta\_taxYes 0.000143 \*\*\*  
## f.vendor\_idf.Vendor-VeriFone 0.501042   
## f.espeed[10,20) 0.070624 .   
## f.espeed[20,30) 0.012961 \*   
## f.espeed[30,40) 0.044825 \*   
## f.espeed[40,50) 0.884481   
## f.espeed[50,55] 0.668748   
## poly(q.tlenkm, 2)1:f.mta\_taxYes 0.812156   
## poly(q.tlenkm, 2)2:f.mta\_taxYes 0.818651   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 0.921589   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 0.599466   
## poly(q.tlenkm, 2)1:f.espeed[10,20) 0.349030   
## poly(q.tlenkm, 2)2:f.espeed[10,20) 0.907309   
## poly(q.tlenkm, 2)1:f.espeed[20,30) 0.665493   
## poly(q.tlenkm, 2)2:f.espeed[20,30) 0.457968   
## poly(q.tlenkm, 2)1:f.espeed[30,40) 0.904169   
## poly(q.tlenkm, 2)2:f.espeed[30,40) 0.329338   
## poly(q.tlenkm, 2)1:f.espeed[40,50) 0.992729   
## poly(q.tlenkm, 2)2:f.espeed[40,50) 0.159252   
## poly(q.tlenkm, 2)1:f.espeed[50,55] 0.856250   
## poly(q.tlenkm, 2)2:f.espeed[50,55] 0.777343   
## q.extra:f.mta\_taxYes 0.970416   
## q.extra:f.vendor\_idf.Vendor-VeriFone 0.665296   
## q.extra:f.espeed[10,20) 0.705640   
## q.extra:f.espeed[20,30) 0.350939   
## q.extra:f.espeed[30,40) 0.076603 .   
## q.extra:f.espeed[40,50) 0.737021   
## q.extra:f.espeed[50,55] 0.764527   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1348.8 on 1450 degrees of freedom  
## AIC: 1412.8  
##   
## Number of Fisher Scoring iterations: 11

model\_factors\_2\_step <- step(model\_factors\_2, k=log(nrow(dffwork)))

## Start: AIC=1582.42  
## target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) \* (f.mta\_tax +   
## f.vendor\_id + f.espeed)  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.espeed 10 1358.2 1518.8  
## - q.extra:f.espeed 5 1354.3 1551.4  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1348.8 1567.9  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1349.1 1568.2  
## - q.extra:f.vendor\_id 1 1349.0 1575.3  
## - q.extra:f.mta\_tax 1 1349.6 1576.0  
## <none> 1348.8 1582.4  
##   
## Step: AIC=1518.79  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id +   
## q.extra:f.espeed  
##   
## Df Deviance AIC  
## - q.extra:f.espeed 5 1364.0 1488.1  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1358.2 1504.2  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1360.1 1506.1  
## - q.extra:f.vendor\_id 1 1358.3 1511.6  
## - q.extra:f.mta\_tax 1 1359.0 1512.4  
## <none> 1358.2 1518.8  
##   
## Step: AIC=1488.11  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - f.espeed 5 1370.3 1458.0  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1364.1 1473.6  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1364.9 1474.4  
## - q.extra:f.vendor\_id 1 1364.2 1481.0  
## - q.extra:f.mta\_tax 1 1364.8 1481.6  
## <none> 1364.0 1488.1  
##   
## Step: AIC=1457.95  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1370.4 1443.4  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1371.6 1444.7  
## - q.extra:f.vendor\_id 1 1370.6 1450.9  
## - q.extra:f.mta\_tax 1 1371.3 1451.6  
## <none> 1370.3 1458.0  
##   
## Step: AIC=1443.39  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + poly(q.tlenkm, 2):f.vendor\_id + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1371.8 1430.2  
## - q.extra:f.vendor\_id 1 1370.6 1436.3  
## - q.extra:f.mta\_tax 1 1371.4 1437.1  
## <none> 1370.4 1443.4  
##   
## Step: AIC=1430.16  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - q.extra:f.vendor\_id 1 1372.1 1423.2  
## - q.extra:f.mta\_tax 1 1372.8 1423.9  
## - poly(q.tlenkm, 2) 2 1381.6 1425.4  
## <none> 1371.8 1430.2  
##   
## Step: AIC=1423.23  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + q.extra:f.mta\_tax  
##   
## Df Deviance AIC  
## - q.extra:f.mta\_tax 1 1373.1 1416.9  
## - f.vendor\_id 1 1373.8 1417.6  
## - poly(q.tlenkm, 2) 2 1381.9 1418.4  
## <none> 1372.1 1423.2  
##   
## Step: AIC=1416.93  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id  
##   
## Df Deviance AIC  
## - q.extra 1 1373.1 1409.6  
## - f.vendor\_id 1 1374.8 1411.3  
## - poly(q.tlenkm, 2) 2 1383.3 1412.5  
## <none> 1373.1 1416.9  
## - f.mta\_tax 1 1385.5 1422.0  
##   
## Step: AIC=1409.63  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id  
##   
## Df Deviance AIC  
## - f.vendor\_id 1 1374.8 1404.0  
## - poly(q.tlenkm, 2) 2 1383.4 1405.3  
## <none> 1373.1 1409.6  
## - f.mta\_tax 1 1385.8 1415.0  
##   
## Step: AIC=1404.02  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2) 2 1385.0 1399.6  
## <none> 1374.8 1404.0  
## - f.mta\_tax 1 1387.4 1409.3  
##   
## Step: AIC=1399.63  
## target.tip\_is\_given ~ f.mta\_tax  
##   
## Df Deviance AIC  
## <none> 1385.0 1399.6  
## - f.mta\_tax 1 1397.9 1405.2

We stick with what we had.

# interaccions dobles entre factor-numèrica + dobles entre factors  
model\_factors\_3 <- glm(  
 target.tip\_is\_given~  
 ( poly(q.tlenkm, 2) + q.extra) \* ( f.mta\_tax + f.vendor\_id + f.espeed)^2  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_factors\_3)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) \*   
## (f.mta\_tax + f.vendor\_id + f.espeed)^2, family = "binomial",   
## data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6908 0.4084 0.5969 0.6586 1.3472   
##   
## Coefficients: (13 not defined because of singularities)  
## Estimate  
## (Intercept) 2.861e+03  
## poly(q.tlenkm, 2)1 2.564e+05  
## poly(q.tlenkm, 2)2 1.555e+05  
## q.extra 1.570e+04  
## f.mta\_taxYes -2.866e+03  
## f.vendor\_idf.Vendor-VeriFone -2.689e+03  
## f.espeed[10,20) 1.300e+02  
## f.espeed[20,30) -2.696e+03  
## f.espeed[30,40) -1.819e+02  
## f.espeed[40,50) -6.112e+02  
## f.espeed[50,55] 1.380e+01  
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 2.696e+03  
## f.mta\_taxYes:f.espeed[10,20) -1.218e+02  
## f.mta\_taxYes:f.espeed[20,30) 2.703e+03  
## f.mta\_taxYes:f.espeed[30,40) 1.896e+02  
## f.mta\_taxYes:f.espeed[40,50) 4.891e+02  
## f.mta\_taxYes:f.espeed[50,55] NA  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -7.764e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -6.235e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -6.761e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 1.227e+02  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 1.312e+03  
## poly(q.tlenkm, 2)1:f.mta\_taxYes -2.572e+05  
## poly(q.tlenkm, 2)2:f.mta\_taxYes -1.562e+05  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone -2.510e+05  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone -1.592e+05  
## poly(q.tlenkm, 2)1:f.espeed[10,20) 1.978e+04  
## poly(q.tlenkm, 2)2:f.espeed[10,20) 7.782e+02  
## poly(q.tlenkm, 2)1:f.espeed[20,30) -2.583e+05  
## poly(q.tlenkm, 2)2:f.espeed[20,30) -1.511e+05  
## poly(q.tlenkm, 2)1:f.espeed[30,40) -6.618e+03  
## poly(q.tlenkm, 2)2:f.espeed[30,40) 6.165e+02  
## poly(q.tlenkm, 2)1:f.espeed[40,50) 6.601e+02  
## poly(q.tlenkm, 2)2:f.espeed[40,50) -4.258e+03  
## poly(q.tlenkm, 2)1:f.espeed[50,55] 1.233e+03  
## poly(q.tlenkm, 2)2:f.espeed[50,55] 5.019e+02  
## q.extra:f.mta\_taxYes -1.569e+04  
## q.extra:f.vendor\_idf.Vendor-VeriFone -3.489e+00  
## q.extra:f.espeed[10,20) -3.699e+00  
## q.extra:f.espeed[20,30) -3.293e+00  
## q.extra:f.espeed[30,40) -6.015e+00  
## q.extra:f.espeed[40,50) 9.066e+01  
## q.extra:f.espeed[50,55] -3.815e+01  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 2.518e+05  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.599e+05  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[10,20) -1.881e+04  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[10,20) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[20,30) 2.592e+05  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[20,30) 1.518e+05  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[30,40) 7.405e+03  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[30,40) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -9.359e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -7.781e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -8.155e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -7.121e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -7.834e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -6.440e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) -6.633e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 4.214e+03  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] -2.353e+04  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 8.514e+03  
## q.extra:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone NA  
## q.extra:f.mta\_taxYes:f.espeed[10,20) NA  
## q.extra:f.mta\_taxYes:f.espeed[20,30) NA  
## q.extra:f.mta\_taxYes:f.espeed[30,40) NA  
## q.extra:f.mta\_taxYes:f.espeed[40,50) NA  
## q.extra:f.mta\_taxYes:f.espeed[50,55] NA  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 4.215e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 3.240e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 4.685e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) -9.031e+01  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 1.124e+03  
## Std. Error  
## (Intercept) 1.469e+08  
## poly(q.tlenkm, 2)1 1.426e+10  
## poly(q.tlenkm, 2)2 8.499e+09  
## q.extra 9.016e+08  
## f.mta\_taxYes 1.469e+08  
## f.vendor\_idf.Vendor-VeriFone 1.469e+08  
## f.espeed[10,20) 1.956e+05  
## f.espeed[20,30) 1.469e+08  
## f.espeed[30,40) 1.511e+05  
## f.espeed[40,50) 4.217e+05  
## f.espeed[50,55] 9.089e+03  
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.469e+08  
## f.mta\_taxYes:f.espeed[10,20) 1.956e+05  
## f.mta\_taxYes:f.espeed[20,30) 1.469e+08  
## f.mta\_taxYes:f.espeed[30,40) 1.511e+05  
## f.mta\_taxYes:f.espeed[40,50) 4.217e+05  
## f.mta\_taxYes:f.espeed[50,55] NA  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 4.142e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 3.945e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 4.090e+00  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 1.500e+02  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 1.588e+06  
## poly(q.tlenkm, 2)1:f.mta\_taxYes 1.426e+10  
## poly(q.tlenkm, 2)2:f.mta\_taxYes 8.499e+09  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 1.426e+10  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 8.499e+09  
## poly(q.tlenkm, 2)1:f.espeed[10,20) 9.142e+06  
## poly(q.tlenkm, 2)2:f.espeed[10,20) 4.664e+02  
## poly(q.tlenkm, 2)1:f.espeed[20,30) 1.426e+10  
## poly(q.tlenkm, 2)2:f.espeed[20,30) 8.499e+09  
## poly(q.tlenkm, 2)1:f.espeed[30,40) 6.057e+06  
## poly(q.tlenkm, 2)2:f.espeed[30,40) 4.486e+02  
## poly(q.tlenkm, 2)1:f.espeed[40,50) 6.885e+02  
## poly(q.tlenkm, 2)2:f.espeed[40,50) 5.726e+03  
## poly(q.tlenkm, 2)1:f.espeed[50,55] 3.830e+05  
## poly(q.tlenkm, 2)2:f.espeed[50,55] 1.484e+05  
## q.extra:f.mta\_taxYes 9.016e+08  
## q.extra:f.vendor\_idf.Vendor-VeriFone 2.201e+00  
## q.extra:f.espeed[10,20) 2.119e+00  
## q.extra:f.espeed[20,30) 2.208e+00  
## q.extra:f.espeed[30,40) 2.762e+00  
## q.extra:f.espeed[40,50) 1.118e+02  
## q.extra:f.espeed[50,55] 3.380e+04  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.426e+10  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 8.499e+09  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[10,20) 9.142e+06  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[10,20) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[20,30) 1.426e+10  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[20,30) 8.499e+09  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[30,40) 6.057e+06  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[30,40) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 5.754e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 4.679e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 5.514e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 4.506e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 5.505e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 4.494e+02  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 6.890e+02  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 5.727e+03  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 1.743e+07  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 3.154e+07  
## q.extra:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone NA  
## q.extra:f.mta\_taxYes:f.espeed[10,20) NA  
## q.extra:f.mta\_taxYes:f.espeed[20,30) NA  
## q.extra:f.mta\_taxYes:f.espeed[30,40) NA  
## q.extra:f.mta\_taxYes:f.espeed[40,50) NA  
## q.extra:f.mta\_taxYes:f.espeed[50,55] NA  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 2.272e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 2.391e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 3.029e+00  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 1.118e+02  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 3.114e+06  
## z value  
## (Intercept) 0.000  
## poly(q.tlenkm, 2)1 0.000  
## poly(q.tlenkm, 2)2 0.000  
## q.extra 0.000  
## f.mta\_taxYes 0.000  
## f.vendor\_idf.Vendor-VeriFone 0.000  
## f.espeed[10,20) 0.001  
## f.espeed[20,30) 0.000  
## f.espeed[30,40) -0.001  
## f.espeed[40,50) -0.001  
## f.espeed[50,55] 0.002  
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 0.000  
## f.mta\_taxYes:f.espeed[10,20) -0.001  
## f.mta\_taxYes:f.espeed[20,30) 0.000  
## f.mta\_taxYes:f.espeed[30,40) 0.001  
## f.mta\_taxYes:f.espeed[40,50) 0.001  
## f.mta\_taxYes:f.espeed[50,55] NA  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -1.874  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -1.580  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -1.653  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.818  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.001  
## poly(q.tlenkm, 2)1:f.mta\_taxYes 0.000  
## poly(q.tlenkm, 2)2:f.mta\_taxYes 0.000  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 0.000  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 0.000  
## poly(q.tlenkm, 2)1:f.espeed[10,20) 0.002  
## poly(q.tlenkm, 2)2:f.espeed[10,20) 1.669  
## poly(q.tlenkm, 2)1:f.espeed[20,30) 0.000  
## poly(q.tlenkm, 2)2:f.espeed[20,30) 0.000  
## poly(q.tlenkm, 2)1:f.espeed[30,40) -0.001  
## poly(q.tlenkm, 2)2:f.espeed[30,40) 1.374  
## poly(q.tlenkm, 2)1:f.espeed[40,50) 0.959  
## poly(q.tlenkm, 2)2:f.espeed[40,50) -0.744  
## poly(q.tlenkm, 2)1:f.espeed[50,55] 0.003  
## poly(q.tlenkm, 2)2:f.espeed[50,55] 0.003  
## q.extra:f.mta\_taxYes 0.000  
## q.extra:f.vendor\_idf.Vendor-VeriFone -1.585  
## q.extra:f.espeed[10,20) -1.746  
## q.extra:f.espeed[20,30) -1.492  
## q.extra:f.espeed[30,40) -2.178  
## q.extra:f.espeed[40,50) 0.811  
## q.extra:f.espeed[50,55] -0.001  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 0.000  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 0.000  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[10,20) -0.002  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[10,20) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[20,30) 0.000  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[20,30) 0.000  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[30,40) 0.001  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[30,40) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[40,50) NA  
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[50,55] NA  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -1.626  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) -1.663  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -1.479  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) -1.580  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -1.423  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) -1.433  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) -0.963  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.736  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] -0.001  
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.000  
## q.extra:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone NA  
## q.extra:f.mta\_taxYes:f.espeed[10,20) NA  
## q.extra:f.mta\_taxYes:f.espeed[20,30) NA  
## q.extra:f.mta\_taxYes:f.espeed[30,40) NA  
## q.extra:f.mta\_taxYes:f.espeed[40,50) NA  
## q.extra:f.mta\_taxYes:f.espeed[50,55] NA  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 1.855  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 1.355  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 1.547  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) -0.808  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.000  
## Pr(>|z|)   
## (Intercept) 1.0000   
## poly(q.tlenkm, 2)1 1.0000   
## poly(q.tlenkm, 2)2 1.0000   
## q.extra 1.0000   
## f.mta\_taxYes 1.0000   
## f.vendor\_idf.Vendor-VeriFone 1.0000   
## f.espeed[10,20) 0.9995   
## f.espeed[20,30) 1.0000   
## f.espeed[30,40) 0.9990   
## f.espeed[40,50) 0.9988   
## f.espeed[50,55] 0.9988   
## f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.0000   
## f.mta\_taxYes:f.espeed[10,20) 0.9995   
## f.mta\_taxYes:f.espeed[20,30) 1.0000   
## f.mta\_taxYes:f.espeed[30,40) 0.9990   
## f.mta\_taxYes:f.espeed[40,50) 0.9991   
## f.mta\_taxYes:f.espeed[50,55] NA   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 0.0609 .  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 0.1140   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 0.0983 .  
## f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.4134   
## f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.9993   
## poly(q.tlenkm, 2)1:f.mta\_taxYes 1.0000   
## poly(q.tlenkm, 2)2:f.mta\_taxYes 1.0000   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone 1.0000   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone 1.0000   
## poly(q.tlenkm, 2)1:f.espeed[10,20) 0.9983   
## poly(q.tlenkm, 2)2:f.espeed[10,20) 0.0952 .  
## poly(q.tlenkm, 2)1:f.espeed[20,30) 1.0000   
## poly(q.tlenkm, 2)2:f.espeed[20,30) 1.0000   
## poly(q.tlenkm, 2)1:f.espeed[30,40) 0.9991   
## poly(q.tlenkm, 2)2:f.espeed[30,40) 0.1693   
## poly(q.tlenkm, 2)1:f.espeed[40,50) 0.3376   
## poly(q.tlenkm, 2)2:f.espeed[40,50) 0.4571   
## poly(q.tlenkm, 2)1:f.espeed[50,55] 0.9974   
## poly(q.tlenkm, 2)2:f.espeed[50,55] 0.9973   
## q.extra:f.mta\_taxYes 1.0000   
## q.extra:f.vendor\_idf.Vendor-VeriFone 0.1129   
## q.extra:f.espeed[10,20) 0.0808 .  
## q.extra:f.espeed[20,30) 0.1358   
## q.extra:f.espeed[30,40) 0.0294 \*  
## q.extra:f.espeed[40,50) 0.4174   
## q.extra:f.espeed[50,55] 0.9991   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.0000   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone 1.0000   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[10,20) 0.9984   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[10,20) NA   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[20,30) 1.0000   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[20,30) 1.0000   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[30,40) 0.9990   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[30,40) NA   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[40,50) NA   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[40,50) NA   
## poly(q.tlenkm, 2)1:f.mta\_taxYes:f.espeed[50,55] NA   
## poly(q.tlenkm, 2)2:f.mta\_taxYes:f.espeed[50,55] NA   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 0.1039   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 0.0963 .  
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 0.1391   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 0.1140   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 0.1547   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 0.1519   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.3357   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.4618   
## poly(q.tlenkm, 2)1:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.9989   
## poly(q.tlenkm, 2)2:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.9998   
## q.extra:f.mta\_taxYes:f.vendor\_idf.Vendor-VeriFone NA   
## q.extra:f.mta\_taxYes:f.espeed[10,20) NA   
## q.extra:f.mta\_taxYes:f.espeed[20,30) NA   
## q.extra:f.mta\_taxYes:f.espeed[30,40) NA   
## q.extra:f.mta\_taxYes:f.espeed[40,50) NA   
## q.extra:f.mta\_taxYes:f.espeed[50,55] NA   
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[10,20) 0.0636 .  
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[20,30) 0.1755   
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[30,40) 0.1219   
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[40,50) 0.4193   
## q.extra:f.vendor\_idf.Vendor-VeriFone:f.espeed[50,55] 0.9997   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1397.9 on 1481 degrees of freedom  
## Residual deviance: 1286.3 on 1419 degrees of freedom  
## AIC: 1412.3  
##   
## Number of Fisher Scoring iterations: 20

model\_factors\_3\_step <- step(model\_factors\_3, k=log(nrow(dffwork)))

## Start: AIC=1746.31  
## target.tip\_is\_given ~ (poly(q.tlenkm, 2) + q.extra) \* (f.mta\_tax +   
## f.vendor\_id + f.espeed)^2

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1746.31  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.espeed + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id + q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id +   
## poly(q.tlenkm, 2):f.mta\_tax:f.espeed + poly(q.tlenkm, 2):f.vendor\_id:f.espeed +   
## q.extra:f.mta\_tax:f.vendor\_id + q.extra:f.vendor\_id:f.espeed

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1746.31  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.espeed + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id + q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id +   
## poly(q.tlenkm, 2):f.mta\_tax:f.espeed + poly(q.tlenkm, 2):f.vendor\_id:f.espeed +   
## q.extra:f.vendor\_id:f.espeed

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.vendor\_id:f.espeed 10 1299.2 1686.2  
## - q.extra:f.vendor\_id:f.espeed 5 1297.3 1720.8  
## - poly(q.tlenkm, 2):f.mta\_tax:f.espeed 4 1294.8 1725.5  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1292.0 1737.3  
## - q.extra:f.mta\_tax 1 1286.3 1739.0  
## <none> 1286.3 1746.3

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1686.15  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.espeed + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id + q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id +   
## poly(q.tlenkm, 2):f.mta\_tax:f.espeed + q.extra:f.vendor\_id:f.espeed

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.mta\_tax:f.espeed 4 1307.6 1665.4  
## - q.extra:f.vendor\_id:f.espeed 5 1323.9 1674.4  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1305.2 1677.5  
## - q.extra:f.mta\_tax 1 1299.2 1678.8  
## <none> 1299.2 1686.2

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1665.4  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + poly(q.tlenkm, 2):f.espeed + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id + q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id +   
## q.extra:f.vendor\_id:f.espeed

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.espeed 10 1326.6 1611.3  
## - f.mta\_tax:f.espeed 4 1320.4 1649.0  
## - q.extra:f.vendor\_id:f.espeed 5 1332.3 1653.6  
## - q.extra:f.mta\_tax 1 1307.6 1658.1  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1318.1 1661.2  
## <none> 1307.6 1665.4

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1611.34  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id +   
## q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id +   
## q.extra:f.vendor\_id:f.espeed

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - q.extra:f.vendor\_id:f.espeed 5 1343.9 1592.1  
## - f.mta\_tax:f.espeed 4 1338.7 1594.2  
## - q.extra:f.mta\_tax 1 1326.6 1604.0  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1336.6 1606.7  
## <none> 1326.6 1611.3

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1592.13  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## f.vendor\_id:f.espeed + poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm,   
## 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id +   
## q.extra:f.espeed + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - f.vendor\_id:f.espeed 5 1344.9 1556.7  
## - q.extra:f.espeed 5 1349.8 1561.5  
## - f.mta\_tax:f.espeed 4 1355.8 1574.8  
## - q.extra:f.mta\_tax 1 1343.9 1584.8  
## - q.extra:f.vendor\_id 1 1344.0 1584.9  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1353.4 1587.0  
## <none> 1343.9 1592.1

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1556.67  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id +   
## q.extra:f.mta\_tax + q.extra:f.vendor\_id + q.extra:f.espeed +   
## poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - q.extra:f.espeed 5 1350.8 1526.1  
## - f.mta\_tax:f.espeed 4 1356.8 1539.3  
## - q.extra:f.mta\_tax 1 1344.9 1549.4  
## - q.extra:f.vendor\_id 1 1345.0 1549.5  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1354.3 1551.4  
## <none> 1344.9 1556.7

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

##   
## Step: AIC=1526.06  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + f.mta\_tax:f.espeed +   
## poly(q.tlenkm, 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id +   
## q.extra:f.mta\_tax + q.extra:f.vendor\_id + poly(q.tlenkm,   
## 2):f.mta\_tax:f.vendor\_id

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Df Deviance AIC  
## - f.mta\_tax:f.espeed 4 1362.5 1508.5  
## - q.extra:f.mta\_tax 1 1350.8 1518.8  
## - q.extra:f.vendor\_id 1 1351.0 1518.9  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1360.2 1520.8  
## <none> 1350.8 1526.1  
##   
## Step: AIC=1508.51  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.espeed + f.mta\_tax:f.vendor\_id + poly(q.tlenkm,   
## 2):f.mta\_tax + poly(q.tlenkm, 2):f.vendor\_id + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id + poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id  
##   
## Df Deviance AIC  
## - f.espeed 5 1368.8 1478.3  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1363.9 1495.3  
## - q.extra:f.vendor\_id 1 1362.6 1501.3  
## - q.extra:f.mta\_tax 1 1363.1 1501.8  
## <none> 1362.5 1508.5  
##   
## Step: AIC=1478.29  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id + poly(q.tlenkm, 2):f.mta\_tax +   
## poly(q.tlenkm, 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id +   
## poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.mta\_tax:f.vendor\_id 2 1370.1 1465.0  
## - q.extra:f.vendor\_id 1 1369.0 1471.2  
## - q.extra:f.mta\_tax 1 1369.6 1471.8  
## <none> 1368.8 1478.3  
##   
## Step: AIC=1465.05  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id + poly(q.tlenkm, 2):f.mta\_tax +   
## poly(q.tlenkm, 2):f.vendor\_id + q.extra:f.mta\_tax + q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.mta\_tax 2 1370.2 1450.5  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1371.4 1451.7  
## - q.extra:f.vendor\_id 1 1370.3 1457.9  
## - f.mta\_tax:f.vendor\_id 1 1370.3 1458.0  
## - q.extra:f.mta\_tax 1 1371.2 1458.8  
## <none> 1370.1 1465.0  
##   
## Step: AIC=1450.47  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id + poly(q.tlenkm, 2):f.vendor\_id +   
## q.extra:f.mta\_tax + q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2):f.vendor\_id 2 1371.5 1437.2  
## - q.extra:f.vendor\_id 1 1370.3 1443.3  
## - f.mta\_tax:f.vendor\_id 1 1370.4 1443.4  
## - q.extra:f.mta\_tax 1 1371.3 1444.3  
## <none> 1370.2 1450.5  
##   
## Step: AIC=1437.18  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id + q.extra:f.mta\_tax +   
## q.extra:f.vendor\_id  
##   
## Df Deviance AIC  
## - q.extra:f.vendor\_id 1 1371.7 1430.2  
## - f.mta\_tax:f.vendor\_id 1 1371.8 1430.2  
## - q.extra:f.mta\_tax 1 1372.6 1431.0  
## - poly(q.tlenkm, 2) 2 1381.0 1432.2  
## <none> 1371.5 1437.2  
##   
## Step: AIC=1430.15  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + f.mta\_tax:f.vendor\_id + q.extra:f.mta\_tax  
##   
## Df Deviance AIC  
## - f.mta\_tax:f.vendor\_id 1 1372.1 1423.2  
## - q.extra:f.mta\_tax 1 1372.8 1424.0  
## - poly(q.tlenkm, 2) 2 1381.2 1425.0  
## <none> 1371.7 1430.2  
##   
## Step: AIC=1423.23  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id + q.extra:f.mta\_tax  
##   
## Df Deviance AIC  
## - q.extra:f.mta\_tax 1 1373.1 1416.9  
## - f.vendor\_id 1 1373.8 1417.6  
## - poly(q.tlenkm, 2) 2 1381.9 1418.4  
## <none> 1372.1 1423.2  
##   
## Step: AIC=1416.93  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + q.extra + f.mta\_tax +   
## f.vendor\_id  
##   
## Df Deviance AIC  
## - q.extra 1 1373.1 1409.6  
## - f.vendor\_id 1 1374.8 1411.3  
## - poly(q.tlenkm, 2) 2 1383.3 1412.5  
## <none> 1373.1 1416.9  
## - f.mta\_tax 1 1385.5 1422.0  
##   
## Step: AIC=1409.63  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax + f.vendor\_id  
##   
## Df Deviance AIC  
## - f.vendor\_id 1 1374.8 1404.0  
## - poly(q.tlenkm, 2) 2 1383.4 1405.3  
## <none> 1373.1 1409.6  
## - f.mta\_tax 1 1385.8 1415.0  
##   
## Step: AIC=1404.02  
## target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax  
##   
## Df Deviance AIC  
## - poly(q.tlenkm, 2) 2 1385.0 1399.6  
## <none> 1374.8 1404.0  
## - f.mta\_tax 1 1387.4 1409.3  
##   
## Step: AIC=1399.63  
## target.tip\_is\_given ~ f.mta\_tax  
##   
## Df Deviance AIC  
## <none> 1385.0 1399.6  
## - f.mta\_tax 1 1397.9 1405.2

We stick with what we had.

Conclusion: we stick with the idea that the best model is model\_25.

Now, we are going to do some diagnosis:

# Diagnosis //Diagnosis of waste and observations. Lack of adjustment and / or influential.

Boxplot(rstudent(model\_25), id.n=15)
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## [1] 796 1411 244 789 18 230 1344 1315 430 1216 193 178 772 922 891  
## [16] 257 416 290 1103 775

sout <- which(abs(rstudent(model\_25))>2); length(sout) # posem 2 en comptes de 2.5 perquè no tenim observacions en aquell rang

## [1] 32

llout <- which(row.names(dffwork) %in% names(rstudent(model\_25)[sout])); llout

## [1] 18 24 36 96 122 230 244 262 352 375 419 430 716 718 720  
## [16] 728 789 796 833 837 845 965 1071 1185 1216 1261 1290 1315 1344 1357  
## [31] 1368 1411

table(dffwork[llout,]$f.mta\_tax, dffwork[llout,]$target.tip\_is\_given)

##   
## No Yes  
## No 0 0  
## Yes 32 0

We see that they are samples that contain mta\_tax, but in the other hand they do not have tip.

We are going to determine which are the potencially influent observations:

quantile(hatvalues(model\_25), seq(0,1,0.1))

## 0% 10% 20% 30% 40% 50%   
## 0.0007271260 0.0007493487 0.0008151965 0.0009047853 0.0010084908 0.0011296173   
## 60% 70% 80% 90% 100%   
## 0.0012967311 0.0014734750 0.0016677898 0.0024633779 0.3957103629

mean(hatvalues(model\_25))

## [1] 0.002699055

hh <- 5\*mean(hatvalues(model\_25)); hh

## [1] 0.01349528

shat <- which(hatvalues(model\_25)>hh); length(shat); shat

## [1] 32

## 23958 64875 121215 125894 131915 196087 204903 273222 305082 309088   
## 21 65 114 119 125 178 193 257 286 290   
## 449320 529073 582626 666624 710390 720785 735280 761529 771658 773934   
## 416 503 554 645 694 706 725 757 772 775   
## 810930 825842 892761 916116 957220 1083301 1204489 1242754 1272045 1289351   
## 815 835 891 922 965 1103 1222 1268 1293 1317   
## 1342604 1377906   
## 1369 1401

summary(dffwork[shat,])

## f.vendor\_id f.code\_rate\_id q.pickup\_longitude q.pickup\_latitude  
## f.Vendor-Mobile : 7 Rate-1 : 6 Min. :-73.99 Min. :40.59   
## f.Vendor-VeriFone:25 Rate-Other:26 1st Qu.:-73.95 1st Qu.:40.70   
## Median :-73.93 Median :40.82   
## Mean :-73.92 Mean :40.77   
## 3rd Qu.:-73.90 3rd Qu.:40.82   
## Max. :-73.81 Max. :40.85   
##   
## q.dropoff\_longitude q.dropoff\_latitude q.passenger\_count q.trip\_distance   
## Min. :-73.99 Min. :40.58 Min. :1.000 Min. : 0.010   
## 1st Qu.:-73.95 1st Qu.:40.68 1st Qu.:1.000 1st Qu.: 1.330   
## Median :-73.94 Median :40.74 Median :1.000 Median : 5.472   
## Mean :-73.93 Mean :40.74 Mean :1.438 Mean : 7.809   
## 3rd Qu.:-73.90 3rd Qu.:40.82 3rd Qu.:2.000 3rd Qu.:12.455   
## Max. :-73.84 Max. :40.85 Max. :4.000 Max. :27.000   
##   
## q.fare\_amount q.extra f.mta\_tax q.tip\_amount q.tolls\_amount   
## Min. : 7.00 Min. :0.0000 No :24 Min. : 0.000 Min. :0.0000   
## 1st Qu.:12.00 1st Qu.:0.0000 Yes: 8 1st Qu.: 0.000 1st Qu.:0.0000   
## Median :23.50 Median :0.0000 Median : 1.000 Median :0.0000   
## Mean :30.56 Mean :0.0625 Mean : 3.528 Mean :0.4049   
## 3rd Qu.:47.75 3rd Qu.:0.0000 3rd Qu.: 5.100 3rd Qu.:0.0000   
## Max. :60.00 Max. :0.5000 Max. :14.350 Max. :5.5400   
##   
## f.improvement\_surcharge target.total\_amount f.payment\_type  
## No :23 Min. : 7.00 Credit card:32   
## Yes: 9 1st Qu.:14.05 Cash : 0   
## Median :26.20 No paid : 0   
## Mean :37.07   
## 3rd Qu.:55.73   
## Max. :97.05   
##   
## f.trip\_type q.hour f.period q.tlenkm   
## Street-Hail: 9 Min. : 0.00 Period night :15 Min. : 1.000   
## Dispatch :23 1st Qu.: 3.75 Period morning : 4 1st Qu.: 1.000   
## Median :10.50 Period valley : 6 Median : 5.681   
## Mean :10.53 Period afternoon: 7 Mean :11.871   
## 3rd Qu.:17.25 3rd Qu.:20.044   
## Max. :23.00 Max. :43.452   
##   
## q.traveltime q.espeed qual.pickup qual.dropoff   
## Min. : 0.01667 Min. : 7.242 Length:32 Length:32   
## 1st Qu.: 0.34167 1st Qu.:20.976 Class :character Class :character   
## Median : 9.24167 Median :26.850 Mode :character Mode :character   
## Mean :16.16198 Mean :30.175   
## 3rd Qu.:30.58750 3rd Qu.:37.008   
## Max. :57.71667 Max. :55.000   
##   
## f.trip\_distance\_range target.tip\_is\_given f.passenger\_groups f.paid\_tolls  
## Long\_dist :25 No :14 Couple: 8 No :28   
## Medium\_dist: 0 Yes:18 Group : 2 Yes: 4   
## Short\_dist : 7 Single:22   
##   
##   
##   
##   
## f.cost f.tt f.dist f.hour f.espeed f.extra   
## (11,18] : 4 (10,15]: 1 (0, 1.6] :10 17 : 2 [03,10): 1 0 :28   
## (18,30] : 6 (15,20]: 4 (1.6, 3] : 5 18 : 2 [10,20): 5 0.5: 4   
## (30,50] : 6 (20,60]:11 (3, 5.5] : 1 19 : 2 [20,30):13 1 : 0   
## (50,129):10 (5,10] : 1 (5.5, 30]:16 20 : 1 [30,40): 6   
## (8,11] : 4 [0,5] :15 21 : 1 [40,50): 3   
## [0,8] : 2 22 : 1 [50,55]: 4   
## other:23

They tend to:

* have rate=Rate-Other
* be in the same location (they have very similar latitudes and longitudes)
* have extra=0
* don’t have mta\_tax
* be at night
* be one passenger
* be long (distance) but short (time)

Now, to decide the influences, we are going to take a look at the cook distances:

Boxplot(cooks.distance(model\_25))
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## [1] 193 775 21 965 36 815 1261 1401 706 718

scoo <- which(cooks.distance(model\_25) > 0.02); length(scoo)

## [1] 5

llcoo <- which(row.names(dffwork) %in% names(cooks.distance(model\_25)[scoo])); llcoo

## [1] 21 36 193 775 965

llista<-influencePlot(model\_25, id=c(list="noteworthy", n=10))
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summary(dffwork[llcoo,])

## f.vendor\_id f.code\_rate\_id q.pickup\_longitude q.pickup\_latitude  
## f.Vendor-Mobile :1 Rate-1 :5 Min. :-73.99 Min. :40.70   
## f.Vendor-VeriFone:4 Rate-Other:0 1st Qu.:-73.96 1st Qu.:40.70   
## Median :-73.95 Median :40.70   
## Mean :-73.93 Mean :40.74   
## 3rd Qu.:-73.93 3rd Qu.:40.76   
## Max. :-73.81 Max. :40.82   
##   
## q.dropoff\_longitude q.dropoff\_latitude q.passenger\_count q.trip\_distance  
## Min. :-73.99 Min. :40.58 Min. :1 Min. :15.47   
## 1st Qu.:-73.98 1st Qu.:40.61 1st Qu.:1 1st Qu.:15.92   
## Median :-73.98 Median :40.64 Median :1 Median :18.89   
## Mean :-73.97 Mean :40.66 Mean :1 Mean :20.44   
## 3rd Qu.:-73.96 3rd Qu.:40.72 3rd Qu.:1 3rd Qu.:24.92   
## Max. :-73.95 Max. :40.72 Max. :1 Max. :27.00   
##   
## q.fare\_amount q.extra f.mta\_tax q.tip\_amount q.tolls\_amount  
## Min. :44 Min. :0.0 No :0 Min. : 0.000 Min. :0   
## 1st Qu.:47 1st Qu.:0.0 Yes:5 1st Qu.: 0.000 1st Qu.:0   
## Median :54 Median :0.0 Median : 0.000 Median :0   
## Mean :53 Mean :0.2 Mean : 5.542 Mean :0   
## 3rd Qu.:60 3rd Qu.:0.5 3rd Qu.:13.360 3rd Qu.:0   
## Max. :60 Max. :0.5 Max. :14.350 Max. :0   
##   
## f.improvement\_surcharge target.total\_amount f.payment\_type  
## No :0 Min. :44.80 Credit card:5   
## Yes:5 1st Qu.:47.80 Cash :0   
## Median :55.30 No paid :0   
## Mean :62.84   
## 3rd Qu.:80.16   
## Max. :86.15   
##   
## f.trip\_type q.hour f.period q.tlenkm   
## Street-Hail:5 Min. : 0.0 Period night :3 Min. :24.90   
## Dispatch :0 1st Qu.: 3.0 Period morning :1 1st Qu.:25.62   
## Median : 7.0 Period valley :1 Median :30.40   
## Mean : 6.2 Period afternoon:0 Mean :32.89   
## 3rd Qu.: 8.0 3rd Qu.:40.10   
## Max. :13.0 Max. :43.45   
##   
## q.traveltime q.espeed qual.pickup qual.dropoff   
## Min. :30.15 Min. :34.87 Length:5 Length:5   
## 1st Qu.:36.73 1st Qu.:43.62 Class :character Class :character   
## Median :41.72 Median :49.55 Mode :character Mode :character   
## Mean :38.90 Mean :47.61   
## 3rd Qu.:41.82 3rd Qu.:55.00   
## Max. :44.08 Max. :55.00   
##   
## f.trip\_distance\_range target.tip\_is\_given f.passenger\_groups f.paid\_tolls  
## Long\_dist :5 No :3 Couple:0 No :5   
## Medium\_dist:0 Yes:2 Group :0 Yes:0   
## Short\_dist :0 Single:5   
##   
##   
##   
##   
## f.cost f.tt f.dist f.hour f.espeed f.extra  
## (11,18] :0 (10,15]:0 (0, 1.6] :0 17 :0 [03,10):0 0 :3   
## (18,30] :0 (15,20]:0 (1.6, 3] :0 18 :0 [10,20):0 0.5:2   
## (30,50] :2 (20,60]:5 (3, 5.5] :0 19 :0 [20,30):0 1 :0   
## (50,129):3 (5,10] :0 (5.5, 30]:5 20 :0 [30,40):1   
## (8,11] :0 [0,5] :0 21 :0 [40,50):2   
## [0,8] :0 22 :0 [50,55]:2   
## other:5

They tend to:

* have rate=Rate-1
* be in the same location (they have very similar latitudes and longitudes)
* be one passanger
* be between 20 and 60 min long
* have mta\_tax
* be long (distance) but short (time)

We redo the model now:

llout<-row.names(llista)  
ll<-which(row.names(dffwork)%in%llout);  
dffwork<-dffwork[-ll,]  
  
model\_25 <- glm(  
 target.tip\_is\_given~  
 poly(q.tlenkm, 2)+  
 f.mta\_tax  
 ,family = "binomial"  
 ,data=dffwork  
); summary(model\_25)

##   
## Call:  
## glm(formula = target.tip\_is\_given ~ poly(q.tlenkm, 2) + f.mta\_tax,   
## family = "binomial", data = dffwork)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.4373 0.3971 0.6087 0.6739 1.2559   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.2325 0.4944 0.470 0.638172   
## poly(q.tlenkm, 2)1 25.7294 7.0098 3.671 0.000242 \*\*\*  
## poly(q.tlenkm, 2)2 8.6669 7.2389 1.197 0.231205   
## f.mta\_taxYes 1.4849 0.4978 2.983 0.002858 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1332.6 on 1456 degrees of freedom  
## Residual deviance: 1285.6 on 1453 degrees of freedom  
## AIC: 1293.6  
##   
## Number of Fisher Scoring iterations: 6

influencePlot(model\_25, id=c(list="noteworthy", n=10))
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## StudRes Hat CookD  
## 64875 -1.1244847 0.059230834 0.013938544  
## 128263 -2.2493994 0.003010932 0.008586978  
## 196087 1.2856116 0.059230834 0.020082880  
## 273222 1.2720603 0.059197336 0.019479067  
## 305082 -1.1244847 0.059230834 0.013938544  
## 309088 1.2273741 0.061127527 0.018243499  
## 385367 -2.2547076 0.003058657 0.008833378  
## 404073 -2.2953956 0.003463803 0.011015409  
## 449320 1.2566957 0.059673111 0.018986601  
## 450785 -2.3535691 0.004149714 0.015146256  
## 529073 -1.1244847 0.059230834 0.013938544  
## 582626 -1.1543538 0.059754598 0.015081469  
## 666624 -1.1244847 0.059230834 0.013938544  
## 724424 -2.2802957 0.003305568 0.010142806  
## 728634 -2.3037213 0.003554806 0.011530018  
## 736861 -2.3905471 0.004637102 0.018472013  
## 761529 -1.1244847 0.059230834 0.013938544  
## 771658 1.2856116 0.059230834 0.020082880  
## 826871 -2.4585184 0.005599183 0.026179716  
## 892761 1.2724851 0.059190198 0.019494902  
## 916116 1.2856116 0.059230834 0.020082880  
## 1083301 0.9511501 0.062906442 0.009734763  
## 1159509 -2.3696961 0.004358162 0.016525816  
## 1332202 -2.3219791 0.003763192 0.012745456

!!!!! falta recalcular interaccions –> si n’hi ha millors, fer el model

# Confusion Table

fit.tip\_is\_given <- factor(ifelse(predict(model\_25, type="response")<0.5,0,1), labels=c("fit.no", "fit.yes"))  
tt <- table(fit.tip\_is\_given,dffwork$target.tip\_is\_given); tt

##   
## fit.tip\_is\_given No Yes  
## fit.no 9 7  
## fit.yes 240 1201

100\*sum(diag(tt)/sum(tt)) #accuracy

## [1] 83.04736

100\*(tt[2,2]/(tt[2,2] + tt[1,2])) # recall (sensitivity)

## [1] 99.42053

100\*(tt[1,1]/(tt[1,1] + tt[2,1])) # specificity

## [1] 3.614458

100\*(tt[2,2]/(tt[2,1]+ tt[2,2])) # precision

## [1] 83.3449

We have an accuracy of 83.05%. We have a recall of 99.42% which means that the positive results of this confusion table is very accurate. We can see that we have 1201 + 7 positive observations, from which 1201 of them have been correctly classified. Now, we are going to do the same, but for the negative results (specificity). We can see that only a 3.61% of specificity, which is a very bad result. Only 9 of the 240 + 9 negative observations have been classified as negative. To conclude, we see that the precision of this confusion table is 83.34%.