Lists-Chapter 8

Each element in a list can be a different type such as strings, integers, floats, or even other lists.

my\_list = [‘hello’, -4.2, 5] CLI

The user creates a new list

my\_list = [‘hello’, -4.2, 5] Python interpreter

interpreter creates a new object for each list element
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my\_list holds references to objects in the list

Old person list: You have a list of the oldest ages, and you want user input to select how old is nth oldest person. you want to print out the results with “the nth oldest person is {oldest\_person}, based on an int input from the user.

Problem: for numbers ending in 2 or 3, the suffix is nd and rd, respectively.

Also, what if the list is 100 or 1,000 numbers long?

Start with:

oldest\_people = [] #if you want to create a list of random numbers from i to j you will assign oldest\_people to a new variable:

def num\_list():

num\_ls = []

for i in range(105,120)

num\_ls.append(i)

return num\_ls

print(num\_list())

#creates list [105, 106, 107, 108, 109, 110, 111, 112, 113, 114, 115, 116, 117, 118, 119]

\*if you wanted to create random list of ages from 105 -120 with repeats and then sort from highest to lowest

import random

num\_list = []

for i in range(35):

#if you write num\_list.append(105,120), it won't work.

#.append only with one argument

#but if you write num\_list.append(random.randint(1,100)), it will work.

num\_list.append(random.randint(105, 120))

num\_list.sort(reverse =True) #will list from biggest to smallest

print(num\_list)

#Oldest person List:

#user inputs a number to id age from list

nth\_person = int(input('Enter Number: '))

len\_person = len(num\_list())
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# Check if nth\_person ends with a 2 or 3
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for i, val in enumerate(num\_list()):
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if nth\_person % 10 == 2:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAjCAMAAAAKXBK+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB4UExURQAAAKsAiqsAi6kAhqoAi6kAibEAkKoAiqsAiawAi6wAiqUAjK4AjKkAi78Af6wAjKkAjKoAqqkAiK0Ai6oAiawAiaYAkKsAjn8Af5EAka0AjaYAiaMAiKkAjZ8Af6kAiv8A/6oAjKoAiKoAh68AjasAjLAAiQAAALj9DjgAAAAodFJOU////////////////////////////////////////////////////wC+qi4YAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAoElEQVQ4T5XPSw7EIAwDUE4wyx4gm9z/hmMY2gGaj2OpRZX8ZNq0GKkKqQoRrQnBUxIdVARu1MOLCWhx92nxB5xY+pzYACO2PiH2ASQTZz8TrwEkFBaIhNmPhANc4fVd4QNH+H1bBAOIIcK+IeIB5BQpOEXaP0Q+gKyCAhBPj+ovghtAIMZJA20TjDeVKQppv+t8rvHFBP9xSVd4jTOJ6hcSggOt+AO07wAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAACjCAMAAAAHF4TXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAD/UExURQAAAJkAmaoAi6gAi6kAiasAiqoAiqkAi60Ai60AjKkAiqgAiKsAi6kAjaIAi6wAiasAiakAiKkAhaUAh6gAiaoAjKwAiqsAjK8AjKgAiqMAkaoAlKwAi6oAiawAjb8Af6sAiKwAjKoAjaoAiK8Aj6YAhbIAjLAAiakAjK4AhqoAqq0AibAAk6sAjqsAh7YAkacAiKcAjP8Af7kAi8wAmagAh60AjaYAkK4AjP8AAKwAh68AiaUAjKkAh6wAjqoAf6cAlaoAh7IAf58Af7IAmacAh64AiKQAi7QAh5wAiaMAf7EAkK0AiK4Ak/8A/64AiqkAkaoAkKcAiq0AigAAAJ96KqIAAABVdFJOU////////////////////////////////////////////////////////////////////////////////////////////////////////////////wCwoQfPAAAACXBIWXMAAA7DAAAOwwHHb6hkAAADNklEQVR4Xu3cW3KDMAwF0Owjn2wp+19L5RcoYIjBsqTb8Z0ppsDHQTWOIUlfH8AsuZ147SxZPyuvnYm3ysRbZeKtMvFWmXizZD0m/p2aWXn1TLxVJt4q0Ph30mPic+lh8Et5ZBADg49QWkDj18c1IXEVBJ9OwCWeoSpZ8VxP482yAODDFDLj82wyhC5gBHzYm/G7Aye+N8343ZFQ+DcwPq7wYx3jy9ZoXlf4sZ4rnzdHM/2wcTLHdbdJ2yM6DOvxNx7ffT7uyKdQOcj5BRv2nO91gd8mAIdQZ3GOD74z4lLrLzle8OfCyoVa4gN/Ud3zv4mXC/bKfhEHeOrVoPj02oOKZ8vbscanCQsgvqPDpEz8w0y8epY8YaHF8Q7jRizwQV7wsX0aC3wAY+GZ8n/gqQNh4Jl+w/fZFfHbvd6G74xu5ZHxuZeA4vdrndHElzvVZf+092k08UVce3L3KKPxm3MjS9nHV57h8woS/lhvHPxaejb5ldIPxGdhaRjYLX57F+Cr+Xoa6RVPrhVf2GWxxi1+XZQmnM0O6xRPKpLt8bFl4Z8h6Ik4nspcbjH48ju1bQ8ijw/LjIsNDj6zfuEv30xoz1B8bGtOoSt2MP4w0KRA4Pkaj9BwI37B8uY8Pw9oihFeJhO/JamV7BPPkoYRUHwc2bXs4vhSfJXI4xUz8VaZeKtMfC0ag/0ovMor1TB8bodmEF5nhjAGrzS7GYJXsg/Ba9lH4KGnxGp2ebyiXRyvaZfGq9qF8ap0Wbxu2SmCeHW7HF6fLoe3sEvhLehCeJOyUyTwVnYJvBVdAG9Wdkov3tLei7ekd+JNy07pwVvbe/Dm9g68Of053r7slGd4F/SHeCf2J3gv9Cd4P/b7eD/023hHZafcw/uy38P7ot/COys7pR2v93mI5rTi/ZWd0oh3aW/Eu6S34X2WnfIb75begHds/4X3TP+Fdzi281zhfZedcoF3b7/Au6ef4/2XnXKCh7Cf4CHodTxG2SkVPIy9goehH/E4Zafs8FD2HR6KHvAbGKvsFIZHo3M8nn3Fw3WZkIyHtH9ewPaEB7UTvvPfcVnmFb8OF7/uj3cO9Aqb/wsgXD6fP9g77SdVBGpxAAAAAElFTkSuQmCC)

print(f'The {nth\_person}nd oldest person was {val} years old.')

elif nth\_person % 10 == 3:

print(f'The {nth\_person}rd oldest person lived was {val} years old')

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE0AAABhCAMAAACkudzPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACZUExURQAAAKoAiqkAiqsAi6oAjKwAiaoAi6sAipwAiawAh6cAiKwAjKoAiK0AjagAiqgAia0AiakAi6wAi58Aj6sAjLAAiakAja4AiqgAi60AjqoAiaIAi6kAiK0Ai6wAiqsAiakAiaoAf/8A/7YAkaoAlKoAkK0AjK4AjLIAjLIAmbIAf6kAha0AiqsAhq8Aj6sAiK8Ai7QAigAAAMpdfqEAAAAzdFJOU///////////////////////////////////////////////////////////////////AHGevY4AAAAJcEhZcwAADsMAAA7DAcdvqGQAAAF+SURBVFhHtdfLFcMwCERRF+AyUoH6Ly7YJvJPiAEmbxF290jYXmRpxFaitq5crTG1RtQE42kbRtN2jKUdGElTjKP9MIrWMYZ2YgRNPoFeWbtiZe2GVbU7VtZ0ajXtgdW0J1bSXlhFe2MFbYDltRGW1h4vmpbUxlhSM7CcZmFJTeerjGZiGc3GEtoEi2sfncOi2uxkYc18N45imoNFNZ1WIc3DQpqLRTQfC2gAhmve49xDNQjDNZ3zQA3DQA3EMA3FIA17AluQptMP0HAM0AKYr+FLk3xNJ5SnhTBPi2GOFlqa5Gg60aZaFJtqYWymRZcmzTSdgWwtgdlaBjO1xNIkU9MZy9BymKElsbGWW5o01nSGG2lpbKTlsYGWXpo00HRmemkV7KVV7jnQdOZ6aDXsr1oRu2tV7I9aGbtq6/RvMdRynqh+tItGwNrSMapWX5q0qMI4WT8b5Z6ntv+WOzQSdmike/abbn3qZteo7xvnsqpRrE0TiPcUhKJ8VFJrXxVXniCyy2WZAAAAAElFTkSuQmCC)

elif (nth\_person == 1) or (nth\_person > 3):

print(f'The {nth\_person}th oldest person lived was {val} years old ')

else:

print(f'There are only {len\_person} people in this list')

* when input is 21
* The 21th oldest person lived was 106 years old
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**List Indices**

animals = ['cat', 'dog', 'bird', 'raptor']

i = 3

print(animals[i])

* **raptor**

print(animals[i-1])

* **bird**

**Ways to create a list:**

# A list with 3 integers

numbers = [1, 2, 5]

# empty list

my\_list = []

# my\_list = list(‘123’)

print(my\_list)

# list with mixed data types

my\_list = [1, "Hello", 3.4]

#Concatenate

my\_list = [1,2] + [3] + ['ducky']

print(my\_list)

* [1, 2, 3, 'ducky']

**Modify a List**

Change in Place:

my\_list = list('123456')

my\_list[5] = 'ducky'

print(my\_list)

* ['1', '2', '3', '4', '5', 'ducky']

my\_list = "Stafford"

new\_list = ([\*my\_list])

print(new\_list)

* ['S', 't', 'a', 'f', 'f', 'o', 'r', 'd']

my\_list = list('123456')

my\_list[len(my\_list):] = [9]
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#notice the (my\_list): indicates everything after len(my\_list)

#this in contrast to Change in Place method

print(my\_list)

* ['1', '2', '3', '4', '5', '6', 9]

**Delete from list using: del my\_list[i]**

my\_list = list('123456')

del my\_list[0]

print(my\_list)

* ['2', '3', '4', '5', '6']

**Change in Place Considerations:**

my\_teams = ['Raptors', 'Heat', 'Nets']

your\_teams = my\_teams # Create a shared reference to same list, so if

# you change one you change the other

my\_teams[1] = 'Lakers' #this would change both my\_teams & your\_teams

instead to create an original variable use:

your\_teams = my\_teams[:]

Careful:

colors = ['red', 'green', 'blue']

colors[1] = 'yellow' *# Changes list element*

fav\_color = colors[2] #doesn’t change list element

However, this is okay:

user\_values = [3, 6, 7]

user\_values[1] = user\_values[1] + 1

print(user\_values) => [3, 7, 7]

**Adding to an index:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAMAAACn6Q83AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABRUExURQAAAKwAjKsAi6oAf6sAiqoAi6kAiqwAi6kAkaoAiqkAi6sAibEAkK4AiqwAiqoAiasAjKoAjK4AjaQAi6EAkH8Af7IAf6kAiacAiKkAjQAAANTZFdIAAAAbdFJOU///////////////////////////////////ACc0CzUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAAzSURBVBhXY5CSkuLnBxJSUkAmPwiAmUASkwkkQQwgAjI5QEIgJlQ/mAkB2JlANgEmvxQAKakLuOe/vQ8AAAAASUVORK5CYII=)

**user\_values = [2, 6, 8]**
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**user\_values[2] = user\_values[2] + 1**

**user\_values[1] = user\_values[1] + 2**
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**[2, 8, 9]**
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Append, Extend, Insert

**Append method -** Add an item to the end of list.

**my\_list = [5, 8]**

**my\_list.append(16)**

* [5, 8, 16]

my\_list = list('123456')

my\_list.append(list('789'))

print(my\_list)

print(my\_list[6])

print(my\_list[6][1]) #an index of an index

* ['1', '2', '3', '4', '5', '6', ['7', '8', '9']]
* ['7', '8', '9']
* 8

**Extend method -** Add all items in [x] to list.

**my\_list = [5, 8]**

**my\_list.extend([4, 12])**

* [5, 8, 4, 12]

my\_string = "Stafford"

new\_string = '123'

a\_list = []

b\_list = []

a\_list.extend(my\_string)

b\_list.extend(new\_string)

print(a\_list)

print(b\_list)

* ['S', 't', 'a', 'f', 'f', 'o', 'r', 'd']
* ['1', '2', '3']

**Insert method -** Insert x into list before position i.

my\_list = [5, 8]

my\_list.insert(1, 1.7)

* [5, 1.7, 8]

Remove, list.pop(), list.pop(i)

**.remove method**

my\_list = [5, 8, 14]

my\_list.remove(8)

* [5, 14]

**.pop() method -** Remove and return last item in list.

my\_list = [5, 8, 14]

val = my\_list.pop()

* [5, 8] #14 removed

**.pop(i) method -** Remove and return item at position i in list.

my\_list = [5, 8, 14]  
val = my\_list.pop(0)

* [8, 14]

**Modifying elements: Sort/Reverse**

**.sort method -** Sort the items of list in-place.

my\_list = [14, 5, 8]

my\_list.sort()

* [5, 8, 14]

[**sorted()**](https://docs.python.org/3/library/functions.html#sorted) **method -** It returns a new sorted list

sorted([5, 2, 3, 1, 4])

* [1, 2, 3, 4, 5]

You can use sorted() with a dictionary list

sorted({1: 'D', 2: 'B', 3: 'B', 4: 'E', 5: 'A'})

print(sorted({1: 'D', 2: 'B', 3: 'B', 4: 'E', 5: 'A'}))

* [1, 2, 3, 4, 5]

result = sorted({1: 'D', 2: 'B', 3: 'B', 4: 'E', 5: 'A'})

print(\*result)

* 'A' 'B' 'B' 'D' 'E'

sorted("This is a test string from Andrew".split(), key=str.lower)

If you wanted the reverse:

original\_string = "This is a test string from Andrew".split()

sorted\_output = sorted(original\_string, key=str.lower) #key=str.lower is an argument of sorted(). It sorts by lowercase, but outputs in the original case

print(sorted\_output)

reversed\_output = reversed(sorted\_output) # Reverse the output

print(\*reversed\_output) # Print reversed output

* ['a', 'Andrew', 'from', 'is', 'string', 'test', 'This']
* This test string is from Andrew a

**list.index(x) -** Return index of first item in list with value x.

my\_list = [5, 8, 14]

print(my\_list.index(14))

* 2 #indicates the indexed location

**list.count(x) -** Count the number of times value x is in list.

my\_list = [5, 8, 5, 5, 14]

print(my\_list.count(5))

* 3 #prints the number of occurrences in list

**Split -** Split a string into a list where each word is a list item:

user\_input = input()

short\_names = user\_input.split()

txt = "welcome to the jungle"

x = txt.split()

print(x)

* ['welcome', 'to', 'the', 'jungle']

**string.split (separator, maxsplit)**

separator- Specifies the separator to use when splitting the string. default is any whitespace

maxsplit - Optional. Specifies how many splits to do (-1 is default, all occurrences)

txt = "apple#banana#cherry#orange"

x = txt.split("#")

print(x)

* ['apple', 'banana', 'cherry', 'orange']

**Similar approach:**

my\_list = "Stafford"

new\_list = ([\*my\_list])

print(new\_list)

* ['S', 't', 'a', 'f', 'f', 'o', 'r', 'd']

**Using map( ) objects -** pass in a function and an iterable, and map() will create an object. This object contains the output you would get from running each iterable element through the supplied function.

#map() objects pass in a function as an argument and an iterable object #as an argument.

txns = [1.09, 23.56, 57.84, 4.56, 6.78]

TAX\_RATE = .08

def get\_price\_with\_tax(txn):

    return txn \* (1 + TAX\_RATE)

#if you want a rounded tax rate, you can use the following line:

    #return round(txn \* (1 + TAX\_RATE), 2)

final\_prices = map(get\_price\_with\_tax, txns)

list(final\_prices)

[1.1772000000000002, 25.4448, 62.467200000000005, 4.9248, 7.322400000000001]

vs. (with rounded)

[1.17, 25.7, 62.39, 4.91, 7.32]

List Comprehensions: One main benefit of using a list comprehension in Python is that it’s a single tool that you can use in many different situations. In addition to standard list creation, list comprehensions can also be used for mapping and filtering. includes 3 features:

**List Comprehension Example:**

squares = [i \* i for i in range(10)]

squares

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

1. expression: i\*\*2, or 2%10
2. members: i is the member
3. iterable: is a list, set, sequence, generator, or any other object that can return its elements one at a time. In this example, range(10)

**More about List Comprehensions:**

List comprehensions are also more **declarative** than loops, which means they’re easier to read and understand. Loops require you to focus on how the list is created. You have to manually create an empty list, loop over the elements, and add each of them to the end of the list. With a list comprehension in Python, you can instead focus on what you want to go in the list and trust that Python will take care of how the list construction takes place.

Using conditionals with List Comprehensions:

sentence = 'the rocket came back from mars'

vowels = [i for i in sentence if i in 'aeiou']

vowels

['e', 'o', 'e', 'a', 'e', 'a', 'o', 'a']

new\_list = [expression for member in iterable (if conditional)]

**Nested Lists -** Since a list can contain any type of object as an element, and a list is itself an object, a list can contain another list as an element. Such embedding of a list inside another list is known as ***list nesting***.

my\_list = [[5, 13], [50, 75, 100]]

or

my\_list = [

[10, 0, 55],

[0, 4, 16]

]

*# Write to some elements*

my\_list[0][0] = 33

my\_list[1][1] = 77

my\_list[1][2] = 99

Problem:

Print the two-dimensional list mult\_table by row and column.

On each line, each character is separated by a space. Hint: Use nested loops.

Sample output with input: '1 2 3,2 4 6,3 6 9':

1 | 2 | 3

2 | 4 | 6

3 | 6 | 9

# print(str(cell) + (" | " if not row.index(cell) == (len(row) - 1) else ""), end="")

for row in mult\_table:

for col in row[:-1]:

# print character separated by spaces, with a pipe after each one

print(str(col) + ' | ', end='')

# print the last character without a pipe

print(row[-1])

This code first converts the string the user inputs into a two-dimensional list (a list of

lists). Then, it loops through each row and column of the list and prints them out with

spaces between each number, placing a pipe "|" after each one. Finally, it prints the last

character in each row without a pipe.

user\_input= input()

lines = user\_input.split(',')

# This line uses a construct called a list comprehension, introduced elsewhere,

# to convert the input string into a two-dimensional list.

# Ex: 1 2, 2 4 is converted to [ [1, 2], [2, 4] ]

mult\_table = [[int(num) for num in line.split()] for line in lines]

for row in mult\_table:

for cell in row:

print(str(cell) + (" | " if not row.index(cell) == (len(row) - 1) else ""), end="")

print("")

**List Slicing** - read multiple elements from a list, creating a new list that contains only the desired elements.

my\_list[start:end] - Get a list from start to end (minus 1).

my\_list = [5, 10, 20]

print(my\_list[0:2])

Step Slicing: Step slicing allows us to take every nth element from a given list. The syntax for step slicing looks like this: my\_list[start:end:step].

my\_list = [13, 14, 15, 16, 17, 18, 19]

new\_list = my\_list[0:6:2]

print(new\_list)

* [13, 15, 17] starts at 13

In our example, the start is 0 (the first element in the list), the end is 6 (the seventh element in the list) and the step is 2 (which means we want to take every second element in the list). This is why the final output for new\_list is [13, 15, 17].

Doesn’t print out 19 because 19 is the 7th element of the list.

**Loops Modifying Lists -** When a program iterates over a list while modifying the elements, such as changing some elements' values or moving elements' positions.

my\_list = [3.2, 5.0, 16.5, 12.25]

for i in range(len(my\_list)):

    my\_list[ i ] += 5

print(my\_list)

* [8.2, 10.0, 21.5, 17.25]

\*adds 5 to each element of the list as it iterates through

**List comprehensions:** - A programmer modifies every element of a list in the same way, such as adding 10 to every element. The Python language provides a convenient construct, known as ***list comprehension***, that iterates over a list, modifies each element, and returns a new list of the modified elements.

[A list comprehension is always surrounded by brackets]

A list comprehension has three components:

1. An *expression component* to evaluate for each element in the iterable object.
2. A *loop variable component* to bind to the current iteration element.
3. An *iterable object component* to iterate over (list, string, tuple, enumerate, etc).

my\_list = [10, 20, 30]

list\_plus\_5 = [(i + 5) for i in my\_list]

print(f'New list contains: {list\_plus\_5}')

my\_list = [50, 23, -4]

my\_list\_minus10 = [(i - 10) for i in my\_list]

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Num | Description | For loop | Equivalent list comprehension | Output of both programs |
| 1 | Add 10 to every element. | my\_list = [5, 20, 50]  for i in range(len(my\_list)):  my\_list[ i ] += 10  print(my\_list) | my\_list = [5, 20, 50]  my\_list = [(i+10) for i in my\_list]  print(my\_list) | [15, 30, 60] |
| 2 | Convert every element to a string. | my\_list = [5, 20, 50]  for i in range(len(my\_list)):  my\_list[ i ] = str(my\_list[ i ])  print(my\_list) | my\_list = [5, 20, 50]  my\_list = [str(i) for i in my\_list]  print(my\_list) | ['5', '20', '50'] |
| 3 | Convert user input to a list of integers. | inp = input('Enter numbers:')  my\_list = []  for i in inp.split():  my\_list.append(int(i))  print(my\_list) | inp = input('Enter numbers:')  my\_list = [int(i) for i in inp.split()]  print(my\_list) | Enter numbers: 7 9 3 [7, 9, 3] |
| 4 | Find the sum of each row in a two-dimensional list. | my\_list = [[5, 10, 15], [2, 3, 16], [100]]  sum\_list = []  for row in my\_list:  sum\_list.append(sum(row))  print(sum\_list) | my\_list = [[5, 10, 15], [2, 3, 16], [100]]  sum\_list = [sum(row) for row in my\_list]  print(sum\_list) | [30, 21, 100] |
| 5 | Find the sum of the row with the smallest sum in a two-dimensional table. | my\_list = [[5, 10, 15], [2, 3, 16], [100]]  sum\_list = []  for row in my\_list:  sum\_list.append(sum(row))  min\_row = min(sum\_list)  print(min\_row) | my\_list = [[5, 10, 15], [2, 3, 16], [100]]  min\_row = min([sum(row) for row in my\_list])  print(min\_row) | 21 |

**Command Line for Python**

python myprog.py myfile1.txt

For a command line of python myprog.py myfile1.txt, argv has the contents ['myprog.py', 'myfile1.txt'].

* Whitespace separates arguments.
* User text is stored in sys.argv list.

import sys

name = sys.argv[1]

age = int(sys.argv[2])

print(f'Hello {name}.')

print(f'{age} is a great age.\n')

> python myprog.py Tricia 12

Hello Tricia.

12 is a great age.

> python myprog.py Aisha 30

Hello Aisha.

30 is a great age.

> python myprog.py Franco

Traceback (most recent call last):

File "myprog.py", line 4, in <module>

age = sys.argv[2]

IndexError: list index out of range

> python myprog.exe Tricia 12

Hello Tricia. 12 is a great age.

> python myprog.py Franco

Usage: python myprog.py name age

> python myprog.py Alan 70 pizza

Usage: python myprog.py name age

import sys

if len(sys.argv) != 3:

print('Usage: python myprog.py name age\n')

sys.exit(1) # Exit the program, indicating an error with 1.

name = sys.argv[1]

age = int(sys.argv[2])

print(f'Hello {name}. ')

print(f'{age} is a great age.\n')

Command-line arguments can become quite complicated for large programs with many options. There are entire modules of the standard library dedicated to aiding a programmer develop sophisticated argument parsing strategies. The reader is encouraged to explore modules such as argparse and getopt.

* [argparse:](http://docs.python.org/3/library/argparse.html#module-argparse)Parser for command-line options, arguments, and sub-commands
* [getopt:](http://docs.python.org/3/library/getopt.html)C-style parser for command-line options

**Dictionaries -** A dictionary is another type of container object that is different from sequences such as strings, tuples, and lists.

A Python dictionary associates keys with values.

dictionary comprehension

# **Iterating over a dictionary**

go back and review 8.14 - this seems important

Figure 8.15.1: Nested dictionaries.