**Slicing Lists**

Slicing example: omitting start, end indices

my\_str[:5] reads indices 0-4.

my\_str[5:] yields all characters at and after index 5.

For literals:

Hello there. Nice to meet you!

first\_half = usr\_text[:len(usr\_text)//2]

last\_half = usr\_text[len(usr\_text)//2:]

* "Hello there. Ni"
* "ce to meet you!"

If a string's end is 5, then 1:7 or 1:99 are the same as 1:6.

Common string operations:

![Graphical user interface, text, application
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my\_str = 'http://reddit.com/r/python'

protocol = 'http://'

print(my\_str[len(protocol):])
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len(protocol) is 7, thus the slicing operation is my\_str[7:], which reads the entire string excluding the first seven characters.
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### The slice stride The ***stride*** determines how much to increment the index after reading each element.

my\_str[0:10:2] reads every other element between 0 and 10

{numbers[::2]}') Every even number: 02468

{numbers[1:9:3]} Every third number between 1 and 8: 147

my\_str = 'Agt2t3afc2kjMhagrds!'

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAeUExURQAAAP+v1/6t1v+q1P+r1f6t1P+s0v6r1f+r0wAAAMq/bO4AAAAKdFJOU////////////wCyzCzPAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAO0lEQVQ4T2PgJAAGjwImrAAsRbQCNiwQLAVRwMbEjAFQFGCRZ2ZGVYAFjpoAgaMmQCCyAjxg4BVwcgIAtYQYFXMrqzAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAeUExURQAAAP+v1/6t1v+q1P+r1f6t1P+s0v6r1f+r0wAAAMq/bO4AAAAKdFJOU////////////wCyzCzPAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAO0lEQVQ4T2PgJAAGjwImrAAsRbQCNiwQLAVRwMbEjAFQFGCRZ2ZGVYAFjpoAgaMmQCCyAjxg4BVwcgIAtYQYFXMrqzAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAVUExURQAAAP+v1/6t1v+q1P+r1f6t1AAAANd2s/YAAAAHdFJOU////////wAaSwNGAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAANUlEQVQ4T2NgIwAGjwImrAAsRbQCZiwQLAVVwIwFoCrAhMzMYKlRE0ZNAEPSTMADBl4BGxsAS/cRr22AnBoAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAhCAMAAACP+FljAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAYUExURQAAAP+v1/6t1v+q1P+r1f6t1P+f3wAAAPEjTRcAAAAIdFJOU/////////8A3oO9WQAAAAlwSFlzAAAOwwAADsMBx2+oZAAAADVJREFUOE9jYCcABo8CJqwALEW0AmYsECwFVcCMBaAqwITMzGCpURNGTQBDKpuABwy8AnZ2APwiFEnfgIVeAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAjCAMAAADCMPhoAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAtUExURQAAAP+v1/6t1v+q1P+r1f6t1P6q1v+s1P+f3/+s0v6r1f+vz/+s1f+r0wAAAGAvW6AAAAAPdFJOU///////////////////ANTcmKEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAC7SURBVDhPzZDBDsMgDEO3y1QJif//3Bkn4DSh7Y5zUNvED4P66g/6H+CzFS0B77JoOdA2lROqaE0AG8qiZQD6jWgpoRatX+9wPtwXrZuERmsl5IJoXSekS8azbZ0S2CdhJmC0uSABFwmDMKBewhABPpLsEAE2YR3NTAYtgH8C3sExxXcARo+tgAY425TAh2waE/AImMbZT4ACsEx8+RASMExCc69pAd0TvFsSwAT/DhLQy2YqAHs9AL1/AdYqLnlE0AzxAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAmCAMAAAB9PwLlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAtUExURQAAAP+v1/6t1v+q1P+r1f6t1P6q1v+s1P+s0v+f3/+r0/+s1f+vz/6r1QAAAHLT9C4AAAAPdFJOU///////////////////ANTcmKEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAADPSURBVDhPzZLJDgIxDEPhgjRS1f//XBzH6ZZOQeKCm1noc52AeNRP+i/HayuiwfFMRRSOslkpI4uoOXAkFZEc2NiIaMjIi+j7OeYBVESnjELUM9YFER0y0rfNpZDTHLNjHMEXROaOXQg8RHK05q3MQ3SX4X0MhaP3L5fdXYbk8BDAC3dy9jLSHbaP0+aKiMlhR5x4D/Zbu2ArTo8hzaHzqngHmTJwqVOEgYTDRrVttfIxpoz4VYH9cekPdJOhPWrN0KdBQ4ZeVjXHrX531PoGWf40ldfpY64AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAlCAMAAAAUaRt1AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAtUExURQAAAP+v1/6t1v+q1P+r1f6t1P+s1f+r0/+s0v6q1v+s1P6r1f+vz/+f3wAAAKAZBaQAAAAPdFJOU///////////////////ANTcmKEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAC1SURBVDhPzZDbEsIgDAX1kRnK/3+uyeYAclMfnNGEaWl3OdDeypv6HyFtC9SF+zJAEvKm54S1QFWwBcsAhWDPmwL1hLVBn55h3FwD9CIhg1rC3FagY4JJoBCed47hBTokYIFqwthRoNMZXAN96wz+SF9ZN7dAU0I2dilg+pN1mQHNlgTCNYtLF/gRKVm8TXx9iE4k2CtneCH71UkTeOtlps4wCFoU8QqaE7R3fF0rCef6vVDKA81ONui5zd6/AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAnCAMAAAC2Y9FAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAqUExURQAAAP+v1/6t1v+q1P+r1f6t1P6q1v+s0v+s1P+vz/+f3/+r0/6r1QAAAPojn9EAAAAOdFJOU/////////////////8ARcDcyAAAAAlwSFlzAAAOwwAADsMBx2+oZAAAANhJREFUOE/NktEOwiAMRfVlyUj4/9+1PW2hrNtc4osXAsq53NbNV/+m/3JspwIlx7tMUDj2k1EyqkDDIVfKBLlDDk4EShl1gJ73sTbgE3SXsYNmxnGIQDcZ5dfW+SDDLOHILehAMHPUEAqBwmGlxzSBLjKsFGhm+Gg7Cz5QypDz5iViUeQO3r9c1tsk4FkcdscWrWYfleQMv00T9l3JmpEKsCtZM8IVPiWlD+OmQxWYPg1F4ROSquiRbvQC56mGI56Zubbmf0HRcER7E7lmhu9Fw3Gp3x29fwCsyTGKhmcELgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAlCAMAAAD7q3BLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAtUExURQAAAP+v1/+r0/6r1f+s1P6t1v6q1v6t1P+q1P+r1f+f3/+s1f+s0v+vzwAAAJ6CSYoAAAAPdFJOU///////////////////ANTcmKEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAADQSURBVDhPzVHLDoMwDNsuPSDB/3/u/EjapoAmLtPcVBTbcSN4Hd/wj462wOzkaG3Xavvb23R3RJ8BG7aFdASvsr5miCpYMqTnGJljyQ7JC2qG9NHu09OM4G7nCKaiZCTlyqDTpORmPJwDjjVBjDQ7pKsX1eeYHRe/hUZJ6RCzZbueSwaxlyC8SBq3IGFzDLYzZCm3aGUUz5TCEV+EYJacAJXuyAA304mics4gNApAZcroYyoHVb4HMiYNp6CBdHgQwp0Dw8HeOBd0xy1+4TiOD75vNLKDZr1KAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAArCAMAAAAqlqo4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAtUExURQAAAP+f3/+q1P+vz/+v1/+s1f+s1P+r1f6r1f6t1P6q1v6t1v+r0/+s0gAAACMptCwAAAAPdFJOU///////////////////ANTcmKEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAECSURBVDhPzZBLdsMwDAPrl10Wvv9xSwxIirKa12ULy/lwRrCSr/vX/JXyjuTHzlTEnRw4Qwn0iktrc5bCdiekHCqtAFhqmU4pnmfQErTSxFV8MRnKrPFnk1IYusBn0Sskkkrt3AIailJHyXfQfNBZAzpaYmWFLthqgTwC+3QWL1grnj4CS6Vq5M0LVkoN98CeLe/XVSeJBWtFo6B7EywV1wS/lhkXqBRNoH5GBrRa8hB+ywOBxoMSWaRkf5CxkQ5kDfRTS5wH/6m4AugS3aDRomG2uOP8RdrJZjx/FyrFNd6uOyPSCvugGFkkcrbUTUSWsmC3nS0FL/+rlVY+5/8o9/0NTp0/1ti6zOQAAAAASUVORK5CYII=)

print(my\_str[::2])

AttackMars

Assign sub\_lyric by slicing rhyme\_lyric from start\_index to end\_index, which are given as inputs.  
  
Sample output with inputs: 4 7

cow

start\_index = int(input())

end\_index = int(input())

rhyme\_lyric = 'The cow jumped over the moon.'

sub\_lyric = rhyme\_lyric[ start\_index:end\_index]

print(sub\_lyric)

**Aligning text in fields.**

name = 'Joe'

print(f'{name:9}')

=> Joe

\*The output includes at least 9 characters. If the name is less than 9 characters then empty spaces are added to the right of the name

f'{"Bob":<5}'

* Bob

"<" indicates that the inserted string should be left-aligned within the field. Left-aligned is the default for string values.

f'{"Bob":>5}'

* Bob

">" indicates that the inserted string should be right-aligned within the field.

f'{"Bob":^5}'

"^" indicates that the inserted string should be centered within the field.

f'{"Bob":<5}{1:<2}'

* 'Bob 1 '

"Bob" is left-aligned in its field, and two extra spaces are added after to meet the minimum field width requirement. "1" is also left-aligned, and one extra space is added.

f'{"Bob":<5}{1:>2}'

Bob 1

"Bob" is left-aligned in its field, and two extra spaces are added after to meet the minimum field width requirement. "1" is right-aligned, and one extra space is added before the value.

What's the fill character in the following format specification?

{score:\*>4}

\* is the fill character. \* will be used to pad the field to meet the minimum width of 4, if necessary.

If name = 'Sally', what is the result of: {name:@>8}?

* @@@Sally

The field is right-aligned, so @ is used to fill the remaining width on the left.

**String Methods**

### Finding and replacing

* ***replace(old, new)*** —Returns a copy of the string with all occurrences of the substring old replaced by the string new. The old and new arguments may be string variables or string literals.
* ***replace(old, new, count)*** —Same as above, except replace(old, new, count) only replaces the first count occurrences of old.

phrase = “One day I will have two goats”

phrase = phrase.replace('one', 'uno')

phrase = phrase.replace('two', 'dos')

print('Translation:', phrase)

find(x) Returns the index of the first occurrence of item x in the string

my\_str is 'Boo Hoo!':

my\_str.find('!') # Returns 7

***find(x, start)***  Same as find(x), but begins the search at index start:my\_str.find('oo', 2) # Returns 5

**find(x, start, end)** Same as find(x, start), but stops the search at index end

my\_str.find('oo', 2, 4) # Returns -1 (not found)

**rfind(x)** Same as find(x) but searches the string in reverse, returning the last occurrence in the string.

**count(x)** Returns the number of times x occurs in the string.

my\_str.count('oo') # Returns 2

### Comparing strings

relational operators (<, <=, >, >=)

'Yankee Sierra' > 'Amy Wise' True The first character of the left side 'Y' is "greater than" (in ASCII value)

the first character of the right side 'A'.

equality operators (==, !=)

'Hello' == 'Hello' True

'Hello' == 'Hello!' False

If one string is shorter than the other with all corresponding characters equal, then the shorter string is considered less than the longer string.

isalnum() -- Returns True if all characters in the string are lowercase or uppercase letters, or the numbers 0-9.

isdigit() -- Returns True if all characters are the numbers 0-9.

islower() -- Returns True if all cased characters are lowercase letters.

isupper() -- Returns True if all cased characters are uppercase letters.

isspace() -- Returns True if all characters are whitespace.

startswith(x) -- Returns True if the string starts with x.

endswith(x) -- Returns True if the string ends with x.

Note that the methods islower() and isupper() ignore non-cased characters. Ex: 'abc?'.islower() returns True, ignoring the question mark.

Creating new strings from a string

capitalize() -- Returns a copy of the string with the first character capitalized and the rest lowercased.

lower() -- Returns a copy of the string with all characters lowercased.

upper() -- Returns a copy of the string with all characters uppercased.

strip() -- Returns a copy of the string with leading and trailing whitespace removed.

title() -- Returns a copy of the string as a title, with first letters of words capitalized.

The statement name = input().strip().lower() reads in the user input, strips the leading and trailing whitespace, and changes all the characters to lowercase. Thus, user input of 'Bob', 'BOB ', or 'bob' would each result in name having just the value 'bob'.

Good practice when reading user-entered strings is to apply transformations when reading in data (such as input), as opposed to later in the program.

**Splitting and Joining**

***split()***  splits a string into a list of tokens. Each ***token*** is a substring that forms a part of a larger string. A ***separator*** is a character or sequence of characters that indicates where to split the string into tokens.

***join()***  string method performs the inverse operation of split() by joining a list of strings together to create a single string.

Using the split() and join() methods together

The split() and join() methods are commonly used together

For example: A programmer may want to change 'C:/Users/Brian/report.txt' to 'C:\\Users\\Brian\\report.txt', perhaps because a different operating system uses different separators to specify file locations.