基础：

<http://www.runoob.com/redis/redis-tutorial.html>

<http://www.cnblogs.com/kaituorensheng/p/5244347.html>

<http://www.iigrowing.cn/redis-huan-cun-ji-shu-xue-xi.html>

<http://www.cnblogs.com/xiaoxi/category/961351.html>

<http://blog.csdn.net/column/details/13948.html>

http://www.cnblogs.com/zhaoguihua/category/584209.html

# 数据结构

## String类型

字符串类型是Redis中最基础的数据存储类型。

String类型在Redis中是二进制安全的，这便意味着该类型可以接受任何格式的数据，如JPEG图像数据或Json对象描述信息等。在Redis中字符串类型的Value最多可以容纳的数据长度是512M。

### 相关命令

1 SET key value

设置指定 key 的值

2 GET key

获取指定 key 的值。

3 GETRANGE key start end

返回 key 中字符串值的子字符

4 GETSET key value

将给定 key 的值设为 value ，并返回 key 的旧值(old value)。

5 GETBIT key offset

对 key 所储存的字符串值，获取指定偏移量上的位(bit)。

6 MGET key1 [key2..]

获取所有(一个或多个)给定 key 的值。

7 SETBIT key offset value

对 key 所储存的字符串值，设置或清除指定偏移量上的位(bit)。

8 SETEX key seconds value

将值 value 关联到 key ，并将 key 的过期时间设为 seconds (以秒为单位)。

9 SETNX key value

只有在 key 不存在时设置 key 的值。

10 SETRANGE key offset value

用 value 参数覆写给定 key 所储存的字符串值，从偏移量 offset 开始。

11 STRLEN key

返回 key 所储存的字符串值的长度。

12 MSET key value [key value ...]

同时设置一个或多个 key-value 对。

13 MSETNX key value [key value ...]

同时设置一个或多个 key-value 对，当且仅当所有给定 key 都不存在。

14 PSETEX key milliseconds value

这个命令和 SETEX 命令相似，但它以毫秒为单位设置 key 的生存时间，而不是像 SETEX 命令那样，以秒为单位。

15 INCR key

将 key 中储存的数字值增一。

16 INCRBY key increment

将 key 所储存的值加上给定的增量值（increment） 。

17 INCRBYFLOAT key increment

将 key 所储存的值加上给定的浮点增量值（increment） 。

18 DECR key

将 key 中储存的数字值减一。

19 DECRBY key decrement

key 所储存的值减去给定的减量值（decrement） 。

20 APPEND key value

如果 key 已经存在并且是一个字符串， APPEND 命令将 value 追加到 key 原来的值的末尾。

## Hash类型

我们可以将Redis中的Hash类型看成具有String Key和String Value的map容器。所以该类型非常适合于存储值对象的信息。如Username、Password和Age等。如果Hash中包含很少的字段，那么该类型的数据也将仅占用很少的磁盘空间。每一个Hash可以存储4294967295个键值对。

### 相关命令

1 HDEL key field1 [field2]

删除一个或多个哈希表字段

2 HEXISTS key field

查看哈希表 key 中，指定的字段是否存在。

3 HGET key field

获取存储在哈希表中指定字段的值。

4 HGETALL key

获取在哈希表中指定 key 的所有字段和值

5 HINCRBY key field increment

为哈希表 key 中的指定字段的整数值加上增量 increment 。

6 HINCRBYFLOAT key field increment

为哈希表 key 中的指定字段的浮点数值加上增量 increment 。

7 HKEYS key

获取所有哈希表中的字段

8 HLEN key

获取哈希表中字段的数量

9 HMGET key field1 [field2]

获取所有给定字段的值

10 HMSET key field1 value1 [field2 value2 ]

同时将多个 field-value (域-值)对设置到哈希表 key 中。

11 HSET key field value

将哈希表 key 中的字段 field 的值设为 value 。

12 HSETNX key field value

只有在字段 field 不存在时，设置哈希表字段的值。

13 HVALS key

获取哈希表中所有值

14 HSCAN key cursor [MATCH pattern] [COUNT count]

迭代哈希表中的键值对。

## List类型

在Redis中，List类型是按照插入顺序排序的字符串链表。

和数据结构中的普通链表一样，我们可以在其头部(left)和尾部(right)添加新的元素。在插入时，如果该键并不存在，Redis将为该键创建一个新的链表。但是，如果链表中所有的元素均被移除，也就是list为空，不包含元素时，那么其对应的键也将会从数据库中删除。List中可以包含的最大元素数量是4294967295。

从元素插入和删除的效率视角来看，如果我们是在链表的两头插入或删除元素，这将会是非常高效的操作，即使链表中已经存储了百万条记录，该操作也可以在常量时间内完成。然而需要说明的是，如果元素插入或删除操作是作用于链表中间，那将会是非常低效的。

### 相关命令

1 BLPOP key1 [key2 ] timeout

移出并获取列表的第一个元素， 如果列表没有元素会阻塞列表直到等待超时或发现可弹出元素为止。

2 BRPOP key1 [key2 ] timeout

移出并获取列表的最后一个元素， 如果列表没有元素会阻塞列表直到等待超时或发现可弹出元素为止。

3 BRPOPLPUSH source destination timeout

从列表中弹出一个值，将弹出的元素插入到另外一个列表中并返回它； 如果列表没有元素会阻塞列表直到等待超时或发现可弹出元素为止。

4 LINDEX key index

通过索引获取列表中的元素

5 LINSERT key BEFORE|AFTER pivot value

在列表的元素前或者后插入元素

6 LLEN key

获取列表长度

7 LPOP key

移出并获取列表的第一个元素

8 LPUSH key value1 [value2]

将一个或多个值插入到列表头部

9 LPUSHX key value

将一个值插入到已存在的列表头部

10 LRANGE key start stop

获取列表指定范围内的元素

11 LREM key count value

移除列表元素

12 LSET key index value

通过索引设置列表元素的值

13 LTRIM key start stop

对一个列表进行修剪(trim)，就是说，让列表只保留指定区间内的元素，不在指定区间之内的元素都将被删除。

14 RPOP key

移除并获取列表最后一个元素

15 RPOPLPUSH source destination

移除列表的最后一个元素，并将该元素添加到另一个列表并返回

16 RPUSH key value1 [value2]

在列表中添加一个或多个值

17 RPUSHX key value

为已存在的列表添加值

## Set类型

在Redis中，我们可以将Set类型看作为没有排序的字符集合，和List类型一样，我们也可以在该类型的数据值上执行添加、删除或判断某一元素是否存在等操作。需要说明的是，这些操作的时间复杂度为O(1)，即常量时间内完成次操作。Set可包含的最大元素数量是4294967295。

和List类型不同的是，Set集合中不允许出现重复的元素。和List类型相比，Set类型在功能上还存在着一个非常重要的特性，即在服务器端完成多个Sets之间的聚合计算操作，如unions、intersections和differences。由于这些操作均在服务端完成，因此效率极高，而且也节省了大量的网络IO开销。

### 相关命令

1 SADD key member1 [member2]

向集合添加一个或多个成员

2 SCARD key

获取集合的成员数

3 SDIFF key1 [key2]

返回给定所有集合的差集

4 SDIFFSTORE destination key1 [key2]

返回给定所有集合的差集并存储在 destination 中

5 SINTER key1 [key2]

返回给定所有集合的交集

6 SINTERSTORE destination key1 [key2]

返回给定所有集合的交集并存储在 destination 中

7 SISMEMBER key member

判断 member 元素是否是集合 key 的成员

8 SMEMBERS key

返回集合中的所有成员

9 SMOVE source destination member

将 member 元素从 source 集合移动到 destination 集合

10 SPOP key

移除并返回集合中的一个随机元素

11 SRANDMEMBER key [count]

返回集合中一个或多个随机数

12 SREM key member1 [member2]

移除集合中一个或多个成员

13 SUNION key1 [key2]

返回所有给定集合的并集

14 SUNIONSTORE destination key1 [key2]

所有给定集合的并集存储在 destination 集合中

15 SSCAN key cursor [MATCH pattern] [COUNT count]

迭代集合中的元素

## Sorted Set类型

Sorted Set（有序集合）和Set类型极为相似，它们都是字符串的集合，都不允许重复的成员出现在一个Set中。它们之间的主要差别是Sorted Set中的每一个成员都会有一个分数(score)与之关联，Redis正是通过分数来为集合中的成员进行从小到大的排序。然而需要额外指出的是，尽管Sorted Set中的成员必须是唯一的，但是分数(score)却是可以重复的。

在Sorted Set中添加、删除或更新一个成员都是非常快速的操作，其时间复杂度为集合中成员数量的对数。由于Sorted Set中的成员在集合中的位置是有序的，因此，即便是访问位于集合中部的成员也仍然是非常高效的。事实上，Redis所具有的这一特征在很多其它类型的数据库中是很难实现的，换句话说，在该点上要想达到和Redis同样的高效，在其它数据库中进行建模是非常困难的。

### 相关命令

1 ZADD key score1 member1 [score2 member2]

向有序集合添加一个或多个成员，或者更新已存在成员的分数

2 ZCARD key

获取有序集合的成员数

3 ZCOUNT key min max

计算在有序集合中指定区间分数的成员数

4 ZINCRBY key increment member

有序集合中对指定成员的分数加上增量 increment

5 ZINTERSTORE destination numkeys key [key ...]

计算给定的一个或多个有序集的交集并将结果集存储在新的有序集合 key 中

6 ZLEXCOUNT key min max

在有序集合中计算指定字典区间内成员数量

7 ZRANGE key start stop [WITHSCORES]

通过索引区间返回有序集合成指定区间内的成员

8 ZRANGEBYLEX key min max [LIMIT offset count]

通过字典区间返回有序集合的成员

9 ZRANGEBYSCORE key min max [WITHSCORES] [LIMIT]

通过分数返回有序集合指定区间内的成员

10 ZRANK key member

返回有序集合中指定成员的索引

11 ZREM key member [member ...]

移除有序集合中的一个或多个成员

12 ZREMRANGEBYLEX key min max

移除有序集合中给定的字典区间的所有成员

13 ZREMRANGEBYRANK key start stop

移除有序集合中给定的排名区间的所有成员

14 ZREMRANGEBYSCORE key min max

移除有序集合中给定的分数区间的所有成员

15 ZREVRANGE key start stop [WITHSCORES]

返回有序集中指定区间内的成员，通过索引，分数从高到底

16 ZREVRANGEBYSCORE key max min [WITHSCORES]

返回有序集中指定分数区间内的成员，分数从高到低排序

17 ZREVRANK key member

返回有序集合中指定成员的排名，有序集成员按分数值递减(从大到小)排序

18 ZSCORE key member

返回有序集中，成员的分数值

19 ZUNIONSTORE destination numkeys key [key ...]

计算给定的一个或多个有序集的并集，并存储在新的 key 中

20 ZSCAN key cursor [MATCH pattern] [COUNT count]

迭代有序集合中的元素（包括元素成员和元素分值）

# 发布订阅与消息队列

## 发布订阅模式

Redis的发布订阅模式包含两种角色，分别是发布者和订阅者。发布者(pub)发布消息，订阅者(sub)接收消息。发布者和订阅者类似与广播和听众的关系，广播可以选择一个频道发布消息，听众如果收听了这个频道，可以接受到广播发送的消息。

在发布订阅模式中，订阅者可以订阅一个或多个频道（channel），而发布者可以向指定的频道发送消息，所有订阅此频道的订阅者都会收到此消息。

![C:\Users\hand\AppData\Local\Temp\1509414541(1).png](data:image/png;base64,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)

在上图中，有一个channel1的频道和他的三个订阅者client2，client5，client1。当广播执行publish channel1 message命令，借助频道（channel1）发布消息（message）时，订阅频道channel1的三个订阅者client2，client5，client1都能够收到这个消息（message）。

客户端进入订阅模式后，可能接收到三种类型的消息。

1. 订阅频道时：第一个值是Subscribe，表示订阅成功；第二个值是订阅成功的频道名称；第三个值是当前客户端订阅的频道数。
2. 订阅模式中：第一个值是message，表示接收到发布者发布的消息；第二个值表示产生消息的频道名称；第三个值是消息内容。
3. 取消订阅：第一个值是unsubscribe。表示成功取消订阅某个频道；第二个值是对应的频道名称；第三个值是当前客户端订阅的频道数量，当此值为0时客户端会退出订阅状态。

发布订阅模式缺点：

1. 如果一个客户端订阅了频道，但自己读取消息的速度却不够快的话，那么不断积压的消息会使redis输出缓存区的体积越变越大，这可能使redis本身的执行速度变慢，甚至直接崩溃。
2. 数据可靠性问题，如果订阅方因意外断线，那么它会丢失所有在线期间发布者发布的消息。

### 相关命令

|  |  |
| --- | --- |
| SUBSCRIBE channel [channel ...] | 订阅给定的一个或多个频道的信息。 |
| PSUBSCRIBE pattern [pattern ...] | 订阅一个或多个符合给定模式的频道。 |
| PUBLISH channel message | 将信息发送到指定的频道。 |
| UNSUBSCRIBE [channel [channel ...]] | 退订给定的频道。 |
| PUNSUBSCRIBE [pattern [pattern ...]] | 退订所有给定模式的频道 |
| PUBSUB subcommand [argument [argument ...]] | 查看订阅与发布系统状态。 |

注意：

PSUBSCRIBE pattern [pattern ...] 订阅一个或多个符合给定模式的频道，后边跟的是一个表达式，可以用表达式匹配满足规则的频道

psubscribe channel.? 可以订阅channel.1，channel.0等频道

psubscribe channel.\* 可以订阅channel.1，channel.10等频道

### 应用场景

1. 最明显的用法就是构建实时消息系统，比如普通的即时聊天，群聊等功能
2. , 以门户网站为例, 当编辑更新了某推荐板块的内容后：CMS发布清除缓存的消息到channel (推送者推送消息)；门户网站的缓存系统通过channel收到清除缓存的消息 (订阅者收到消息)，更新了推荐板块的缓存

### 实例

打开一个客户端，执行subscribe channel命令，可以直接订阅指定名的频道（不需要创建频道）。

127.0.0.1:6379> psubscribe redisCha?  
 Reading messages... (press Ctrl-C to quit)  
 1) **"psubscribe"** 2) **"redisCha?"** 3) (integer) 1

再打开一个客户端，使用命令：publish channel message可以直接通过频道channel发布消息message

127.0.0.1:6379> publish redisChat **"Redis is a caching technique"** (integer) 1

在发布者通过频道redisChat发布消息后，订阅redisChat频道的订阅者可以接收到发布者发布的消息。

127.0.0.1:6379> subscribe redisChat  
 Reading messages... (press Ctrl-C to quit)  
 1) **"subscribe"** 2) **"redisChat"** 3) (integer) 1  
 1) **"message"** 2) **"redisChat"** 3) **"Redis is a caching technique"**

## 消息队列

Redis中的列表类型为实现队列提供了便捷，列表类型有LPUSH和RPOP命令。如果想要实现任务队列，只需要让生产者将任务使用LPUSH命令加入到某个键中，另一边让消费者不断地使用RPOP命令从该键中取出任务即可。

无限循环读取任务队列中的内容：

loop  
 **$task** = RPOP queue  
 **if** $task  
 #如果队列中有就执行  
 execute($task)  
 **else** #如果没有则等待1秒以免过于频繁地请求数据  
 wait 1 second

但是还有一些美中不足的地方，当任务队列中没有任务时消费者每秒都会调用一次RPOP命令查看是否有新任务。如果可以实现一旦有新任务加入任务队列就通知消费者就好了。使用BRPOP可以实现这样的需求。

BRPOP命令和RPOP命令相似，唯一区别就是当列表中没有元素时BRPOP命令会一直阻塞住连接，直到有新元素加入。

loop  
 #如果任务队列中没有新任务，BRPOP命令会一直堵塞，不会执行execute()  
 $task = BRPOP queue, 0  
 #返回值是一个数字，数组第二个值使我们需要的任务。  
 execute($task[1])

BRPOP命令接收两个参数，第一个是键名，第二个是超时时间，单位是秒。当超过此时间仍然没有获得新元素的话就会返回nil。超时时间是“0”表示不设置超时时间，即如果没有新元素加入队列就会永远阻塞下去。

示例，打开两个redis-cli:

实例A输入：

redis>BRPOP queue 0

实例B输入：

redis>LPUSH queue task

可以看到实例A返回：

1) **"queue"**2) **"task"**

同时发现queue中的元素已经被取走：

redis>LLEN queue  
(integer) 0

### 优先级队列

如果有两种任务同时存在，一种任务应该优先另一种任务处理，我们要如何使用队列呢？

为了实现这一目标，我们需要使用优先级队列，将不同的任务放在不同的任务队列中。BRPOP命令可以同时接收多个键，其完整的命令格式为BRPOP key [key ...] timeout，如BRPOP queue:1 queue:2 0.

意义是同时检测多个键，如果所有的键都没有元素则阻塞，如果其中有一个键有元素则会从该键中弹出元素。如果多个键都有元素则按照从左到右的顺序取第一个键中的一个元素。借此特性可以区分优先级队列。

比如通过命令：lpush queue:1 task1向队列queue:1中添加一个元素task1；通过命令：lpush queue:2 task2向队列queue:2中添加一个元素task2.

然后通过命令：brpop queue:1 queue:2 queue:3 0，则首先会获取队列一queue:1中的元素，然后才会获取队列二queue:2中的元素。

# 服务器和客户端

# 数据备份和恢复

# 安全

# 管道技术

# 分区

# 持久化

Redis是一个支持持久化的内存数据库。如果不开启持久化功能，即单纯的把redis作为一个内存数据库，那么当Redis重启后，内存中的数据将全部丢失。这绝不是我们想要的。

Redis持久化功能能够将内存中的数据保存到磁盘中，当Redis重启时，再从磁盘中读取恢复数据。

Redis事务redis持久化存储支持两种方式：RDB（快照）和AOF。

RDB持久化是指在指定的时间间隔内将内存中的数据集快照写入磁盘

AOF持久化以日志的形式记录服务器所处理的每一个写、删除操作，查询操作不会记录。

官方建议两种方式同时使用，没有持久化的redis和memcache一样，相当于一个纯内存的数据库

## RDB(快照)

RDB(Redis Database)持久化是在指定的时间间隔内将内存中的数据集快照写入磁盘。

持久化步骤：

1. 在配置文件中会对RDB持久化的时间间隔进行配置。
2. 当需要持久化时，Redis会调用一个fork子进程将上一时间间隔内的数据集快照通过IO流写入一个临时性的dump.rdb文件。主进程不进行任何IO操作，继续对client的请求进行响应。
3. 当子进程完成对新 RDB 文件的写入时，Redis 用新 RDB 文件替换原来的 RDB 文件，并删除旧的 RDB 文件

快照是Redis默认的持久化方式。这种方式是将内存中数据以快照的方式写入到二进制文件中,默认的文件名为dump.rdb。可以通过配置设置自动做快照持久化的方式。我们可以配置redis在n秒内如果超过m个key被修改就自动做快照，下面是默认的快照保存配置：

save 900 1 #900秒内如果超过1个key被修改，则发起快照保存  
save 300 10 #300秒内容如超过10个key被修改，则发起快照保存  
save 60 10000

通过命令持久化：

client 也可以使用save或者bgsave命令通知redis做一次快照持久化。save操作是在主线程中保存快照的，由于redis是用一个主线程来处理所有 client的请求，这种方式会阻塞所有client请求。所以不推荐使用。另一点需要注意的是，每次快照持久化都是将内存数据完整写入到磁盘一次，并不是增量的只同步脏数据。如果数据量大的话，而且写操作比较多，必然会引起大量的磁盘io操作，可能会严重影响性能。

另外由于快照方式是在一定间隔时间做一次的，所以如果redis意外down掉的话，就会丢失最后一次快照后的所有修改。如果应用要求不能丢失任何修改的话，可以采用aof持久化方式。

RDB优点：

1. 使用单独子进程来进行持久化，主进程不会进行任何IO操作，保证了redis的高性能
2. 采用RDB方式时，数据持久化将只产生一个文件。这种文件非常适合用于进行备份： 比如说，你可以在最近的 24 小时内，每小时备份一次 RDB 文件，并且在每个月的每一天，也备份一个 RDB 文件。 这样的话，即使遇上问题，也可以随时将数据集还原到不同的版本。相比于AOF机制，如果数据集很大，RDB的启动效率会更高。
3. 对于灾难恢复而言，RDB是非常不错的选择。因为我们可以非常轻松的将一个单独的文件压缩后再转移到其它存储介质上

RDB缺点：

1、RDB是间隔一段时间进行持久化，如果持久化之间redis发生故障，会发生数据丢失。所以这种方式更适合数据要求不严谨的时候

## AOF

AOF是将执行过的指令以日志的形式记录下来，数据恢复时按照从前到后的顺序再将指令执行一遍，实现数据恢复。

AOF比快照方式有更好的持久化性，它支持以下三种持久化策略：

appendonly yes #启用aof持久化方式  
appendfsync always #每次收到写命令就立即强制写入磁盘，效率低，但是保证完全的持久化，不推荐使用  
appendfsync everysec #每秒钟强制写入磁盘一次，在性能和持久化方面做了很好的折中，推荐  
appendfsync no #完全依赖os，性能最好,持久化没保证

AOF文件重写：

Redis 可以在 AOF 文件体积变得过大时，自动地在后台对 AOF 进行重写： 重写后的新 AOF 文件包含了恢复当前数据集所需的最小命令集合。 整个重写操作是绝对安全的，因为 Redis 在创建新 AOF 文件的过程中，会继续将命令追加到现有的 AOF 文件里面，即使重写过程中发生停机，现有的 AOF 文件也不会丢失。 而一旦新 AOF 文件创建完毕，Redis 就会从旧 AOF 文件切换到新 AOF 文件，并开始对新 AOF 文件进行追加操作。AOF 文件有序地保存了对数据库执行的所有写入操作， 这些写入操作以 Redis 协议的格式保存， 因此 AOF 文件的内容非常容易被人读懂， 对文件进行分析（parse）也很轻松。 导出（export） AOF 文件也非常简单： 举个例子， 如果你不小心执行了 FLUSHALL 命令， 但只要 AOF 文件未被重写， 那么只要停止服务器， 移除 AOF 文件末尾的 FLUSHALL 命令， 并重启 Redis ， 就可以将数据集恢复到 FLUSHALL 执行之前的状态。

AOF优点：

1. 可以保持更高的数据完整性，如果设置追加file的时间是1s，即使redis发生故障，最多会丢失1s的数据；
2. AOF文件没被rewrite之前（文件过大时会对命令进行合并重写），可以删除其中的某些命令（比如误操作的flushall）
3. 由于该机制对日志文件的写入操作采用的是append模式，因此在写入过程中即使出现宕机现象，也不会破坏日志文件中已经存在的内容。即使本次操作只是写入了一半数据就出现了系统崩溃问题，在Redis下一次启动之前，我们也可以通过redis-check-aof工具来帮助我们解决数据一致性的问题。
4. 如果日志过大，Redis可以自动启用rewrite机制。即Redis以append模式不断的将修改数据写入到老的磁盘文件中，同时Redis还会创建一个新的文件用于记录此期间有哪些修改命令被执行。因此在进行rewrite切换时可以更好的保证数据安全性。

AOF缺点：

1. AOF文件比RDB文件大，且恢复速度慢
2. 随着写入命令的不断增加， AOF 文件的体积也会变得越来越大。举个例子， 如果你对一个计数器调用了 100 次 INCR ， 那么仅仅是为了保存这个计数器的当前值， AOF 文件就需要使用 100 条记录（entry）。然而在实际上， 只使用一条 SET 命令已经足以保存计数器的当前值了， 其余 99 条记录实际上都是多余的。
3. 根据同步策略的不同，AOF在运行效率上往往会慢于RDB。总之，每秒同步策略的效率是比较高的，同步禁用策略的效率和RDB一样高效

## RDB和AOF应用

一般情况下，推荐RDB和AOF两种持久化方式一起使用。如果你非常关心你的数据,但仍然可以承受数分钟以内的数据丢失， 那么你可以只使用 RDB 持久化。有很多用户都只使用 AOF 持久化， 但我们并不推荐这种方式： 因为定时生成 RDB 快照（snapshot）非常便于进行数据库备份， 并且 RDB 恢复数据集的速度也要比 AOF 恢复的速度要快，

# 事务

Redis事务提供了一种“将多个命令打包，然后一次性、按顺序地执行”的机制，它提供两个保证：

• 事务是一个单独的隔离操作：事务中的所有命令都会序列化、按顺序地执行。事务在执行的过程中，不会被其他客户端发送来的命令请求所打断

• 事务是一个原子操作：事务中的命令要么全部被执行，要么全部都不执行。Redis事务没有回滚操作，即使中间有一个命令发生异常，接下来的命令也会执行。

Redis事务从开始到执行会经历以下三个阶段：

开启事务 🡪 命令入队 🡪 执行事务

MULTI，EXEC，DISCARD，WATCH 四个命令是 redis 事务的四个基础命令。其中：

MULTI，告诉 redis 服务器开启一个事务。注意，只是开启，而不是执行

EXEC，告诉 redis 开始执行事务

DISCARD，告诉 redis 取消事务

WATCH，监视某一个键值对，它的作用是在事务执行之前如果监视的键值被修改，事务会被取消。

示例：

## 相关命令

|  |  |
| --- | --- |
| DISCARD | 取消事务，放弃执行事务块内的所有命令。 |
| EXEC | 执行所有事务块内的命令 |
| MULTI | 标记一个事务块的开始 |
| UNWATCH | 取消 WATCH 命令对所有 key 的监视 |
| WATCH key [key ...] | 监视一个(或多个) key ，如果在事务执行之前这个(或这些) key 被其他命令所改动，那么事务将被打断。 |

### Watch命令详解

## 事务内部错误

在一个事务的运行期间，可能会遇到两种类型的命令错误：

1. 事务在执行EXEC 之前，入队的命令可能会出错。比如说，命令可能会产生语法错误（参数数量错误，参数名错误，等等），或者其他更严重的错误，比如内存不足（如果服务器使用 maxmemory 设置了最大内存限制的话）
2. 命令可能在EXEC 调用之后失败。举个例子，事务中的命令可能处理了错误类型的键，比如将列表命令用在了字符串键上面，诸如此类

对于发生在EXEC 执行之前的错误，客户端以前的做法是检查命令入队所得的返回值：如果命令入队时返回 QUEUED ，那么入队成功；否则，就是入队失败。如果有命令在入队时失败，那么大部分客户端都会停止并取消这个事务

不过，从 Redis 2.6.5 开始，服务器会对命令入队失败的情况进行记录，并在客户端调用EXEC 命令时，拒绝执行并自动放弃这个事务。

## 为什么不支持回滚

如果你有使用关系式数据库的经验，那么“Redis 在事务失败时不进行回滚，而是继续执行余下的命令”这种做法可能会让你觉得有点奇怪

以下是这种做法的优点：

• Redis 命令只会因为错误的语法而失败（并且这些问题不能在入队时发现），或是命令用在了错误类型的键上面：这也就是说，从实用性的角度来说，失败的命令是由编程错误造成的，而这些错误应该在开发的过程中被发现，而不应该出现在生产环境中

• 因为不需要对回滚进行支持，所以 Redis 的内部可以保持简单且快速有种观点认为 Redis 处理事务的做法会产生 bug ，然而需要注意的是，在通常情况下，回滚并不能解决编

程错误带来的问题。举个例子，如果你本来想通过INCR 命令将键的值加上 1 ，却不小心加上了 2 ，又或者对错误类型的键执行了INCR ，回滚是没有办法处理这些情况的

鉴于没有任何机制能避免程序员自己造成的错误，并且这类错误通常不会在生产环境中出现，所以 Redis 选

择了更简单、更快速的无回滚方式来处理事务

# 缓存机制

# Redis锁机制

一般情况下，锁机制的流程是：

1. 程序首先获取锁，得到对数据进行排他性访问的能力。也就是当前线程获取数据锁时，其他线程不能操作数据。
2. 获取到锁之后，对数据执行一系列的操作。
3. 数据操作完成后，释放锁。

乐观锁和悲观锁：

1. 乐观锁：在关系型数据库中，乐观并发控制（又称乐观锁，OCC）是一种并发控制的方法。使用乐观锁时，在每次获取数据打算操作的时候，它都默认别人不会修改这条数据，所以不会上锁。但是在自己数据更新之后要提交的时候，它就会判断一下在它获取数据到更新提交整个过程内，是不是有其他线程对这条数据进行了修改（可以在表中加入一个版本号来实现）。如果数据被修改了，它就会回滚。
2. 悲观锁：在关系型数据库中，悲观并发控制（又称悲观锁，PCC）是一种并发控制的方法。悲观锁，顾名思义，就是比较悲观。每次获取数据后，都觉得这条数据可能会被其他线程修改。所以在每次获取数据后，都会对这个数据上锁。这时候其他线程就不能获取到这条数据，自然更不可能修改数据。只有当当前线程完成数据操作并提交后，然后释放锁，这时其他线程才可以访问数据。

举例：

乐观锁，就类似生活中比较乐观的人。总觉得不会有人偷自己的东西，比如，小明经常把钱放在抽屉里，然后也不上锁。每次花钱时呢，打开抽屉拿出钱就可以花了，特别方便，也不用上锁开锁的。但是呢，每次从抽屉取钱用的时候，小明都会检查下自己还有多少钱。如果在他把钱放进抽屉到他取钱花的这个期间，他的钱被人偷了，这时候肯定就不爽了啊，然后就报警选择啊。

悲观锁呢，就像生活中比较悲观的人，有些人总觉得生活中充满危险。比如，小亮总觉得自己有人偷自己的东西。因此，他把自己的东西全部锁紧保险柜里。这时候，有人就好奇小亮的保险柜里有啥呢？可是他上锁了，你看不到啊。所以你只能等小亮自己开锁之后，才可以看看。

因此，乐观锁适用于资源竞争、数据冲突不激烈的情况下。乐观锁会先操作数据，在更新的时候才会检查数据有没有被修改，有修改会回滚事务。如果数据竞争激烈，大量事务回滚会严重影响系统性能。

悲观锁适用于资源竞争激烈的情况下。悲观锁为安全处理数据提供了保证，但是数据加锁和释放锁的操作影响了数据库效率和并发性，并且可能引发死锁。在只读事务中，不会修改数据，因此不会产生冲突，没必要加锁。

Redis提供了Watch命令，用于代替对数据加锁。

举例：

如果客户端1对数据A执行了watch命令。然后当客户端1和客户端2一起对数据A进行修改，此时，watch命令并不会阻止客户端2对数据A的修改，它只会告诉客户端1，数据A被修改了。起到了一个监控作用，类似用乐观锁。

我们没有直接使用操作系统级别的锁、编程语言级别的锁，或者其他各式各样的锁，而是选择花费大量时间去使用Redis构建锁，这其中一个原因和范围有关：为了对Redis存储的数据进行排他性访问看，客户端需要访问一个锁，且这个锁需要定义在一个可以被所有客户端看见的范围之内，而这个范围就是Redis本身，因此我们需要把锁构建在Redis里面。

## 分布式锁

分布式锁虽然也有类似的“先获取锁，然后操作数据，最后释放锁”流程。但分布式锁既不是给同一个进程中的多个线程使用的，也不是给同一台机器上的多个进程使用，而是由不同的机器上的不同Redis客户端进行获取和释放的。针对的是使用系统服务的不同机器。

使用Redis构建分布式锁的原因：

1. Redis有很高的性能
2. Redis命令对分布式锁的支持比较好，实现方式比较简单

构建Redis锁需要考虑的场景：

1. 持有锁的进程因为操作时间太长导致锁被释放，但进程本身并不知道这点。甚至当进程执行完后，还会错误释放掉其他进程持有的锁。
2. 一个持有锁并且打算执行长时间操作的进程崩溃掉，但是其他想要获取锁的进程并不知道哪个进程持有锁，也不知道持有锁的进程已经崩溃，仍会傻傻的浪费时间等待锁被释放。
3. 在一个进程持有的锁过期之后，其他多个进程同时尝试获取锁，并且都获得了锁。
4. 上面第一种情况和第三种情况同时出现，导致多个进程获得了锁，并且每个进程都以为自己是唯一一个获得锁的进程。

Redis锁机制：

构建Redis锁常用命令:

1. SETNX命令

SETNX命令天生就适合用来实现锁的获取功能。SETNX命令会为键设值，但只有当键不存在时，才会设置;如果键已经有对应值，则什么也不做。

1. EXPIRE命令

EXPIRE命令可以为一个键设置超时时间。当超过设置的时间之后，这个键和它对应的值会自动被删除。

1. DEL命令

DEL命令用于删除键对应的值。

https://www.cnblogs.com/liuyang0/p/6744076.html

## 计数信号量

计数信号量是一种锁，它可以让用户限制一项资源最多能够同时被多少个进程访问，通常用于限定能够同时使用的资源数量。

计数信号量的锁并没有一般的锁那么常用，但它有独特的应用场景。当我们需要让多个客户端同时访问相同的信息时，计数信号量就是完成这项任务的最佳工具。

# redis集群

<http://blog.csdn.net/gongpulin/article/details/54178493>

http://www.cnblogs.com/hjwublog/p/5681700.html#\_label0

简介

Redis集群是3.0之后才引入的。在3.0之前，Redis使用哨兵(Sentinel)机制来监控各个节点之间的状态。

Redis集群是一组能进行数据共享的Redis实例(服务或者节点)。集群可以使用的功能是普通单击Redis所能使用功能的子集。

Redis集群通常具有高可用性、水平扩展性、分布式和容错性等特性。

# Java操作Redis

Java如果要操作非关系型内存数据库Redis，必须在机器上安装Redis的Java驱动程序Jedis。同时，如果要使用Redis的连接池或者在Spring中使用Redis，则必须在pom.xml文件中引入下面依赖：

Spring与Redis的集成

<**dependency**>  
 <**groupId**>org.springframework.data</**groupId**>  
 <**artifactId**>spring-data-redis</**artifactId**>  
 <**version**>1.8.1.RELEASE</**version**>  
</**dependency**>

Redis连接池  
<**dependency**>  
 <**groupId**>org.apache.commons</**groupId**>  
 <**artifactId**>commons-pool2</**artifactId**>  
 <**version**>2.4.2</**version**>  
</**dependency**>

Redis的Java驱动程序  
<**dependency**>  
 <**groupId**>redis.clients</**groupId**>  
 <**artifactId**>jedis</**artifactId**>  
 <**version**>2.9.0</**version**>  
</**dependency**>

在使用Java代码操作Redis时，首先需要获取Redis服务的连接：

**Jedis jedis** = **new** Jedis(**"127.0.0.1"**, 6379);  
**jedis**.auth(**""**); //auth方法中传入Redis服务器的用户密码

使用Java操作Redis字符串：

**jedis**.set(**"name"**, **"Someone"**);  
**logger**.error(**"姓名： "**+**jedis**.get(**"name"**));  
  
**jedis**.append(**"name"**, **" hurt me must"**);  
**logger**.error(**"姓名： "**+**jedis**.get(**"name"**));  
  
**jedis**.del(**"name"**);  
**logger**.error(**"姓名： "**+**jedis**.get(**"name"**));  
  
**jedis**.mset(**"name"**,**"Allin"**, **"age"**, **"22"**, **"email"**, **"weisp@vanke.com"**);  
**jedis**.mget(**"name"**, **"age"**, **"email"**).forEach(**logger**::info);

使用Java操作Redis的哈希列表：

Map<String, String> param = **new** HashedMap();  
param.put(**"name"**, **"Allin"**);  
param.put(**"age"**, **"22"**);  
param.put(**"email"**, **"weisp@vanke.com"**);  
  
**jedis**.hmset(**"user"**, param);  
**jedis**.hmget(**"user"**, **"name"**, **"age"**, **"email"**).forEach(**logger**::info);  
  
**jedis**.hdel(**"user"**, **"email"**);  
**jedis**.hmget(**"user"**, **"name"**, **"age"**, **"email"**).forEach(**logger**::info);  
  
**logger**.info(**"包含与否： "**+**jedis**.hexists(**"user"**, **"email"**));  
**jedis**.hkeys(**"user"**).forEach(**logger**::info);  
**jedis**.hvals(**"user"**).forEach(**logger**::info);

使用Java操作Redis的列表：

**jedis**.del(**"SSM"**);  
**jedis**.lpush(**"SSM"**, **"Spring"**);  
**jedis**.lpush(**"SSM"**, **"Spring MVC"**);  
**jedis**.lpush(**"SSM"**, **"Mybatis"**);  
  
**jedis**.lrange(**"SSM"**, 0, -3).forEach(**logger**::info);  
**jedis**.del(**"SSM"**);  
**jedis**.rpush(**"SSM"**, **"Spring"**);  
**jedis**.rpush(**"SSM"**, **"Spring MVC"**);  
**jedis**.rpush(**"SSM"**, **"Mybatis"**);  
**jedis**.lrange(**"SSM"**, 0, -3).forEach(**logger**::info);

使用Java操作Redis的集合：

**jedis**.del(**"user"**);  
**jedis**.sadd(**"user"**, **"刘景行"**);  
**jedis**.sadd(**"user"**, **"刘楚兴"**);  
**jedis**.sadd(**"user"**, **"梅新养"**);  
**jedis**.smembers(**"user"**).forEach(**logger**::info);  
**logger**.info(**"是否包含："**+**jedis**.sismember(**"user"**, **"梅新养"**));  
**jedis**.srem(**"user"**, **"刘景行"**); *//移除元素***logger**.info(**"set长度："**+**jedis**.scard(**"user"**));

使用Java操作Redis事务：

**jedis**.watch(**"num"**);  
Transaction transaction = **jedis**.multi();  
**for** (**int** i=0; i < 5; i++){  
 transaction.set(**"num"**, **""**+i); *//事务中不能使用jedis对象*}  
transaction.exec().forEach(item -> **logger**.info(item.toString()));

在Java中使用Redis连接池：

**public final class** RedisUtil {  
  
 *//Redis服务器IP* **private static** String *ADDR* = **"192.168.0.100"**;  
  
 *//Redis的端口号* **private static int** *PORT* = 6379;  
  
 *//访问密码* **private static** String *AUTH* = **"admin"**;  
  
 *//可用连接实例的最大数目，默认值为8；  
 //如果赋值为-1，则表示不限制；如果pool已经分配了maxActive个jedis实例，则此时pool的状态为exhausted(耗尽)。* **private static int** *MAX\_ACTIVE* = 1024;  
  
 *//控制一个pool最多有多少个状态为idle(空闲的)的jedis实例，默认值也是8。* **private static int** *MAX\_IDLE* = 200;  
  
 *//等待可用连接的最大时间，单位毫秒，默认值为-1，表示永不超时。如果超过等待时间，则直接抛出JedisConnectionException；* **private static int** *MAX\_WAIT* = 10000;  
  
 **private static int** *TIMEOUT* = 10000;  
  
 *//在borrow一个jedis实例时，是否提前进行validate操作；如果为true，则得到的jedis实例均是可用的；* **private static boolean** *TEST\_ON\_BORROW* = **true**;  
  
 **private static** JedisPool *jedisPool* = **null**;  
  
 */\*\*  
 \* 初始化Redis连接池  
 \*/* **static** {  
 **try** {  
 JedisPoolConfig config = **new** JedisPoolConfig();  
 config.setMaxActive(*MAX\_ACTIVE*);  
 config.setMaxIdle(*MAX\_IDLE*);  
 config.setMaxWait(*MAX\_WAIT*);  
 config.setTestOnBorrow(*TEST\_ON\_BORROW*);  
 *jedisPool* = **new** JedisPool(config, *ADDR*, *PORT*, *TIMEOUT*, *AUTH*);  
 } **catch** (Exception e) {  
 e.printStackTrace();  
 }  
 }  
  
 */\*\*  
 \* 获取Jedis实例  
 \** ***@return*** *\*/* **public synchronized static** Jedis getJedis() {  
 **try** {  
 **if** (*jedisPool* != **null**) {  
 Jedis resource = *jedisPool*.getResource();  
 **return** resource;  
 } **else** {  
 **return null**;  
 }  
 } **catch** (Exception e) {  
 e.printStackTrace();  
 **return null**;  
 }  
 }  
  
 */\*\*  
 \* 释放jedis资源  
 \** ***@param jedis*** *\*/* **public static void** returnResource(**final** Jedis jedis) {  
 **if** (jedis != **null**) {  
 *jedisPool*.returnResource(jedis);  
 }  
 }  
}