**What happens if you have unhandled constructor exceptions?**

An unhandled exception from a constructor can occur if the body of a constructor causes an exception to be raised. This is sometimes unavoidable, although it is inconvenient. For example, if you were unable to fully initialize the object, for example because of inconsistent or corrupt state, you would have no other choice but to throw an exception. The alternative would be to pretend everything was OK by returning successfully from the constructor, which could lead to failures later on in the program’s execution. It’s better just to have the program fail as soon as you notice a problem.

The reason that this topic is problematic enough to call out is that, in the face of an exception thrown by a constructor, the caller of your constructor will have no reference to your object. Consider what the IL sequence looks like for the C# code Foo f = new Foo():

newobj instance void Foo::.ctor()

stloc.0

The newobj instruction makes a call to the constructor, leaving the result on the execution stack. stloc.0 stores it in a local slot in the execution stack. But if an exception is raised as a result of the newobj instruction (because of insufficient memory to allocate the object, or because of an unhandled exception thrown from the constructor), the result will never be placed on the stack, and the stloc.0 will never execute because the CLR exception handling behavior will take over. The result is that the variable f will be null.

This can cause some unpredictable behavior. For example, consider a type that allocates resources in its constructor but then throws an exception. Normally, types like this will support the IDisposable interface—explained fully in Chapter 5—so that these resources can be reclaimed deterministically. Such code might look like this:

using (Foo f = new Foo())

{

// Do something interesting...

}

The semantics of the using statement are such that the variable inside the parenthesis will have its Dispose method called at the end of the block, regardless of whether exit is normal or due to an exception from the block’s body. But if an exception occurs during the call to Foo’s constructor, f will never get assigned a value! The result is that Dispose will never get called, and hopefully f’s finalizer will clean up the resources sometime later on.

**Constructors do not have return type and so they cannot return error codes (of course possible with *out* or *ref* parameter, but it is not recommended to use out or ref parameter). How are errors or exceptions handled in constructors? What if the calls that you make in the constructor can actually throw exceptions? How do you let the caller know something bad happened in a constructor? Or, How to let the invoker know that the instance of the object has not been created successfully, so that the invoker can perform appropriate actions?**

There are a few ways to do robust error/exception handling in constructors

1. Do as little in the constructor has you can. Then provide an Init() function in the constructor, which does the normal initialization stuff. The user can then call this function after creating an object. The problem here is, its up to the user to actually call the Init() function. The user could potentially miss this step, making this method error prone. However, there are a lot of places where this methodology is used. You are trying to eliminate error handling in the constructor by using this method
2. Another way to do this is by putting the object in a Zombie state. This is one approach you can take especially if you do not have the option of using exceptions. When you go with this option, you will also to do provide a function that will check the state of the object after construction. The downsides to this option is that, its up to the user to do these checks and the users will need to do this every time one attempts to create an object. It’s usually always better and cleaner to throw an exception instead. Use the Zombie option as a last resort.
3. The downsides to the above methods can be reduced by making the constructor private or protected, expose a CreateInstance() public method, and do all the error handling here rather than leave it to the user. But sometimes, it’s not possible to handle all the error conditions in a generic manner and you will need to throw an exception.
4. If an exception is thrown in the constructor, the destructor will not get called. So you need to handle and clean up as much as you can before you leave the constructor. The best way to do this is using the “resource allocation is initialization” technique in C++. But the basic idea is to assign resource allocation and cleanup to other objects. Basically, you are trying to get allocation out of the way (indirect) so that you don’t have to do it explicitly. When you don’t allocate something directly, you don’t have to release it either because it will be done by the component or class who deals with it. E.g. If you need to allocate some memory or open up a file, You can use smart objects (smart pointer, auto\_ptr, smart file handlers etc..) instead of calling new or fopen directly. When you do this, and if an exception is thrown in your constructor, the smart objects will automatically release the resources it acquired, as the stack unwinds. If you do not use the “resource allocation is initialization” technique (in java and C#), the user will need to wrap the statements in try/catch block and re-throw after cleaning up the mess, something like what the finally block does in Java or C#. Although this works in theory, it’s up to the user to make this work and it also always a source of errors and bugs (esp. memory and handle leaks) and is messy.

You have to be careful when throwing exceptions **in** a **constructor**, that is, if you want clean running code. Constructors should also return valid objects but sometimes can't due to errors. The best way to deal with something of this scenario is to present clear error messages that let the user know what they failed to give or present, and second is to use the finally clause. The finally clause will give about the only way to "clean up" your code after failure, although you must be careful here also. Using the finally clause means that it will execute every time the code is run(you know this already), which means some kind of flag must be created **in** order for proper cleanup.

As you have seen, there is no “one size fits all” rule to do error/exception handling in constructors. I have listed the most commonly used methods and one of these should work most of the time.

**How can one report errors to invoker of constructor using error code?**

There is a more clean solution to the problem. Constructors, as any other methods, can return many values to the calling program via “ref” parameters! It would be natural for constructors to validate their arguments and report errors. So here is solution:  
class Levels  
{  
private double[] \_buffer;  
private int \_size;

public Levels(int xsize, ref int xerror) //here goes my return value  
{  
if (xsize < 2)  
{  
xerror = -1; //"Need at least 2 Levels"  
return;  
}  
\_size = xsize;  
\_buffer = new double[xsize];  
}  
…}  
Now, in the main program:  
public static void Main()  
{  
int error = -2; //should be set to 0 if all goes well  
Levels support = new Levels(1, ref error); //error will tell me if all is OK  
if (error != 0)  
{  
Console.WriteLine("ABEND {0}", error); //ABnormal END  
Console.ReadKey();  
Environment.ExitCode = error;  
return; //min 2 levels  
}

The downsides to this option is that, it’s up to the user to do these checks and the users will need to do this every time one attempts to create an object. It’s usually always better and cleaner to throw an exception instead. Of course this provides one solution without the need to re-throw exception. Throwing exception is always costly.

**Write code that helps in understanding program for handling Constructor exception.**

A Constructor means a method which has the same name as of the class. Constructor initializes a new object belonging to the class automatically. The program given below consists of a parameterized constructor which takes String and int as a parameters. The main reason of exception occurring in the program is   ConstructorException c = new ConstructorException("gh", -1);For removing this exception we have to passs a value which is greater than 0 instead of -1..

**ConstructorException.java**

|  |
| --- |
| **public class**ConstructorException {      **private static**String name;     **private static int**age;     **public**ConstructorException(String Name, **int**Age) {         name = Name;         age = Age;         **if**(age < 0) {             **throw new**IllegalArgumentException("age out of range: " + age );         }         **if**(name == **null**) {             **throw new**IllegalArgumentException(                     "name is null");         }     }      **public static void**main(String[] args) {         ConstructorException c = **new**ConstructorException("gh", -1);     } } |

output of the program

|  |
| --- |
| Exception in thread "main" [java](http://www.roseindia.net/java/java-exception/constructor-exception-java.shtml).lang.IllegalArgumentException: age out of range: -1 at ConstructorException.<init>(ConstructorException.java:10) at ConstructorException.main(ConstructorException.java:19) Java Result: 1 |

Vtable

**What is the concept of V-Table in C#?**

vtable, is a mechanism used in a programming language to support dynamic dispatch (or run-time method binding).

Suppose a program contains several classes in an inheritance hierarchy: a superclass, Cat, and two subclasses, HouseCat and Lion. Class Cat defines a virtual function named speak, so its subclasses may provide an appropriate implementation (i.e., either meow or roar).

When the program calls the speak method on a Cat pointer (which can point to a Cat class, or any subclass of Cat), the run-time environment must be able to determine which implementation to call, depending on the actual type of object that is pointed to.

**When is a vtable created: compile time or run time? In particular, if a declare a class having one or more virtual functions, and in first case I create an object of it and in second case I don't create an object. What difference it makes in terms of number of vtable’s created?**  
A vtable is created in an instance of a class when the base class has one or more virtual functions.  The object of the class doesn't need a vtable because this object will call it's member functions.  An object subclassed off the object with virtual functions will have a vtable so that at runtime, an object of this class will use it's member function and not the base classes.

**Does that mean that a VTABLE is created per class, no matter their object is created or not; considering only classes having virtual functions and those derived from them.**

A vtable is created per \*object\*, because only at runtime will the object know if it the subclassed class or base class.  This could be a lot of memory if you have 10000 objects of a class with virtual functions, but for normal data demands, you'll never have to worry about the extra memory.

**Give example how virtual functions are called?**

To implement virtual functions, C++ uses a special form of late binding known as the virtual table. The virtual table is a lookup table of functions used to resolve function calls in a dynamic/late binding manner. The virtual table sometimes goes by other names, such as “vtable”, “virtual function table”, “virtual method table”, or “dispatch table”.

Because knowing how the virtual table works is not necessary to use virtual functions, this section can be considered optional reading.

The virtual table is actually quite simple, though it’s a little complex to describe in words. First, every class that uses virtual functions (or is derived from a class that uses virtual functions) is given it’s own virtual table. This table is simply a static array that the compiler sets up at compile time. A virtual table contains one entry for each virtual function that can be called by objects of the class. Each entry in this table is simply a function pointer that points to the most-derived function accessible by that class.

Second, the compiler also adds a hidden pointer to the base class, which we will call \*\_\_vptr. \*\_\_vptr is set (automatically) when a class instance is created so that it points to the virtual table for that class. Unlike the \*this pointer, which is actually a function parameter used by the compiler to resolve self-references, \*\_\_vptr is a real pointer. Consequently, it makes each class object allocated bigger by the size of one pointer. It also means that \*\_\_vptr is inherited by derived classes, which is important.

By now, you’re probably confused as to how these things all fit together, so let’s take a look at a simple example:

class Base

{

public:

virtual void function1() {};

virtual void function2() {};

};

class D1: public Base

{

public:

virtual void function1() {};

};

class D2: public Base

{

public:

virtual void function2() {};

};

Because there are 3 classes here, the compiler will set up 3 virtual tables: one for Base, one for D1, and one for D2.

The compiler also adds a hidden pointer to the most base class that uses virtual functions. Although the compiler does this automatically, we’ll put it in the next example just to show where it’s added:

class Base

{

public:

FunctionPointer \*\_\_vptr;

virtual void function1() {};

virtual void function2() {};

};

class D1: public Base

{

public:

virtual void function1() {};

};

class D2: public Base

{

public:

virtual void function2() {};

};

When a class object is created, \*\_\_vptr is set to point to the virtual table for that class. For example, when a object of type Base is created, \*\_\_vptr is set to point to the virtual table for Base. When objects of type D1 or D2 are constructed, \*\_\_vptr is set to point to the virtual table for D1 or D2 respectively.

Now, let’s talk about how these virtual tables are filled out. Because there are only two virtual functions here, each virtual table will have two entries (one for function1(), and one for function2()). Remember that when these virtual tables are filled out, each entry is filled out with the most-derived function an object of that class type can call.

Base’s virtual table is simple. An object of type Base can only access the members of Base. Base has no access to D1 or D2 functions. Consequently, the entry for function1 points to Base::function1(), and the entry for function2 points to Base::function2().

D1’s virtual table is slightly more complex. An object of type D1 can access members of both D1 and Base. However, D1 has overridden function1(), making D1::function1() more derived than Base::function1(). Consequently, the entry for function1 points to D1::function1(). D1 hasn’t overridden function2(), so the entry for function2 will point to Base::function2().

D2’s virtual table is similar to D1, except the entry for function1 points to Base::function1(), and the entry for function2 points to D2::function2().

Here’s a picture of this graphically:

![http://www.learncpp.com/images/CppTutorial/Section12/VTable.gif](data:image/gif;base64,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)

Although this diagram is kind of crazy looking, it’s really quite simple: the \*\_\_vptr in each class points to the virtual table for that class. The entries in the virtual table point to the most-derived version of the function objects of that class are allowed to call.

So consider what happens when we create an object of type D1:

int main()

{

D1 cClass;

}

Because cClass is a D1 object, cClass has it’s \*\_\_vptr set to the D1 virtual table.

Now, let’s set a base pointer to D1:

int main()

{

D1 cClass;

Base \*pClass = &cClass;

}

Note that because pClass is a base pointer, it only points to the Base portion of cClass. However, also note that \*\_\_vptr is in the Base portion of the class, so pClass has access to this pointer. Finally, note that pClass->\_\_vptr points to the D1 virtual table! Consequently, even though pClass is of type Base, it still has access to D1’s virtual table.

So what happens when we try to call pClass->function1()?

int main()

{

D1 cClass;

Base \*pClass = &cClass;

pClass->function1();

}

First, the program recognizes that function1() is a virtual function. Second, uses pClass->\_\_vptr to get to D1’s virtual table. Third, it looks up which version of function1() to call in D1’s virtual table. This has been set to D1::function1(). Therefore, pClass->function1() resolves to D1::function1()!

Now, you might be saying, “But what if Base really pointed to a Base object instead of a D1 object. Would it still call D1::function1()?”. The answer is no.

int main()

{

Base cClass;

Base \*pClass = &cClass;

pClass->function1();

}

In this case, when cClass is created, \_\_vptr points to Base’s virtual table, not D1’s virtual table. Consequently, pClass->\_\_vptr will also be pointing to Base’s virtual table. Base’s virtual table entry for function1() points to Base::function1(). Thus, pClass->function1() resolves to Base::function1(), which is the most-derived version of function1() that a Base object should be able to call.

By using these tables, the compiler and program are able to ensure function calls resolve to the appropriate virtual function, even if you’re only using a pointer or reference to a base class!

Calling a virtual function is slower than calling a non-virtual function for a couple of reasons: First, we have to use the \*\_\_vptr to get to the appropriate virtual table. Second, we have to index the virtual table to find the correct function to call. Only then can we call the function. As a result, we have to do 3 operations to find the function to call, as opposed to 2 operations for a normal indirect function call, or one operation for a direct function call. However, with modern computers, this added time is usually fairly insignificant.

**Give example how virtual functions are called.**

A complete understanding of everything is very important in the programming world. I am taking this post to just give some explanations I know and the understanding I have with the Virtual Functions. This is an explanation given by one of the trainer who taught me C#. I'm not sure whether he has a blog or a personal website, if yes, I will definitely link him in my post.

Virtual functions are normal member functions of a class, which can be over-ridden in the derived classes. The whole functionality can be replaced in the over-riding function. In C#, the virtual functions will be declared with a keyword 'virtual' and the over-riding functions will be declared with 'override' key word.

Example in C#:

using System;

namespace ConsoleApplication1

{

class BaseClass

{

public BaseClass()

{

// TODO

}

virtual public void MyFunction1()

{

Console.WriteLine("MyFunction in Base class");

}

virtual public void MyFunction2()

{

Console.WriteLine("MyFunction in Base class");

}

}

class DerivedClass : BaseClass

{

public DerivedClass()

How the call to the derived class virtual function is being made? Let me present a C++ equivalent of the above code:

class BaseClass

{

public:

BaseClass()

{

}

virtual public void MyFunction1()

{

cout<<"MyFunction1 in Base class"<<endl;

}

virtual public void MyFunction2()

{

cout<<"MyFunction2 in Base class"<<endl;

}

};

class DerivedClass

{

public:

DerivedClass ()

{

}

public void MyFunction()

{

cout<<"MyFunction in Base class"<<endl;

}

};

void main()

{

DerivedClass \*obj;

obj->MyFunction();

}

I am going to explain the virtual functions with the C++ example and will give some more additional code which will explain the call semantics of the virtual functions. Whenever, there is a virtual function in the class, a v-table is constructed in the memory. The v-table has a list of addresses to the virtual functions of the class and pointers to the functions from each of the objects of the derived class. When a virtual function call is made, the v-table is used to get the addresses of the function and the function is called.

Let me also explain what are the steps that executed in a constructor. Before it executes the 1st line of code in the constructor body, the following steps are performed:

1. Base class constructer is called  
2. Call the contained object constructors  
3. Set the VPtr

The step we are interested is the 3rd step - setting the VPtr. Every object has a VPtr and is stored in the 1st memory location of the object memory. VPtr will have the address of the Virtual Table which has the function addresses of all the virtual functions available. Using the Vptr we can easily access the VirtualTable of the class and make function calls as normally done with the help of function pointers. So, as you all guessed by now, the base class constructor will be called and the VPtr of the base class will be set. But, when the call returns to the derived class constructor, the derived class VPtr will be set to its own VTable address.

How to get the VPtr of the class?

long \*vptr = (long \*) &obj;

// gets the vptr of the class which is stored in the 1st memory location of each object of the class

We got the VPtr, how we need to get the address of the VTable which is also a pointer.

long \*vtable = (long \*)\*vptr;

// get the vtable address

VTable can be considered as an array of function pointers. The addresses of virtual functions declared in the class will be stored in the order they are declared. The 0th location will have the 1st virtual function's address, 1st location have the 2nd virtual function address, so on and so forth. Now we have the address of the VTable in the pointer vtable. Lets declare a function pointer.

typedef void (\_\_stdcall \*FunctionPtr)();

FunctionPtr fp = (FunctionPtr)vtable[0];

// pointing to MyFunction1 which is in the 0th location of the v-table

We have also declared fp which is a function pointer holding a function that returns void, accepting no arguments. Let's now call the function:

fp();

fp = (FunctionPtr)vtable[1]; // pointing to 1st location which has MyFunction2

fp();

Now, lets talk about setting the VPtr (3rd step in a constructor - before any user written code is executed). It does set the Virtual Table address. It is just another step which is performed when ever a constructor is called. Now, lets review the below lines of code:

DerivedClass \*ptr = new DerivedClass();

ptr->MyFunction1(); // calls DerivedClass MyFunction1

ptr->BaseClass::BaseClass();

// BaseClass constructor is called - so VPtr altered to point to BaseClass's VTable

ptr->MyFunction1(); // calls BaseClass MyFunction1

From the comments you would have understood what is really happening. Fortunately, C# doesn't provide a way to call a base class constructor. However, you can use new operator to create a new copy of the BaseClass in this scenario to achieve the same result.

Are you a person who wish to combine many steps into one (hates to waste time in typing few more lines of code or love to minimize memory utilization by reducing the no. of variables declared or confuse someone who may try to understand your code)? If you are, following is another method of calling the first virtual function of that class:

((void(\*)())\*(long \*)\*(long \*)&obj)();

**How value types and reference types related in the CTS?**

It is important to understand two fundamental points about the type system in the .NET Framework:

* It supports the principle of inheritance. Types can derive from other types, called base types. The derived type inherits (with some restrictions) the methods, properties, and other members of the base type. The base type can in turn derive from some other type, in which case the derived type inherits the members of both base types in its inheritance hierarchy. All types, including built-in numeric types such as [System.Int32](http://msdn.microsoft.com/en-us/library/system.int32.aspx) (C# keyword: [int](http://msdn.microsoft.com/en-us/library/5kzh1b5w.aspx)), derive ultimately from a single base type, which is [System.Object](http://msdn.microsoft.com/en-us/library/system.object.aspx) (C# keyword: [object](http://msdn.microsoft.com/en-us/library/9kkx3h3c.aspx)). This unified type hierarchy is called the [Common Type System](http://msdn.microsoft.com/en-us/library/zcx1eb1e.aspx) (CTS). For more information about inheritance in C#, see [Inheritance (C# Programming Guide)](http://msdn.microsoft.com/en-us/library/ms173149.aspx).
* Each type in the CTS is defined as either a value type or a reference type. This includes all custom types in the .NET Framework class library and also your own user-defined types. Types that you define by using the [struct](http://msdn.microsoft.com/en-us/library/ah19swz4.aspx) keyword are value types; all the built-in numeric types are structs. Types that you define by using the [class](http://msdn.microsoft.com/en-us/library/0b0thckt.aspx) keyword are reference types. Reference types and value types have different compile-time rules, and different run-time behavior.

The following illustration shows the relationship between value types and reference types in the CTS.
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**What is the advantage of all types derived from System.Object?**

Every object in the CLR derives from System.Object. Object is the base type of every type. In C#, the object keyword is an alias for System.Object. It can be convenient that every type in the CLR and in C# derives from Object. For example, you can treat a collection of instances of multiple types homogenously simply by casting them to Object references.

**Difference between abstract class and interface**

To know the difference between the two, a developer must think about [*abstraction*](http://en.wikipedia.org/wiki/Abstraction_(computer_science)#Abstraction_in_object_oriented_programming) and [*encapsulation*](http://en.wikipedia.org/wiki/Information_hiding); the two paradigm that [*Object Oriented Programming*](http://en.wikipedia.org/wiki/Object-oriented_programming) heavily relies on in modelling reality. Without inheritance and interfaces, we are stuck with complex trees of conditions, iterations and recursions that is probably duplicated again and again to describe a similar characteristic between two entities.

This post will discuss the difference between abstract and interface, along with an (awesome!!!) example – better than you’ve seen elsewhere.  
 **Abstract class:**

* cannot be instantiated.
* is a special type of class in which you can have members without implementation.
* as we know in C#/VB/Java, a class can only inherit from 1 class. This also applies for Abstract Class.
* normally used for framework-type library classes: providing default behavior for some of its class members, but forcing the developer to implement others.
* [is believed to be faster in Java](http://mindprod.com/jgloss/interfacevsabstract.html), **HOWEVER** I cannot find the same claim in .Net. The speed difference is \*probably\* negligible and only relevant to the most academic field.
* the aim: making sure something is \*eventually\* implemented.
* A class can inherit an abstract class without implementing all its abstract method.  
  However only a class that has all its method implemented can be instantiated to an object.
* **IS-A** relationship.
* e.g. Student **IS A** Person, Employee **IS A** Person.

// 'framework library' for a person

// a person can enrol and submit

// however, the class that consume this framework library

// need to provide 'where' the paperwork need to be sent

public abstract Person

{

public abstract SendPaperWork(string paperwork)

public void Enrol()

{

SendPaperWork("enrolment");

}

public void Submit()

{

SendPaperWork("report");

}

}

// by inheriting Person abstract class

// we are enabling student to enrol and submit

// however, SendPaperWork need to be implemented

// because we need to tell it explicitly 'where'

// to send the enrolment/ submission

public class Student : Person

{

public override SendPaperWork(string paperwork)

{

School.Send(paperwork);

}

}

// an employee send the paperwork to a different 'place' than student

public class Employee : Person

{

public override SendPaperWork(string paperwork)

{

Company.Send(paperwork);

}

}

**Interface:**

* cannot be instantiated.
* is a special type of abstract class in which all the members do not have any implementations.
* enables [polymorphism](http://en.wikipedia.org/wiki/Polymorphism_(computer_science)). A class can implement more than 1 Interfaces.
* normally used for application classes: providing contract for ensuring interactibility.
* the aim: making sure something is interchangeable.
* A class that implements an Interface need to contain all the implementation, otherwise the compiler will throw an error.
* **CAN-DO** relationship.
* e.g. Student **CAN** enrol, Student **CAN** submit assignment.

public interface ICanEnrol

{

void Enrol();

}

public interface ICanSubmit

{

void Submit();

}

public class Student : ICanEnrol, ICanSubmit

{

public void Enrol()

{

School.Send("enrolment");

}

public void Submit()

{

School.Send("report");

}

}

public class Employee : ICanEnrol, ICanSubmit

{

public void Enrol()

{

Company.Send("enrolment");

}

public void Submit()

{

Company.Send("report");

}

}

public class MailServer

{

public void SendAllSubmissions()

{

// AllSubmitters is a collection of students and employees

foreach (ICanSubmit submitter in AllSubmitters)

{

// The MailServer does not care if

// the submitter is a student

// or an employee, as long as it can submit

submitter.Submit()

}

}

}

**How the CLR Creates Runtime Objects?**

**Can we create a Java/C# class inside an interface?**

Yes, classes can be declared inside interfaces. This technique is sometimes used where the class is a constant type, return value or method argument in the interface. When a class is closely associated with the use of an interface it is convenient to declare it in the same compilation unit. This proximity also helps ensure that implementation changes to either are mutually compatible.

A class defined inside an interface is implicitly public static and operates as a top level class. The static modifier does not have the same effect on a nested class as it does with class variables and methods. The example below shows the definition of a StoreProcessor interface with nested StorageUnit class which is used in the two interface methods.

**Can an interface extend an abstract class?**

In Java/C# an interface cannot extend an abstract class. An interface may only extend a super-interface. And an abstract class may implement an interface. It may help to think of interfaces and classes as separate lines of inheritance that only come together when a class implements an interface, the relationship cannot be reversed.

**What is Marker Interface in .Net? How can I implement in Dot Net? What is the exact use of this? If possible please explain with an example.**

Marker interfaces as the name suggests, doesnt have anything in it, just used to mark a class.   
  
If you have worked with asp.net, you might have used IRequiredSessionState. This has no member, just acts as a Marker interface.   
  
In .NET we use Marker Interface using Attributes.

**Is it recommended to use Marker Interface?**

CONSIDER defining an interface if you need to support its functionality on types that already inherit from some other type.

AVOID using marker interfaces (interfaces with no members).

If you need to mark a class as having a specific characteristic (marker), in general, use a custom attribute rather than an interface.

*// Avoid*

public interface IImmutable {} *// empty interface*

public class Key: IImmutable {

...

}

*//Do*

[Immutable]

public class Key {

...

}

Methods can be implemented to reject parameters that are not marked with a specific attribute as follows:

public void Add(Key key, object value){

if(!key.GetType().IsDefined(typeof(ImmutableAttribute), false)){

throw new ArgumentException("The parameter must be immutable","key");

}

}

|  |
| --- |
| **RICO MARIANI** |
| Of course any kind of marking like this has a cost. Attribute testing is a lot more costly than type checking. You might find that it's necessary to use the marker interface approach for performance reasons—measure and see. My own experience is that true markers (with no members) don't come up very often. Most of the time, you need a no- kidding-around interface with actual functionality to do the job, in which case there is no choice to make. |

The problem with this approach is that the check for the custom attribute can occur only at runtime. Sometimes, it is very important that the check for the marker be done at compile-time. For example, a method that can serialize objects of any type might be more concerned with verifying the presence of the marker than with type verification at compile-time. Using marker interfaces might be acceptable in such situations. The following example illustrates this design approach:

public interface ITextSerializable {} *// empty interface*

public void Serialize(ITextSerializable item){

*// use reflection to serialize all public properties*

...

}

**DO** provide at least one type that is an implementation of an interface.

This helps to validate the design of the interface. For example, System.Collections.ArrayList is an implementation of the System.Collections.IList interface.

**DO** provide at least one API consuming each interface you define (a method taking the interface as a parameter or a property typed as the interface).

This helps to validate the interface design. For example, List<T>.Sort consumes IComparer<T> interface.

**DO NOT** add members to an interface that has previously shipped.

Doing so would break implementations of the interface. You should create a new interface to avoid versioning problems.

Except for the situations described in these guidelines, you should, in general, choose classes rather than interfaces in designing managed code reusable libraries.

**How we can use a class defined inside an interface?**   
**or Why we define a class inside an interface?**

A class is defined inside an interface to bind the interface to a TYPE.

A small but nonsense example:

interface employee{   
    class Role{   
          public String rollname;   
          public int Role id;   
          public Object person;   
     }   
    Role getRole();   
    // other methods   
}

In the above interface you are binding the Role type strongly to the employee interface (employee.Role).

Another usage than those linked by Eric P: defining a default/no-op implementation of the interface.

interface IEmployee

{

    void workHard ();

    void procrastinate ();

    class DefaultEmployee implements IEmployee

    {

        void workHard () { procrastinate(); };

        void procrastinate () {};

    }

}

Yet, another sample — implementation of Null Object Pattern:

interface IFoo

{

    void doFoo();

    IFoo NULL\_FOO = new NullFoo();

    final class NullFoo implements IFoo

    {

        public void doFoo () {};

        private NullFoo ()      {};

    }

}

...

IFoo foo = IFoo.NULL\_FOO;

...

bar.addFooListener (foo);

...

**Which of the following are true about the class defined inside an interface**1. it is not possible in the java Laungage.  
2. The class is always public.  
3. The class is always static.  
4. the class methods cannot call the methods declared in the interface.  
5. the class methods can call only the static methods declared in the interface.

You should know this first regarding nested classes in an interface:  
  
You can put the definition of a class inside the definition of an interface. The calss will be an inner class to the interface. An inner class to an interface will be static and public by default. The code structure would be like this :

**interface** Port {

//Methods & constants declared in the interface...

**class** Info {

//Definition of the class...

}

}

This declares the interface Port with an inner class Info. Objects of the inner class would be of type Port.Info. You might create one with a statement like this:  
  
Port.Info info = new Port.Info();  
  
A class that implements the inteface would have no direct connection with the inner class to the interface- it would just need to impleemnts the methods declared by the interface, but it is highly likely it would make use of objects of the inner class.  
  
On behalf of above description: Answer 2,3,4 are correct.  
5 is incorrect because interface methods can't be static.

**Write a method to copy items from one arraylist or array into other without using any .NET framework method like CopyTo() and counter.**

class Program

{

static void Main(string[] args)

{

List<string> toList;

List<string> fromList = new List<string>();

fromList.Add("One");

fromList.Add("Two");

fromList.Add("Three");

CopyTo(fromList, out toList);

foreach (var item in toList)

{

Console.WriteLine(item);

}

Console.ReadLine();

}

/// <summary>

/// Copies the contents

/// </summary>

/// <param name="fromList">List from which </param>

/// <param name="toList"></param>

private static void CopyTo(List<string> fromList, out List<string> toList)

{

toList = new List<string>();

//Like C# provides indexers to index elements within objects, C# also provides us with Enumerators to

//allow us enumerate through the elements within the objects. We need to use an Interface IEnumerator

//to enumerate through the elements of the object.

IEnumerator<string> enumeratorObj = fromList.GetEnumerator();

while (enumeratorObj.MoveNext())

{

toList.Add(enumeratorObj.Current);

}

}

}

**Why Array Index starts from Zero?**

1. The index of array, which is of the form a[i], is converted by the compiler in the form [a+i]. So, the index of first element is zero because [a+0] will give 'a' & the first array element can be accessed. Due to this, we can also access the array elements as 'i[a]' instead of 'a[i]', & this will not produce an error. But its compiler specific to start an array index with 1 or zero, as in pascal the array index starts with '1'.

2. This boils down to the concept of Binary digits. Take an array size of 64 for example. We start from 0 and end at 63. We require 6 bits. But, if we were to start from 1 and end at 64, we would require 7 bits to store the same number, thus increasing the storage size.

**Differentiate HashTable and Dictionary in C#.NET.**

|  |  |
| --- | --- |
| **HashTable** | **Dictionary** |
|  |  |
|  |  |
| Type unsafe | Type safe since it is a generic type. |
| Hashtable uses rehashing for collision resolution (when a collision occurs, tries another hash function to map the key to a bucket). | Dictionary relies on chaining (maintaining a list of items for each hash table bucket) to resolve collisions. |

**Why multiple inheritance is not supported by Java/C#?**

Due to the concept of overridding Java doesn't support multiple inheritance.

We have the concept of Deadly Diamond of Death .

i.e.

As we have an overridding concept in Java.

We know what overridding is where the method name including parameters return types should be same.

If mutliple inheritance is provided in java.

eg:

A<- B A-<C and now B C<-D

We have a method viz. display() in A we are overridding that in B and C. If D extends that two classes then if I call the display() then there will be ambiguity. To call which version of display().

As we dont have the concept of virtual functions what we have in c++.

This is the reason why we dont have multiple inheritance in java.

When the multiple inheritance is allowed, means when a language allows the class to extend multiple classes, that leads to the ambiguity as to which class method to consider, when two of its parents have the same method signature. This is called Diamond ring problem.

**What are the types of Inheritance?**

There are five types of inheritance.  
1. Single inheritance  
2. Multilevel inheritance  
3. Multiple inheritance  
4. Hierarchical inheritance  
5. Hybrid inheritance

We can take support for multiple inheritances also but with the help of Interface in Java/C#.