**Collections**

**Write a method to copy items from one arraylist or array into other without using any .NET framework method like CopyTo() and counter.**

class Program

{

static void Main(string[] args)

{

List<string> toList;

List<string> fromList = new List<string>();

fromList.Add("One");

fromList.Add("Two");

fromList.Add("Three");

CopyTo(fromList, out toList);

foreach (var item in toList)

{

Console.WriteLine(item);

}

Console.ReadLine();

}

/// <summary>

/// Copies the contents

/// </summary>

/// <param name="fromList">List from which </param>

/// <param name="toList"></param>

private static void CopyTo(List<string> fromList, out List<string> toList)

{

toList = new List<string>();

//Like C# provides indexers to index elements within objects, C# also provides us with Enumerators to

//allow us enumerate through the elements within the objects. We need to use an Interface IEnumerator

//to enumerate through the elements of the object.

IEnumerator<string> enumeratorObj = fromList.GetEnumerator();

while (enumeratorObj.MoveNext())

{

toList.Add(enumeratorObj.Current);

}

}

}

**Why Array Index starts from Zero?**

1. The index of array, which is of the form a[i], is converted by the compiler in the form [a+i]. So, the index of first element is zero because [a+0] will give 'a' & the first array element can be accessed. Due to this, we can also access the array elements as 'i[a]' instead of 'a[i]', & this will not produce an error. But its compiler specific to start an array index with 1 or zero, as in pascal the array index starts with '1'.

2. This boils down to the concept of Binary digits. Take an array size of 64 for example. We start from 0 and end at 63. We require 6 bits. But, if we were to start from 1 and end at 64, we would require 7 bits to store the same number, thus increasing the storage size.

**What is the difference between Array and ArrayList?**

* **Array** is: a datatype, thatcan be used by calling indexes. during runtime, one cannot really change the size of the array, unless you use the method of copying the array and getting rid of the old one.  
  In .NET, the Visual Studio makes use of a special class to store the data. Because of this, the performance is actually quite fast. This is also because in an array, you need to specify the size and thus, the data is stored one after the other.

Examples:

* + int[ ] myNumbers= new int[5];
  + myNumbers[0] = 16;
* **ArrayList** is: a datatype collection. In order to fill an ArrayList, one can use the .Add property. ArrayLists are very dynamic in the sense that when you add and/or remove items from it, the performace stays the same.   
  The internal structure of an ArrayList is an array.

Examples:

* + ArrayList myArray = new ArrayList();
  + myArray .Add(“Steph”);
  + string str = myArray [0];

Most of the time, we tend to choose array lists rather than arrays since we have no idea how big it is going to turn out. Arrays are ideal when you know how many items you are going to put in it. Whenever possible, it is recommended to use arrays as this drastically improves the performance.

**Differentiate HashTable and Dictionary in C#.NET.**

|  |  |
| --- | --- |
| **HashTable** | **Dictionary** |
| A C# Hashtable stores items faster than a C# Dictionary, which sacrifices speed for the sake of order | The Dictionary data structure stores items slower than Hashtable. |
| Values are then stored in order according to their key's HashCode. Meaning that the order in which items are added to a C# Hashtable is not preserved. | The Dictionary data structure *does* keep items in the same order |
| Type unsafe | Type safe since it is a generic type. |
| Hashtable uses rehashing for collision resolution (when a collision occurs, tries another hash function to map the key to a bucket). | Dictionary relies on chaining (maintaining a list of items for each hash table bucket) to resolve collisions. |

(For those Java programmers, a Dictionary is more or less a TreeMap and a Hashtable is a HashMap).

**Differentiate HashSet<T> and List<T> in C#.NET.**

|  |  |
| --- | --- |
| **HashSet** | **List** |
| It does not allow duplicate values. For example:  HashSet<int> mySet = new HashSet<int>();  mySet.Add(3);  mySet.Add(5);  mySet.Add(3);  mySet.Add(10);  List<int> myListFromSet = mySet.ToList<int>();  int myInt = myListFromSet[2];  If mySet were a regular List data structure, the index 2 should return the value 3 (count it out). But if you run the example you will see that myInt actually returns the value 10. This is because the HashSet **C# data structure** ignored the duplicate addition of the value 3.  You might wonder what is the point of this. After all, you could achieve the same behavior with a List data structure. Something like:  if (!myList.Contains(element))  myList.Add(element);  The result is indeed the same. But what is not apparent is the speed at which this happens. When an element is added to a HashSet, internally the same thing happens: the data structure makes sure the element doesn't already exist. However a HashSet is not a simple array, it is specifically designed to allow fast *search times* which dramatically improves the performace of checking whether a new element is a duplicate or not. |  |
|  |  |
|  |  |
|  |  |

**When you use a List, it doesn't matter if you use the ForEach method of the generic list or use a normal foreach or does it? Sometimes it makes a difference!**

**Using the code**

The ForEach method of the List<T> (not IList<T>) executes an operation for every object which is stored in the list. Normally it contains code to either read or modify every object which is in the list or to do something with list itself for every object.

**Modify the object itself**

The following sample with a ForEach method loops over all stored Points in the collection. It substracts 10 from the x coordinate of the point. At the end the Points will be printed to the console.

List<Point> points = new List<Point>(){ new Point(14, 10), new Point(19, 10) };  
  
items.ForEach(point => point.X = point.X - 10);  
  
foreach (Point point in points)  
{  
 Console.WriteLine(point);  
}

The output in the console is in this case {X=14, Y=10} and {X=19, Y=10}. I expected that X is 4 and 9, so what's wrong? If you put the same logic into a normal foreach statement the compiler throws the following error: "Cannot modify members of 'point' because it is a 'foreach iteration variable'". If we define our own type, the code does what it should do!

public class MyPoint  
{  
 public MyPoint(int x, int y){ X = x; Y = y; }  
 public int X{ get; set; }  
 public int Y{ get; set; }  
}  
  
List<MyPoint> points = new List<MyPoint>(){ new MyPoint(14, 10), new MyPoint(19, 10) };  
  
items.ForEach(point => point.X = point.X - 10);  
  
foreach (MyPoint point in points)  
{  
 Console.WriteLine(point);  
}

The difference is, that Point is a value type, a struct, and MyPoint is a reference type. So in the case where Point is used, a copy of the object is passed to the method, not the object itself. So if the action, which is passed into the ForEach method, changes the copy, but it won't affect the original object.

**Modify the collection**

When you use a normal foreach statement, you can't add or remove items while iterating over the collection. But with List.ForEach you can, so the following code can be executed without any errors. Which result do you expect?

public class Integer  
{  
 public int Value { get; set; }  
 public Integer(int value) { Value = value; }  
}  
  
public void Sample()  
{  
 List<Integer> items = new List<Integer>()   
 {   
 new Integer(14),   
 new Integer(0),   
 new Integer(19)   
 };  
  
 items.ForEach(item =>  
 {  
 if (item.Value == 0)  
 {  
 items.Remove(item);  
 }  
 item.Value = item.Value - 10;  
 });  
  
 foreach (Integer item in items)  
 {  
 Console.WriteLine(item.Value);  
 }  
}

The result which is shown in the console is 4 and 19. So this is a good example that not all what you can do, you also should do! The result should be 4 and 9! It seems that internally a for loop is is used, which iterates backward over the collection.

**Conclusion**

So List<T>.ForEach allows several things which is blocked in a foreach loop. These things aren't allowed for a good reason. So if you want to store objects of value types, like int, long, double, bool or even string,  in a generic List, you shouldn't use the ForEach method if you want to avoid problems. A good solution is use a for loop and access the data over the indexer of the collection. Also removing items in the ForEach method is a thing which should be avoided also when it is possible.

.............

long Sum(List<int> intList)  
{  
  long result = 0;  
  intList.ForEach(delegate(int i) { result += i; });  
  result result;  
}

Or, the lambda expression equivalent:

long Sum(List<int> intList)  
{  
  long result = 0;  
  intList.ForEach(i => result += i);  
  return result;  
}

Using List<T>.ForEach results in only one method call per iteration: whatever Action<T> delegate that you supply. This will be called with a *callvirt* IL instruction but two *calls* should be slower than one *callvirt*. So, my expectation is that List<T>.ForEach will actually be faster.

**How do you remove duplicate elements from an array or list?**

If you're going the route of "just don't add duplicates", then checking "List.Contains" before adding an item *works*, but its O(n^2) where n is the number strings you want to add. Its no different from your current solution using two nested loops.

You'll have better luck using a hashset to store items you've already added, but since you're using .NET 2.0, a Dictionary can substitute for a hash set:

static List<T> RemoveDuplicates<T>(List<T> input)   
{   
    List<T> result = new List<T>(input.Count);   
    Dictionary<T, object> hashSet = new Dictionary<T, object>();   
    foreach (T s in input)   
    {   
        if (!hashSet.ContainsKey(s))   
        {   
            result.Add(s);   
            hashSet.Add(s, null);   
        }   
    }   
    return result;   
}

This runs in O(n) and uses O(2n) space, it will generally work very well for up to 100K items. Actual performance depends on the average length of the strings -- if you really need to maximum performance, you can exploit some more powerful data structures like tries make inserts even faster.

Simply initialize a HashSet with a List of the same type in .NET 3.5:

var noDupes = new HashSet<T>(withDupes);

If you don't care about the order you can just shove the items into a HashSet, if you *do* want to maintain the order you can do something like this:

var unique = new List<T>();   
var hs = new HashSet<T>();   
foreach (T t in list)   
    if (hs.Add(t))   
        unique.Add(t);

Or the Linq way:

var hs = new HashSet<T>();   
list.All( x =>  hs.Add(x) );

**Suppose you have a string say "Hello .NET world". Tell how to reverse the entire line i.e., "world .NET Hello" with and without a single collection object?**

**Consider the example:**

**List<int> a = new List<int>();**

**for(int i = 0; i<10; i++)**

**{**

**a.Items.Add(i);**

**}**

**for(int i = 0; i<10; i++)**

**{**

**a.Items.Remove(i);**

**}**

**What is the problem with this code?**

**What is the problem in below code? How to solve the problem?**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**int position = 1;**

**List<int> list = new List<int>();**

**for (int i = 0; i < 4; i++)**

**{**

**list.Add(i);**

**}**

**for (int i = 0; i < 4; i++)**

**{**

**//remove elements from even positions**

**list.RemoveAt(position);**

**position++;**

**}**

**}**

**}**

Throws System.ArgumentOutOfRangeException. Index was out of range. Must be non-negative and less than the size of the collection.

Parameter name: index

To correct the problem use

for (int i = 0; i < list.Count; i++)

{

//remove elements from even positions

list.RemoveAt(position);

position++;

}

**Can you tell how to design below method? Use same method to display contents of stack, queue, arraylist**

**void M1(...) //should be allowed to pass any collection objects like ArrayList, List, Stack, Queue, etc**

**{**

**//Print each elements of collection**

**}**

void M1(ICollection coll) //need to pass ICollection type

{

foreach (var item in coll)

{

Console.WriteLine(item);

}

}

**Suppose you have elements in an array of elements with values 0 and 1 say int [] intArr = {0,1,0,1,0,1,1}; How do we sort the elements with a single for loop and without using any other collection or array?**

#include <stdio.h>   
   
int main()    
{   
    int i;   
    int count;   
    int N = 18;   
    int arr[] = {1,1,0,1,0,0,0,1,0,1,0,1,0,1,0,1,0,1};   
   
    /\* Sum up all elements \*/   
    i = 0;   
    count = 0;   
    while (i < N) count += arr[i++];   
   
    /\* Overwrite the array \*/   
    i = 0;   
    count = N - count;   
    while (i < count) arr[i++] = 0;   
    while (i < N) arr[i++] = 1;   
   
    /\* Print result \*/   
    for (i = 0; i < N; i++) printf("%d ",arr[i]);   
}

**Verify the flag bit in position 3 from MSB in a byte.**

**int IsThirdBitSet(byte in)**

**{**

**}**

int IsThirdBitSet(byte in)

{

byte THIRDBIT = 4; // 4 = 00000100 i.e. third bit is set   
 return in & THIRDBIT; // Returns 1 if the third bit is set, 0 otherwise   
}

**What would happen if you add an item to list object while iterating through the items in for loop and printing the value? Is it going to print the added item or throw exception while iterating?**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**int position = 1;**

**List<int> list = new List<int>();**

**for (int i = 0; i < 4; i++)**

**{**

**list.Add(i);**

**}**

**for (int i = 0; i < 4; i++)**

**{**

**//add an element**

**list.Add(position);**

**position++;**

**}**

**}**

**}**

**See the following code:**

|  |  |  |
| --- | --- | --- |
| **01** | **List<int> list = new List<int>();** | |
| **02** |  |

|  |  |  |
| --- | --- | --- |
| **03** | **for (int i = 1; i < 10; i++)** | |
| **04** | **{** |

|  |  |  |
| --- | --- | --- |
| **05** | **list.Add(i);** | |
| **06** | **}** |

|  |  |
| --- | --- |
| **07** |  |
| **08** | **foreach (int i in list)** | |

|  |  |
| --- | --- |
| **09** | **{** |
| **10** | **list.Remove(i);** | |

|  |  |
| --- | --- |
| **11** | **}** |

**Do you see anything wrong in this piece of code?**

Execute this code and you will get a System.InvalidOperationException with the message *“Collection was modified; enumeration operation may not execute.”*

The first time foreach loop executes, it deletes the first item and in the second iteration, this nasty exception is thrown. Reason? You deleted the first item and the list has changed. If not for the InvalidOperationException , you could have got a IndexOutOfRange exception while traversing the list.

So, how does one delete some items in the list while iterating through the list? I faced this problem in my project today and I couldn’t come up with an elegant solution. I did come up with a hack. I identify all items that need to be deleted and mark them with a flag (I need one iteration here). In another iteration, I create a new list and copy all those items which are not marked.

Sorry, I couldn’t come up with something better. If you have a solution or a better fix, please do let me know. Please note that if I want to remove all items, I can use list.Clear(). I am talking about a scenario where I want to delete only a select few items.

Update:

I read somewhere that if you use for loop instead of foreach, this problem does not arise. True, you will not get an exception, but you might not delete the items that you actually want to delete. Let’s see what happens in our case.

|  |  |  |
| --- | --- | --- |
| List<int> list = new List<int>(); | | |
| 02 |  |

|  |  |  |
| --- | --- | --- |
| 03 | for (int i = 1; i < 10; i++) | |
| 04 | { |

|  |  |  |
| --- | --- | --- |
| 05 | list.Add(i); | |
| 06 | } |

|  |  |
| --- | --- |
| 07 |  |
| 08 | for (int i = 0; i < list.Count; i++) | |

|  |  |
| --- | --- |
| 09 | { |
| 10 | int remove = list[i]; | |

|  |  |  |
| --- | --- | --- |
| 11 | list.Remove(remove); | |
| 12 | } |

You will delete items 1, 3, 5, 7 and 9. After the for loop exits, your list will still have 2, 4, 6 and 8. Surprised?

Let’s see why this is so.

**First iteration:** i = 0, remove = 1. Deleted item = 1 Once you delete this item, the list has changed. So, the first element in the list is now 2.  
**Second iteration:** i = 1, remove = 3. Deleted item = 3  
**Third iteration:** i = 2, remove = 5. Deleted item = 5

and so on….

So, replacing foreach with a for is not a solution. To solve the problem, iterate from back of the list or cache the count up front before any changes:

for (int i = list.Count-1; i >=0; i--)

{

/// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/// Choose one

/// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/// Remove positionally:

// list.RemoveAt(i);

/// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/// Remove by value

// list.Remove(i);

/// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

list.RemoveAt(i);

}

int count = list.Count;

for (int i = 0; i < count; ++i)

{

};

**How to implement cache using weak reference and dictionary?**

A weak reference allows the garbage collector to collect an object while still allowing an application to access the object. If you need the object, you can still obtain a strong reference to it and prevent it from being collected. For more information about how to use short and long weak references.

The following example demonstrates how you can use weak references to maintain a cache of objects as a resource for an application. The cache is constructed using an [IDictionary<TKey, TValue>](http://msdn.microsoft.com/en-us/library/s4ys34ea.aspx) of WeakReference objects keyed by an index value. The [Target](http://msdn.microsoft.com/en-us/library/system.weakreference.target.aspx) property for the WeakReference objects is an object in a byte array that represents data.

The example randomly accesses objects in the cache. If an object is reclaimed for garbage collection, a new data object is regenerated; otherwise, the object is available to access because of the weak reference.

using System;

using System.Collections.Generic;

public class Program

{

public static void Main()

{

// Create the cache.

int cacheSize = 50;

Random r = new Random();

Cache c = new Cache(cacheSize);

string DataName = "";

// Randomly access objects in the cache.

for (int i = 0; i < c.Count; i++)

{

int index = r.Next(c.Count);

// Access the object by

// getting a property value.

DataName = c[index].Name;

}

// Show results.

double regenPercent = c.RegenerationCount \* 100 / c.Count;

Console.WriteLine("Cache size: {0}, Regenerated: {1}%", c.Count.ToString(), regenPercent.ToString());

}

}

public class Cache

{

// Dictionary to contain the cache.

static Dictionary<int, WeakReference> \_cache;

// Track the number of times an

// object is regenerated.

int regenCount = 0;

public Cache(int count)

{

\_cache = new Dictionary<int, WeakReference>();

// Add data objects with a

// short weak reference to the cache.

for (int i = 0; i < count; i++)

{

\_cache.Add(i, new WeakReference(new Data(i), false));

}

}

// Returns the number of items in the cache.

public int Count

{

get

{

return \_cache.Count;

}

}

// Returns the number of times an

// object had to be regenerated.

public int RegenerationCount

{

get

{

return regenCount;

}

}

// Accesses a data object from the cache.

// If the object was reclaimed for garbage collection,

// create a new data object at that index location.

public Data this[int index]

{

get

{

// Obtain an instance of a data

// object from the cache of

// of weak reference objects.

Data d = \_cache[index].Target as Data;

if (d == null)

{

// Object was reclaimed, so generate a new one.

Console.WriteLine("Regenerate object at {0}: Yes", index.ToString());

d = new Data(index);

regenCount++;

}

else

{

// Object was obtained with the weak reference.

Console.WriteLine("Regenerate object at {0}: No", index.ToString());

}

return d;

}

}

}

// This class creates byte arrays to simulate data.

public class Data

{

private byte[] \_data;

private string \_name;

public Data(int size)

{

\_data = new byte[size \* 1024];

\_name = size.ToString();

}

// Simple property.

public string Name

{

get

{

return \_name;

}

}

}

// Example of the last lines of the output:

//

// ...

// Regenerate object at 36: Yes

// Regenerate object at 8: Yes

// Regenerate object at 21: Yes

// Regenerate object at 4: Yes

// Regenerate object at 38: No

// Regenerate object at 7: Yes

// Regenerate object at 2: Yes

// Regenerate object at 43: Yes

// Regenerate object at 38: No

// Cache size: 50, Regenerated: 94%

//

**Implement your own Hashtable using arrays.**

class HashtableEx

{

private List<object> keys = new List<object>();

private List<object> values = new List<object>();

public object this[object key]

{

get

{

int index = keys.IndexOf(key);

if (index == -1) return null;

else return values[index];

}

set

{

if (keys.Contains(key))

{

int index = keys.IndexOf(key);

values[index] = value;

}

else

{

keys.Add(key);

values.Add(value);

}

}

}

public object Get(object key)

{

int index = keys.IndexOf(key);

return values[index];

}

public void Add(object key, object value)

{

keys.Add(key);

values.Add(value);

}

public void Remove(object key)

{

int index = keys.IndexOf(key);

keys.RemoveAt(index);

values.RemoveAt(index);

}

public void Clear()

{

keys = new List<object>();

values = new List<object>();

}

}

**With this usage code:**

class Program

{

static void Main(string[] args)

{

HashtableEx ht = new HashtableEx();

ht["hello"] = "world";

Console.WriteLine("Value of \"hello\": {0}", ht["hello"]);

//Value of "hello": world

Console.WriteLine("Type of \"hello\": {0}", ht["hello"].GetType());

// Type of "hello": System.String

Console.ReadKey();

}

}

**Implement your own ArrayList using array or without using collections.**

ArrayList is similar to Object Array but provides the feature of dynamic space allocation when the number of objects in the list grows. In Object Array we need to provide the size at the time of initialization but that is not required for ArrayList. Actually when you initialize ArrayList, it automatically assigns its capacity to 10.

This is just the basic implementation of ArrayList using Array and to understand how it’s implemented.

public class MyArrayList

{

private static readonly int SIZE\_FACTOR = 5;

private object[] data;

private int index;

private int size;

public MyArrayList()

{

this.data = new object[SIZE\_FACTOR];

this.size = SIZE\_FACTOR;

}

public void Add(object obj)

{

Console.WriteLine("Index:" + this.index + " Size:" + this.size + " Data size:" + this.data.Length);

if (this.index == this.size - 1)

IncreaseSizeAndReallocate();

data[this.index] = obj;

this.index++;

}

/// <summary>

/// Increases the size of data[]

/// </summary>

private void IncreaseSizeAndReallocate()

{

this.size = this.size + SIZE\_FACTOR;

object[] newData = new object[this.size];

for (int i = 0; i < data.Length; i++)

{

newData[i] = data[i];

}

this.data = newData;

Console.WriteLine("\n\*\*\*Index:" + this.index + " Size:" + this.size + " Data size:" + this.data.Length);

}

public object GetItem(int indexOfItemToBeObtained)

{

if (indexOfItemToBeObtained > this.index - 1)

throw new IndexOutOfRangeException("ArrayIndexOutOfBound");

if (indexOfItemToBeObtained < 0)

throw new Exception("Negative Value");

return this.data[indexOfItemToBeObtained];

}

public void RemoveAt(int indexOfItemToBeRemoved)

{

if (indexOfItemToBeRemoved > this.index - 1)

throw new IndexOutOfRangeException("ArrayIndexOutOfBound");

if (indexOfItemToBeRemoved < 0)

throw new Exception("Negative Value");

Console.WriteLine("Object getting removed: " + this.data[indexOfItemToBeRemoved]);

for (int x = indexOfItemToBeRemoved; x < this.data.Length - 1; x++)

{

data[x] = data[x + 1];

}

this.index--;

}

public static void Main(String[] args)

{

MyArrayList mal = new MyArrayList();

mal.Add("0");

mal.Add("1");

mal.Add("2");

mal.Add("3");

mal.Add("4");

mal.Add("5");

mal.Add("6");

mal.Add("7");

mal.Add("8");

mal.Add("9");

mal.RemoveAt(5);

Console.WriteLine(mal.GetItem(7));

Console.ReadLine();

}

}

Index:0 Size:5 Data size:5

Index:1 Size:5 Data size:5

Index:2 Size:5 Data size:5

Index:3 Size:5 Data size:5

Index:4 Size:5 Data size:5

\*\*\*Index:4 Size:10 Data size:10

Index:5 Size:10 Data size:10

Index:6 Size:10 Data size:10

Index:7 Size:10 Data size:10

Index:8 Size:10 Data size:10

Index:9 Size:10 Data size:10

\*\*\*Index:9 Size:15 Data size:15

Object getting removed: 5

8

**Implement your own Queue using array.**

public class MyQueue

{

public static readonly int DEFAULT\_SIZE = 5;

private object[] data;

private int index;

public MyQueue()

{

data = new object[DEFAULT\_SIZE];

}

public bool IsEmpty()

{

return index == 0;

}

public void Enqueue(object obj)

{

if (index == DEFAULT\_SIZE - 1)

throw new Exception("Queue is full. Dequeue some objects");

this.data[index] = obj;

this.index++;

}

public object Dequeue()

{

if (IsEmpty())

throw new Exception("Queue is empty");

object obj = this.data[0];

for (int i = 0; i < this.index - 1; i++)

{

data[i] = data[i + 1];

}

this.index--;

return obj;

}

public static void Main(String[] args)

{

MyQueue queue = new MyQueue();

queue.Enqueue("1");

Console.WriteLine(queue.Dequeue()); //1

queue.Enqueue("2");

queue.Enqueue("3");

queue.Enqueue("4");

Console.WriteLine(queue.Dequeue()); //2

queue.Enqueue("5");

queue.Enqueue("6");

Console.ReadLine();

}

}

**Implement your own Stack using array.**

public class MyStack<T>

{

private int capacity;

private T[] stack;

private int top;

public MyStack(int maxElements)

{

capacity = maxElements;

stack = new T[capacity];

//initialize top with -1

}

public int push(T element)

{

//Check Overflow

if (top == capacity - 1)

{

// return -1 if over flow is there

return -1;

}

else

{

// insert element into stack

top = top + 1;

stack[top] = element;

}

return 0;

}

public T pop()

{

T removedElement;

T temp = default(T);

//check Underflow

if (!(top <= 0))

{

removedElement = stack[top];

top = top - 1;

return removedElement;

}

return temp;

}

public T peep(int position)

{

T temp = default(T);

//check if Position is Valid or not

if (position < capacity && position >= 0)

{

return stack[position];

}

return temp;

}

public T[] GetAllStackElements()

{

T[] Elements = new T[top + 1];

Array.Copy(stack, 0, Elements, 0, top + 1);

return Elements;

}

}

**Implement your own LinkedList object.**

Linked list is the most basic data structure taught in the colleges.Though it looks simple,the kind of complex problems we can solve through it is just amazing.In languages like C,C++ its very easy to understand though pointers.Unfortunately or fortunately in C#,we don't need pointers to learn about linked list though internally,its all pointers all the way to the memory addresses.In this post I will try to explain how a link list can be implemented in C#.

Ok,enough of technical jargon.Lets come straight to the point.

Definition : A linked list is a simple chain of nodes where a node points to next node and so on till the next node doesn't points to anything.

Now what is a node? A node is a simple object which contains some data and a reference to next node.Lets code both our node and linked list class.
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The Node class is self explanatory.  
As we can see the Linked List class just contains a head node and all the nodes are added to this node.A little bit of explanation on Add function.It takes a parameter of Node type which we are adding to the head.

The main point to note down here is that we are not adding after the head,rather we are adding before the head.If we realise, we find that it is based on stack based adding which will become more evident when we print the nodes.

**[![http://2.bp.blogspot.com/_YogLU8KL35I/TJueDD2wjcI/AAAAAAAAD8o/nKIeItio27A/s320/Untitled.png](data:image/png;base64,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)](http://2.bp.blogspot.com/_YogLU8KL35I/TJueDD2wjcI/AAAAAAAAD8o/nKIeItio27A/s1600/Untitled.png)**

Lets write the client code.It is a simple console application which uses these 2 classes.

Following is the output :

fourth

third

second

first

And we are not surprised why this is the output.

Now let’s modify our linkedlist class so that we always add a node after the head. The modified Add function is:
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This time the output is :

first

second

third

fourth

This is just the beginning of linked lists and in future we will see more practical examples of linked lists.This is the beauty of C# that internal memory addressing is hidden from us and all we have to know is how reference and value types work in C#. .NET runtime do the all work of referencing and dereferencing for us.

**How do you design a type that may be placed in a Hashtable/Dictionary collection? Explain with an Employee class. Employee class has name, address and empid as properties.**

Dictionaries represent a sophisticated data structure that allows you to access an element based on a key. Dictionaries are also known as hash tables or maps. The main feature of dictionaries is fast lookup based on keys. You can also add and remove items freely, a bit like a List<T>, but without the performance overhead of having to shift subsequent items in memory.

[Figure](http://www.roque-patrick.com/windows/final/bbl0092.html#ch1) below shows a simplified representation of a dictionary. Here employee-ids such as B4711 are the keys added to the dictionary. The key is transformed into a hash. With the hash a number is created to associate an index with the values. The index then contains a link to the value. The figure is simplified because it is possible that a single index entry can be associated with multiple values, and the index can be stored as a tree.
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The .NET Framework offers several dictionary classes. The main class you can use is Dictionary<TKey, TValue>. This class offers nearly the same properties and methods as SortedList<TKey, TValue> discussed earlier; that’s why they are not repeated here.

Key Type

A type that is used as a key in the dictionary must override the method GetHashCode() of the Object class. Whenever a dictionary class needs to work out where an item should be located, it calls the GetHashCode() method. The int that is returned by GetHashCode() is used by the dictionary to calculate an index where to place the element. We don’t go into this part of the algorithm. What you should know is that it involves prime numbers, so the capacity of a dictionary is a prime number.

The implementation of GetHashCode() must satisfy these requirements:

* The same object should always return the same value.
* Different objects can return the same value.
* It should execute as quickly as possible; it must be inexpensive to compute.
* It must not throw exceptions.
* It should use at least one instance field.
* The hash code value should be evenly distributed across the entire range of numbers that an int can store.
* At best, the hash code should not change during the lifetime of the object.

|  |  |  |
| --- | --- | --- |
|  | Important | A good performance of the dictionary is based on a good implementation of the method GetHashCode(). |

What’s the reason for having hash code values evenly distributed across the range of integers? If two keys return hashes that give the same index, the dictionary class needs to start looking for the nearest available free location to store the second item - and will have to do some searching in order to retrieve this item later on. This is obviously going to hurt performance, and clearly, if lots of your keys are tending to give the same indexes for where they should be stored, this kind of clash becomes more likely. However, because of the way that Microsoft’s part of the algorithm works, this risk is minimized when the calculated hash values are evenly distributed between int.MinValue and int.MaxValue.

Besides having an implementation of GetHashCode(), the key type also must implement the IEquality.Equals() method or override the Equals() method from the Object class. Because different key objects may return the same hash code, the method Equals() is used by the dictionary comparing keys. The dictionary examines if two keys A and B are equal; it invokes A.Equals(B). This means that you must ensure that the following is always true:

|  |  |  |
| --- | --- | --- |
|  | Important | If A.Equals(B) is true, then A.GetHashCode() and B.GetHashCode() must always return the same hash code. |

This probably seems a fairly subtle point, but it is crucial. If you contrived some way of overriding these methods so that the preceding statement was not always true, a dictionary that uses instances of this class as its keys would simply not work properly. Instead, you’d find funny things happening. For example, you might place an object in the dictionary and then discover that you could never retrieve it, or you might try to retrieve an entry and have the wrong entry returned.

|  |  |  |
| --- | --- | --- |
|  | Tip | For this reason, the C# compiler will display a compilation warning if you supply an override for Equals() but don’t supply an override for GetHashCode(). |

For System.Object this condition is true, because Equals() simply compares references, and GetHashCode() actually returns a hash that is based solely on the address of the object. This means that hash tables based on a key that doesn’t override these methods will work correctly. However, the problem with this way of doing things is that keys are regarded as equal only if they are the same object. That means that when you place an object in the dictionary, you then have to hang onto the reference to the key. You can’t simply instantiate another key object later with the same value. If you don’t override Equals() and GetHashCode(), the type is not very convenient to use in a dictionary.

Incidentally, System.String implements the interface IEquatable and overloads GetHashCode() appropriately. Equals() provides value comparison, and GetHashCode() returns a hash based on the value of the string. Strings can be used conveniently as keys in dictionaries.

Number types such as Int32 also implement the interface IEquatable and overload GetHashCode(). However, the hash code returned by these types simply maps to the value. If the number you would like to use as a key is not itself distributed around the possible values of an integer, using integers as keys doesn’t fulfill the rule of evenly distributing key values to get the best performance. Int32 is not meant to be used in a dictionary.

If you need to use a key type that does not implement IEquatable and override GetHashCode according to the key values you store in the dictionary, you can create a comparer implementing the interface IEqualityComparer<T>. IEqualityComparer<T> defines the methods GetHashCode() and Equals() with an argument of the object passed, so you can offer an implementation different from the object type itself. An overload of the Dictionary<TKey, TValue> constructor allows passing an object implementing IEqualityComparer<T>. If such an object is assigned to the dictionary, this class is used to generate the hash codes and compare the keys.

Dictionary Example

The dictionary example is a program that sets up a dictionary of employees. The dictionary is indexed by EmployeeId objects, and each item stored in the dictionary is an Employee object that stores details of an employee.

The class EmployeeId is implemented to define a key to be used in a dictionary. The members of the class are a prefix character and a number for the employee. Both of these variables are read-only and can only be initialized in the constructor. A key within the dictionary shouldn’t change, and this way that is guaranteed. The fields are filled within the constructor. The ToString() method is overloaded to get a string representation of the employee ID. As required for a key type, EmployeeId implements the interface IEquatable and overloads the method GetHashCode().

[Serializable]

public class EmployeeId : IEquatable<EmployeeId>

{

private readonly char prefix;

private readonly int number;

public EmployeeId(string id)

{

if (id == null) throw new ArgumentNullException("id");

prefix = (id.ToUpper())[0];

int numLength = id.Length - 1;

number = int.Parse(id.Substring(1, numLength > 6 ? 6 : numLength));

}

public override string ToString()

{

return prefix.ToString() + string.Format("{0,6:000000}", number);

}

public override int GetHashCode()

{

return (number ^ number << 16) \* 0x15051505;

}

public bool Equals(EmployeeId other)

{

if (other == null) return false;

return (prefix == other.prefix && number == other.number);

}

}

The Equals() method that is defined by the IEquatable<T> interface compares the values of two EmployeeId objects and returns true if the both values are the same. Instead of implementing the Equals() method from the IEquatable<T> interface, you can also override the Equals() method from the Object class:

public bool Equals(EmployeeId other)

{

if (other == null) return false;

return (prefix == other.prefix && number == other.number);

}

With the number variable, a value from 1 to around 190000 is expected for the employees. This doesn’t fill the range of an integer. The algorithm used by GetHashCode() shifts the number 16 bits to the left, then does a xor with the original number, and finally multiplies the result by the hex value 15051505. The hash code is fairly distributed across the range of an integer.

public override int GetHashCode()

{

return (number ^ number << 16) \* 0x15051505;

}

|  |  |  |
| --- | --- | --- |
|  | Tip | On the Internet you can find a lot of more complex algorithms that have a better distribution across the integer range. You can also use the GetHashCode() method of a string to return a hash. |

The Employee class is a simple entity class containing the name, salary, and ID of the employee. The constructor initializes all values, and the method ToString() returns a string representation of an instance. The implementation of ToString() uses the StringBuilder object to create the string representation for performance reasons.

[Serializable]

public class Employee

{

private string name;

private decimal salary;

private readonly EmployeeId id;

public Employee(EmployeeId id, string name, decimal salary)

{

this.id = id;

this.name = name;

this.salary = salary;

}

public override string ToString()

{

StringBuilder sb = new StringBuilder(100);

sb.AppendFormat("{0}: {1, -20} {2:C}", id.ToString(), name, salary);

return sb.ToString();

}

}

In the Main() method of the sample application, a new Dictionary<TKey, TValue> instance is created, where the key is of type EmployeeId and the value is of type Employee. The constructor allocates a capacity of 31 elements. Remember, the capacity based on prime numbers. However, when you assign a value that is not a prime number, you don’t need to worry. The Dictionary<TKey, TValue> class itself takes the next prime number that follows the integer passed to the constructor to allocate the capacity. The employee objects and IDs are created and added to the dictionary with the Add() method. Instead of using the Add() method, you can also use the indexer to add keys and values to the dictionary, as shown with the employees Jeff and Casey:

static void Main()

{

Dictionary<EmployeeId, Employee> employees =

new Dictionary<EmployeeId, Employee>(31);

EmployeeId idJimmie = new EmployeeId("B4711");

Employee jimmie = new Employee(idJimmie, "Jimmie Johnson", 8909140.00m);

employees.Add(idJimmie, jimmie);

Console.WriteLine(jimmie);

EmployeeId idTony = new EmployeeId("B12836");

Employee tony = new Employee(idTony, "Tony Stewart", 7285280.00m);

employees.Add(idTony, tony);

Console.WriteLine(tony);

EmployeeId idMatt = new EmployeeId("N34434");

Employee matt = new Employee(idMatt, "Matt Kenseth", 6608920.00m);

employees.Add(idMatt, matt);

Console.WriteLine(matt);

EmployeeId idJeff = new EmployeeId("J127");

Employee jeff = new Employee(idJeff, "Jeff Gordon", 5975870.00m);

employees[idJeff] = jeff;

Console.WriteLine(jeff);

EmployeeId idCasey = new EmployeeId("K100223");

Employee casey = new Employee(idCasey, "Casey Mears", 5413340.00m);

employees[idCasey] = casey;

Console.WriteLine(casey);

After the entries are added to the dictionary, inside a while loop employees are read from the dictionary. The user is asked to enter an employee number to store the number in the variable userInput. The user can exit the application by entering X. If the key is in the dictionary, it is examined with the TryGetValue() method of the Dictionary<TKey, TValue> class. TryGetValue() returns true if the key is found and false otherwise. If the value is found, the value associated with the key is stored in the employee variable. This value is written to the console.

|  |  |  |
| --- | --- | --- |
|  | Tip | You can also use an indexer of the Dictionary<TKey, TValue> class instead of TryGetValue() to access a value stored in the dictionary. However, if the key is not found, the indexer throws an exception of type KeyNotFoundException. |

while (true)

{

Console.Write("Enter employee id (X to exit)> ");

string userInput = Console.ReadLine();

userInput = userInput.ToUpper();

if (userInput == "X") break;

EmployeeId id = new EmployeeId(userInput);

Employee employee;

if (!employees.TryGetValue(id, out employee))

{

Console.WriteLine("Employee with id {0} does not exist",

id);

}

else

{

Console.WriteLine(employee);

}

}

}

Running the application produces the following output:

Enter employee ID (format:A999999, X to exit)> J127

J000127: Jeff Gordon $5,975,870.00

Enter employee ID (format:A999999, X to exit)> N34434

N034434: Matt Kenseth $6,608,920.00

Enter employee ID (format:A999999, X to exit)> X

**What are the differences between stack and heap data structure?**

The following table summarizes the differences between the Heap and the Stack:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Memory** | **Contents** | **Item Order** | **Item Lifetime** | **Item Removal** | **Timing** |
| Stack | value types, stack frames | sequential (LIFO) | scope | pop | deterministic |
| Heap | objects | random | reference count | Garbage Collection | nondeterministic |

[**The Stack**](http://en.csharp-online.net/Glossary:Definition_-_Stack)

The [stack](http://en.csharp-online.net/Glossary:Definition_-_Stack) is a data structure in memory used for storing items in a last-in, first-out manner (LIFO). The stack contains both local variables and the call stack. In C#, [value types](http://en.csharp-online.net/Glossary:Definition_-_Value_type) are stored on the stack.

Local variables

Local variables are variables that are declared inside a method. They can be of either value type or reference type. Value type variables are stored directly on the stack. A reference type variable is actually a numerical address pointing to a location on the heap where the object is stored.

Call stack

Every C# application begins with a Main method. In turn, it calls other methods which call still other methods. When a method is called, it is added to the top of the stack. And, when a method returns to its caller, it is removed from the stack. Execution continues with the calling method.

Scope

Scope defines the lifetime of a variable. The block of code in which a variable is declared is its scope. When the block in which a variable is declared begins execution, the variable's lifetime begins when it is pushed onto the stack as part of the call stack. When execution leaves the block in which the variable was declared, the call stack and variables are popped off the stack. The variable's lifetime has ended.

[**The Heap**](http://en.csharp-online.net/Glossary:Definition_-_Heap)

The [heap](http://en.csharp-online.net/Glossary:Definition_-_Heap) or managed heap is a data structure in memory where all objects—reference types—are stored. When an object is instantiated, the object is stored on the heap as a block of data containing its data members. Then, the memory address of the block is stored in a reference variable. Future references to the object are through the reference variable.

In C#, the new operator is used to instantiate a class and return the reference to the object on the heap.

MyClass myObject = new MyClass (); *// declare and instantiate*

string bestSite = "C# Online.NET"; *// declare and initialize*

It is also possible for objects to contain references to other objects:

*// Create an array on the heap*

string[] words = new string [10];

*// words is a reference that exists on the stack as a 32 bit*

*// pointer to a location on the heap*

*// It refers to an object on the heap that contains 10 values*

*// Since string is a reference type, each of the array items*

*// is actually a reference to its own string object on the heap*

*// Therefore, the words array object has 10 string reference*

*// each of 4 bytes = 40 bytes*

Assert.IsTrue (sizeof (words) == 10 \* 4);

*// Also, each string reference is initialized to null*

Assert.IsTrue (words[0] == null);

**Show how the stack looks like when below code is executed.**

**public class A**

**{**

**void Print(int x) {Console.Write(x);}**

**}**

**public class MainClass**

**{**

**static void Main()**

**{**

**A a = new A();**

**a.Print(5);**

**}**

**}**

**I have two classes ClassA and ClassB both having a reference to a singleton object ClassHelper. My question is how should i dispose the singleton object once im done using both the ClassA and ClassB. Or When and how the instance of a singleton object will be disposed?**

public ClassA  
{  
 CHelper obj;  
  
 public ClassA()  
 {  
 obj = obj.GetInstance("Initialise");  
 obj.CallFuncA();  
 }  
}  
  
On the same lines  
public ClassB  
{  
 CHelper obj;  
  
 public ClassB()  
 {  
 obj = obj.GetInstance("Initialise");  
 obj.CallFuncB();  
 }  
}  
  
where   
  
CHelper  
{  
 private static sm\_CHelper;  
  
 public static CHelper GetInstance(string strInitialise)  
 {  
 if(sm\_CHelper == null)  
 {  
 sm\_CHelper = new CHelper(strInitialise);  
 }  
 }  
  
 private CHelper(string strInitialise)  
 {  
 //do something here   
 }  
  
 public CallFuncA()  
 {  
 // do something here  
 }  
 public CallFuncB()  
 {  
 // do something here  
 }  
}

Singleton does not address the issue of deleting the single object. In languages that provide memory management (for example, languages based on the .NET Framework), only the **Singleton** class could cause the instance to be de-allocated because it holds a private reference to the instance. In languages, such as C++, other classes could delete the object instance, but doing so would lead to a dangling reference inside the **Singleton** class.

"A singleton object's lifetime is the lifetime of the application containing it".

If you are talking about the pattern singleton then you should not dispose it.... if your not referring to the singleton pattern then you could try to use the destructor to run your dispose logic.

It is rarely the case that a singleton would implement IDisposable, since the interface will almost never be consumed (unless you want a big 'using' statement around your whole app :P).

Why static class can't inherit another static class?

The main features of a static class are:

* They only contain static members.
* They cannot be instantiated.
* They are sealed.
* They cannot contain Instance Constructors (C# Programming Guide).

So, inheriting from a non-static class violates the first feature of static classes on this list by introducing non-static members to your static class.

Citation from [here](http://connect.microsoft.com/VisualStudio/feedback/ViewFeedback.aspx?FeedbackID=97955):

This is actually by design. There seems to be no good reason to inherit a static class. It has public static members that you can always access via the class name itself. **The only reasons I have seen for inheriting static stuff have been bad ones, such as saving a couple of characters of typing.**

There may be reason to consider mechanisms to bring static members directly into scope (and we will in fact consider this after the Orcas product cycle), but static class inheritance is not the way to go: It is the wrong mechanism to use, and works only for static members that happen to reside in a static class.

(Mads Torgersen, C# Language PM)

Other opinions from [channel9](http://channel9.msdn.com/forums/TechOff/250972-Static-Inheritance/)

**Inheritance in .NET works only on instance base.** Static methods are defined on the type level not on the instance level. That is why overriding doesn't work with static methods/properties/events...

Static methods are only held once in memory. There is no virtual table etc. that is created for them.

If you invoke an instance method in .NET, you always give it the current instance. This is hidden by the .NET runtime, but it happens. **Each instance method has as first argument a pointer (reference) to the object that the method is run on. This doesn't happen with static methods** (as they are defined on type level). How should the compiler decide to select the method to invoke?

(littleguru)

And as a valuable idea, littleguru has a partial "workaround" for this issue: the [Singleton](http://www.dofactory.com/Patterns/PatternSingleton.aspx) pattern.

How do you optimize below logger class? Is it a correct class design for logging purpose.

Class Logger

{

Public void Log(string dataToBeLogged)

{

//log into a file

}

}

What are the various sorting algorithms? Explain their complexities.

You've an assembly in your working directory and also same assembly in GAC? Which assembly would the project use? The name, version, etc of both assemblies are same. How do you make sure that your application uses the assembly from you local directory and not GAC? or How can I force .NET to use a local copy of an assembly that's in the GAC? Or, How to get .NET to look for assemblies in local folders first instead of GAC?

<http://stackoverflow.com/questions/267693/how-can-i-force-net-to-use-a-local-copy-of-an-assembly-thats-in-the-gac>

Make sure the GAC Assembly and local Assembly have different version numbers (not a bad idea to let your build number, at least, auto-increment by wild-carding your AssemblyVersion in AssemblyInfo: [assembly: AssemblyVersion("1.0.0.\*")] ). Then, redirect your assembly binding using your app's config:

* <http://msdn.microsoft.com/en-us/library/2fc472t2(VS.80).aspx>
* [http://msdn.microsoft.com/en-us/library/433ysdt1(VS.80).aspx.](http://msdn.microsoft.com/en-us/library/433ysdt1(VS.80).aspx)

In your case, you won't need the "appliesTo" attribute of the assemblyBinding config. You just need something like:

<runtime>

<assemblyBinding xmlns="urn:schemas-microsoft-com:asm.v1">

<dependentAssembly>

<assemblyIdentity name="YourAssembly" publicKeyToken="AAAAAAAAAAAA" culture="neutral"/>

<bindingRedirect oldVersion="0.0.0.0-5.2.1.0" newVersion="5.0.8.1"/>

</dependentAssembly>

</assemblyBinding>

</runtime>

If they have the same version number the answer is you can't. If you attempt to load an assembly that has the same full assembly name (name, version, key) as a GAC'd assembly the CLR will pick the GAC'd assembly every single time. However, you can set the DEVPATH to force load an assembly, see [link text](http://msdn.microsoft.com/en-us/library/cskzh7h6.aspx). This doesn't answer this question since it only meant for development use and even then not really recommended as it doesn't mirror production usage.

What is the advantage of anonymous method? Or explain the power of anonymous method or Why anonymous method is introduced in .NET framework?

By using anonymous methods, you reduce the coding overhead in instantiating delegates by eliminating the need to create a separate method.

For example, specifying a code block in the place of a delegate can be useful in a situation when having to create a method might seem an unnecessary overhead. A good example would be when launching a new thread. This class creates a thread and also contains the code that the thread executes, without the need for creating an additional method for the delegate.

void StartThread()

{

System.Threading.Thread t1 = new System.Threading.Thread

(delegate()

{

System.Console.Write("Hello, ");

System.Console.WriteLine("World!");

});

t1.Start();

}

How many threads that one can create in thread pool?

Discuss thread safety of static members.

You’ve 10 million records to show in a data grid. These 10 million records are fetched using a background thread. How do you efficiently show in the grid? Use paging/data virtualization technique.

## Why Use Multiple Threads in the User Interface?

When you think of multithreading, some tasks immediately come to mind, such as data calculations, database queries, and input gathering. These activities, most often thought of as "background" tasks, do not directly involve the user interface or window management. Does this mean that there are no places that you can incorporate threads in your user interface? Certainly not. In general, if there are places in your application that do not need to be serialized, you can add threads. For instance, it does not make sense to distribute input to threads because all input is implicitly serialized by USER. It also does not make sense to distribute output to threads because output devices, such as a printer, are inherently single-threaded.

### Where?

Let's say you have an application that creates one window that displays current stock quotes and another window that allows you to enter requests for buying or selling stock. Within your application, you have two discrete tasks to complete that do not depend upon one another for information: (1) Displaying current stock quotes and (2) Placing a buy or sell order. These tasks do not affect each other in any way. One way to improve the performance of your application would be to create a thread for each window, thereby creating a more modular application.

Another situation in which multiple threads would benefit the user interface would be in an application in which one window displays a spinning cube and another window receives input from the user on how fast to spin the cube, the coordinates of the cube, and its angle. (Since we're just dreaming this up, let's make it three-dimensional.) You can fairly cleanly break down the tasks each window needs to complete—one window displays the spinning cube while the other window is gathering input. The big difference between this example and the previous one is that here you need to have one thread communicate some information (the new speed, coordinates, or angle) to the other thread. The first thread can continue to display the cube while the second thread is gathering new input. In other words, you use one thread for input and one for output.

### Where Not?

Because I like to be as evenhanded as possible, let me give you a couple of examples of situations in which multiple threads would be a detriment to the user interface. Let's say you have an application that relies upon getting some type of input before it can continue processing, such as a dialog box that accepts logon information. Would it be a good idea to create a thread to gather that input? Probably not. If you are creating a thread to accomplish something that needs to be synchronous, you are making things needlessly complex for almost no benefit, plus there are costs to adding threads, which I will discuss in the next section.

Another poor multithreading candidate is creating a thread for a nonreentrant window or dialog box. If this window has some global data, and if another thread calls it more than once, your global data can become corrupted. You can work around this problem by ensuring that you keep your data on a per-thread basis rather than a per-process basis. For example, let's say you have a dialog box that you use to open a file, but the data you keep in the thread for the pointer to file or the filename is kept in global data, rather than per-thread data. In this case, if the dialog box is called twice, the pointer and the filename will become corrupted and, when you try to access the file via the pointer in the first thread, you will be accessing the wrong file. This is not the functionality you want. Bear in mind that this situation is not specifically a USER issue—it is a general Windows NT multithreading issue. In any Windows NT-based application, you need to take care with data that you use on a per-thread basis.

What are the suggested theoretical limits of each generation?

250Kb for Gen 0, 2Mb for Gen 1 and 10Mb for Gen 2. The thresholds are automatically adjusted dynamically according to actual program allocations. If very little memory is being freed in Gen 0 and survives to Gen 1, the threshold is expanded and likewise it is maintained.

Why GC in .NET uses a **three-generation approach**?

What happens internally when you define a delegate type?

What are the differences between weak reference, weak event handlers, weak objects?

How do you design a component that uses two components with different versions but same assembly name? Or how do you solve the problem of “Found conflicts between different versions of the same dependent assembly”?

Write a recursive function that calculates multiplication of a and b.

Write an API to count number of words in a string. Also, find out the number of distinct words.

How do you delete a node from a singly linked list.

Implement your linked list object in C#.

In the UI thread, you want to get return type of method but the method should execute in a different thread? How can we achieve it?

Implement your own Backgroundworker like the Backgroundworker object in .NET.

You've a 1 million data in a collection object. How do you find the sum - using a thread vs not using a

thread? Justify your answer.

Give a real use of operator overloading of = operator. Hint: Deep cloning of object

Scenario based design pattern question. Strategy pattern, Abstract Factory

WCF:

**What are the advantages of hosting WCF Services in IIS as compared to self-hosting?**

**Which are the various programming approaches for WCF?**

**What is one-way operation?**

**Can you explain duplex contracts in WCF?**

**How can we host a service on two different protocols on a single server?**

**How can we use MSMQ bindings in WCF?**

**Can you explain transactions in WCF?**

**What different transaction isolation levels provided in WCF?**

**Can we do transactions using MSMQ?**

**Can we have two-way communications in MSMQ?**

**What are Volatile queues?**

**What are Dead letter queues?**

**What is a poison message?**

**What are the important principles of SOA (Service oriented Architecture)?**

WCF is based on SOA. All big companies are playing big bets on SOA. So how can Microsoft remain behind? So in order to implement SOA architecture easily you need to use WCF.  
SOA is based on four important concepts:-

**• Boundaries are well defined**

In SOA, everything is formalized. The client who is consuming the service does not need to know how the implementation of the service is done. If you look at some old methodologies of communication like DCOM. Any changes at server level the client also has to change. Therefore, the server and client implementation was so much bound that changes need to be done at all places. In SOA, the rule is if you do enhancement you do not need to change anything at the client. SOA based application only understands that there is an end point, contract, and bindings.

**• Services evolve**

Change is the law of nature and services will evolve. In SOA, services can be versioned and you can host those services in new ends. For instance, you have a service called as “Search Tickets (Ticket Number) “which gives details based on Ticket Number and its exposed on end point “ep1”. Tomorrow you want make your Search Tickets service more useful by also providing an extra option of allowing him to search by passenger name. Therefore, you just declare a new end “ep2” with service “Search Tickets (Ticket Number, Passenger Name)”. So the client who is consuming the service at end ep1 continues and at the other end, we have evolved our service by adding new ends ep2.

**• Services share only schemas and contracts**

Services use Schemas to represent data and contracts to understand behavior. They do not use language dependent types or classes in order to understand data and behavior. XML is used to define schemas and contracts. Due to this, there is not heavy coupling between environments.

**• Service compatibility is policy based**

Policy describes the capabilities of the system. Depending on policies, the service can degrade to match the service for the client. For instance your service needs to be hosted for two types of client one which uses Remoting as the communication methodology while other client uses DCOM. An ideal SOA service can cater to both of them according to there communication policies.

**How many ServiceContracts can a WCF Service have? Specifically, since a ServiceContract is an Attribute to an Interface, how many interfaces can I code into one WCF web service? Is it a one-to-one? Does it make sense to separate the contracts across multiple web services?**

WCF services can have multiple endpoints, each of which can implement a different service contract.

For example, you could have a service declared as follows:

[ServiceBehavior(Namespace = "DemoService")]

public class DemoService : IDemoService, IDoNothingService

Which would have configuration along these lines:

<service name="DemoService" behaviorConfiguration="Debugging">

<host>

<baseAddresses>

<add baseAddress = "http://localhost/DemoService.svc" />

</baseAddresses>

</host>

<endpoint

address =""

binding="customBinding"

bindingConfiguration="InsecureCustom"

bindingNamespace="http://schemas.com/Demo" contract="IDemoService"/>

<endpoint

address =""

binding="customBinding"

bindingConfiguration="InsecureCustom"

bindingNamespace="http://schemas.com/Demo" contract="IDoNothingService"/>

</service>

Hope that helps, but if you were after the theoretical maximum interfaces you can have for a service I suspect its some crazily large multiple of 2

**Can a single WCF service offer multiple interfaces, and if so how would you express this in** *app.config***? I mean one services offering several Interfaces on one endpoint.**

First you need to be clear what a service is. Do you mean a single endpoint, or multiple endpoints in the same host?

Assuming you mean a single endpoint, then yes, but with a little work. An endpoint can only implement a single interface; so what you need to do is combine all the interfaces you want to implement into a single interface

public interface IMyInterface : IInterface1, IInterface2

and then implement them all inside your implementation class. What you cannot do is have multiple interfaces and multiple implementations magically merge into a single endpoint.

**If we've a series of numbers say from 1 to 100 and one number is missing. How do you find the number?**

**Suppose you have a base class A. B and C are derived from class A. Class B also related with class A with a has-a (aggregation) relationship.**

**Class A has virtual method say print(). This Print() method is overridden in class B and C? Show this in UML class diagram. Write the skeleton code**

**in C# showing the implementation of this class diagram.**

**Suppose you have a base class A. B and C are derived from class A. Class A has virtual method say print(). This Print() method is overridden in**

**class B and C? Explain how runtime polymorhism exists with virtual table (vtable).**

**Suppose you get a runtime error in constructor of class A. How do you inform consumer of class A that error has occurred? Explain the advantages of**

**each one. What should be the most optimised solution/best practice?**

**Write a program for calculating the factorial of a number n? Also, solve this problem using recursive technique so that solution is optimized one.**

**What is the difference between Mutex and Semaphore? What would you use to synchronize when you have 1. two threads and 2. Four threads?**

**What is a critical section?**

**What are the different hash code algortithms that ship with .NET? How to hash a text file?**

**Write code for below requirement.**

**"You have class A. A has to notify another class B every 1 sec about the time change. B has to get the changed time from A and then print the time."**

**What is the difference between API, system call and function/method?**

**Write a function static string Space(string s) {...} that returns the string with added space between each character. ex. "FRED" should be obtained as**

**"F R E D".**

**1. Tell me about yourself**

**2. Tell briefly about your projects. Explain in pen and paper.**

**5. Which namespace is used for SQL objects?**

**6. How to establish a database connection?**

**7. What is ADO.NET? Tell which control in .NET to be used for displaying 10000 records/rows of data? How to display them efficiently such a**

**huge number of records?**

**8. What is remoting? In which situation is it used? Which feature is introduced in .NET 3.5 to serve the purpose?**

**11.What is a collection? Have you used custom collection? Suppose you have a custom collection say a collection of person objects. You want to sort**

**the collection with person age. How to achieve that? Also, suppose you want to loop through the collection using for each loop? How to achieve**

**this in a custom collection?**

**How do you unit test a private method? What are the different ways?**

**googStatic/instance valriables vs local variables**

**SQL query practise them**

**Nullable types**

**out and ref parameter, params keyword, etc.**

**operator overloading**

**What are static variables. explain static keyword.**

**multithreading with static variables.**

**Runtime polymorphism with interfaces and overriding.**

**why string is immutable in .net?**

**www.WiZiQ.com/classes/**

**•What does int? mean? Explain the relationship with Nullable.**

**Hard questions:**

**•Explain the following snippet of code: 'from x in collection select new { x.Foo }'. What is the compiler doing? What is the CLR executing?**

**•Explain the "yield" keyword. What is the compiler doing internally?**

**•Async pattern**

**What is the need for inner class?**

**What is parametric polymorphism?**

**2.How would you define an Anonymous Delegates and methods?**

**3.How does an Enumerator (IEnumerable & IEnumerator) work ? How does an Iterator work in C# 2.0**

**Memory leaks in .NET (Observer pattern) and the Dispose pattern. How do you find and solve performance problems?**

**Why is catch(Exception) almost always a bad idea?**

**?**

**Explain what is a delegate and show an example of its use.**

**What is the difference between a BeginInvoke and an Invoke?**

**What are the uses of delegates in c#? Ans: Avoids cross thread exception, Helps event handling**

**How would you define a new custom event?**

**Explain different ways of calling methods asynchronously.**

**Can attributes be placed on specific parameters to a method? Why is this useful?**

**What is the difference between typeof(foo) and myFoo.GetType()?**

**Explain what’s happening in the first constructor: public class c{ public c(string a) : this() {;}; public c() {;} } How is this construct useful?**

**ADO.net and SQL server**

**=======================**

**What is transaction? Why and when do we need it?**

**What is the difference between stored procedure and function?**

**difference between datasource and database?**

**How do we deploy database in the same form from developer to production(client) side? ---mdf file and ldf file**

**performance tuning, locking, indexing**

**Written Test(.Net) - Goldman sachs**

**I dont remember the exact questions but i can give u brief idea what were the questions like.**

**I have given the test as the .Net guy.**

**As they are using JAVA for the rest of the project, but they are using .Net for Front end (Web , windows application).**

**Few concepts or questions or toppics**

**-As the reuirement was for UI, front end so all the questions were revolving around that.**

**-Dataset**

**-DataAdaptor**

**-Fill()**

**-Outproc(SQL Server , state server)**

**-DebugListner**

**-Trace**

**-Application run mode (define- Debug/Trace)**

**-Gridview (ButtonField,CommandField)**

**-Viewstate**

**-Property to get a column from Dataset.**

**-Prepare well on Threading**

**-Prepare well on Delegates**

**-Design Patterns**

**-BinaryTextWriter**

**-How to get the root node of a dataset.**

**Write an algortithm to convert a number into word. For example: 12345 should be displayed as**

**"Twelve thousand three hundred forty five". Design the class and show it in UML class daigram and write the code.**

**What is the difference between class and object. Explain with real example. Is a telephone receiver set an object? If so, why?**

**How can we determine the mouse coordinates in C#.NET without using mouse events?**

**What is the difference bewteen component and control? Classify panel, textbox, dataSource as component and control.**

**Tell the inheritance hieracrchy of Form class.**

**What is GDI?How it works? Where does it paint?**

**Puzzle:**

**Explain product/software life cycle.**

**Functional and nonfunctional requirements.**

**MVP/MVC, Design principles, UML relationships, Design patterns, Cohesion, coupling, dependency inversion, etc**

**High level design with component diagram.**

**What are the basic principles/guidelines of software architecture?**

**Draw the sequence diagram for intercation with timer object.**

**How the CLR Creates Runtime Objects?**

**How do I obtain return types of multi cast delegate?**

**What is the use of fixed statement?**

The fixed statement sets a pointer to a managed variable and “pins” that variable during the execution of statement.

Without fixed, pointers to managed variables would be of little use since garbage collection could relocate the variables unpredictably. (In fact, the C# compiler will not allow you to set a pointer to a managed variable except in a fixed statement.)

Eg:Class A

{

public int i;

}

A objA = new A; // A is a .net managed type

fixed(int \*pt = &objA.i) // use fixed while using pointers with managed

// variables

{

\*pt=45; // in this block use the pointer the way u want

}

**Is there an equivalent of exit() or quiting a C#.NET application?**

Yes, you can use System.Environment.Exit(int exitCode) to exit the application or Application.Exit() if it’s a Windows Forms app.

**What optimization does the C# compiler perform when you use the /optimize+compiler option?**

The following is a response from a developer on the C# compiler team: We get rid of unused locals (i.e., locals that are never read, even if assigned). We get rid of unreachable code. We get rid of try-catch with an empty try. We get rid of try-finally with an empty try. We get rid of try-finally with an empty finally. We optimize branches over branches: gotoif A, lab1 goto lab2: lab1: turns into: gotoif !A, lab2 lab1: We optimize branches to ret, branches to next instruction, and branches to branches.

**59. Does C# support multiple inheritance?**

No, use interfaces instead.

**60. Is goto statement supported in C#?How about Java?**

Gotos are supported in C# to the fullest. In Java goto is a reserved keyword that provides absolutely no functionality.

**61. What happens when you encounter a continue statement inside for loop?**

The code for the rest of the loop is ignored, the control is transferred back to the beginning of the loop.

**General Questions**

1. **Does C# support multiple-inheritance?**   
   No.


5. **Explain the three services model commonly known as a three-tier application.**Presentation (UI), Business (logic and underlying code) and Data (from storage or other sources).
6. **Is it possible to inline assembly or IL in C# code?**

- No.

1. **Is it possible to have different access modifiers on the get/set methods of a property?** - No. The access modifier on a property applies to both its get and set accessors. What you need to do if you want them to be different is make the property read-only (by only providing a get accessor) and create a private/internal set method that is separate from the property.
2. **Is it possible to have a static indexer in C#?** - No. Static indexers are not allowed in C#.
3. **I was trying to use an “out int” parameter in one of my functions. How should I declare the variable that I am passing to it?** - You should declare the variable as an int, but when you pass it in you must specify it as ‘out’, like the following: int i; foo(out i); where foo is declared as follows: [return-type] foo(out int o) { }

**XML Documentation Questions**

1. **Is XML case-sensitive?**Yes.
2. **What’s the difference between // comments, /\* \*/ comments and /// comments?**Single-line comments, multi-line comments, and XML documentation comments.
3. **How do you generate documentation from the C# file commented properly with a command-line compiler?**Compile it with the /doc switch.

**Debugging and Testing Questions**

**What debugging tools come with the .NET SDK?**  
1.   CorDBG – command-line debugger.  To use CorDbg, you must compile the original C# file using the /debug switch.   
2.   DbgCLR – graphic debugger.  Visual Studio .NET uses the DbgCLR. 

**What does assert() method do?**In debug compilation, assert takes in a Boolean condition as a parameter, and shows the error dialog if the condition is false.  The program proceeds without any interruption if the condition is true. 

**Why do we use the Debug class?**

To produce messages that helps you to monitor the program execution sequence, to detect malfunctions, or to provide performance measurement information.

**Why do we use the Trace class?**

To instrument release builds. Instrumentation allows you to monitor the health of your application running in real-life settings. Tracing helps you isolate problems and fix them without disturbing a running system.

**What’s the difference between the Debug class and Trace class?**Documentation looks the same.  Use Debug class for debug builds, use Trace class for both debug and release builds. 

|  |  |
| --- | --- |
| **Debug** | **Trace** |
| If you use methods in the **Debug** class to print debugging information and check your logic with assertions, you can make your code more robust without impacting the performance and code size of your shipping product. | You can use the properties and methods in the **Trace** class to instrument release builds. Instrumentation allows you to monitor the health of your application running in real-life settings. Tracing helps you isolate problems and fix them without disturbing a running system. |
| In Visual Studio 2005 projects, creating a debug build enables **Debug**. [Debug](http://msdn.microsoft.com/en-us/library/system.diagnostics.debug(VS.71).aspx) is disabled in release builds by default, so no executable code is generated for **Debug** methods. | In Visual Studio 2005 projects, [Trace](http://msdn.microsoft.com/en-us/library/system.diagnostics.trace(VS.80).aspx) is enabled by default for both release and debug builds. Therefore, code is generated for all **Trace** methods in both release and debug builds. This allows an end user to turn on tracing to help identify the problem without the program having to be recompiled. |
| To enable debugging in C#, add the **/d:DEBUG** flag to the compiler command line when you compile your code, or add **#define DEBUG** to the top of your file | To enable debugging in C#, add the **/d:TRACE** flag to the compiler command line when you compile your code, or you can add **#define TRACE** to the top of your file. |
|  |  |
|  |  |

**Where does the Debug class produce output?**

By default, the messages that the **Debug** class produces appear in the Output window of the Visual Studio Integrated Development Environment (IDE).

**Can we redirect output from the Debug class to destinations other than the Output window?**

Yes. You can direct output from the **Debug** class to destinations other than the Output window. The **Debug** class has a collection named **Listeners** that includes **Listener** objects.  
  
Each **Listener** object monitors **Debug** output and directs the output to a specified target.   
  
Each **Listener** in the **Listener** collection receives any output that the **Debug** class generates. Use the **TextWriterTraceListener** class to define **Listener** objects. You can specify the target for a **TextWriterTraceListener** class through its constructor.   
  
Some possible output targets include the following:

* The Console window by using the **System.Console.Out** property.
* A text (.txt) file by using the **System.IO.File.CreateText("FileName.txt")** statement.

After you create a **TextWriterTraceListener** object, you must add the object to the **Debug.Listeners** collection to receive Debug output.

**Why are there five tracing levels in System.Diagnostics.TraceSwitcher?**The tracing dumps can be quite verbose.  For applications that are constantly running you run the risk of overloading the machine and the hard drive.  Five levels range from None to Verbose, allowing you to fine-tune the tracing activities. 

**Where is the output of TextWriterTraceListener redirected?**   
To the Console or a text file depending on the parameter passed to the constructor. 

**What is the output of following code when configuration type is Debug and Release?**

using System.Diagnostics;

namespace ConsoleApplication1

{

class Program

{

static void Main(string[] args)

{

TextWriterTraceListener listener = new TextWriterTraceListener(System.IO.File.CreateText(@"C:\Data\Visual Studio 2008\Projects\ConsoleApplication1\ConsoleApplication1\TextFile1.txt"));

Debug.Listeners.Add(listener);

Debug.WriteLine("Start of debugging!!!");

Debug.Indent();

Debug.Flush();

Trace.WriteLine("-----Trace output starting-----");

Trace.Listeners.Add(listener);

Trace.WriteLine("-----Trace output ending------");

Debug.Unindent();

Debug.WriteLine("End of debugging!!!");

Trace.Flush();

}

}

}

Output – Debug mode

Start of debugging!!!

-----Trace output starting-----

-----Trace output ending------

-----Trace output ending------

End of debugging!!!

End of debugging!!!

Output – Release mode

-----Trace output starting-----

-----Trace output ending------

-----Trace output ending------

**What are three test cases you should go through in unit testing?**1.       Positive test cases (correct data, correct output).  
2.       Negative test cases (broken or missing data, proper handling).  
3.       Exception test cases (exceptions are thrown and caught properly). 

**Can you change the value of a variable while debugging a C# application?**Yes.  If you are debugging via Visual Studio.NET, just go to Immediate window.

**What is the difference between debug and release mode in .net?**

It is not well documented, here's what I know.  The compiler emits an instance of the System.Diagnostics.DebuggableAttribute.  In the debug version, the IsJitOptimizerEnabled property is True, in the release version it is False.  You can see this attribute in the assembly manifest with ildasm.exe  
  
The JIT compiler uses this attribute to disable optimizations that would make debugging difficult.  The ones that move code around like loop-invariant hoisting.  In selected cases, this can make a big difference in performance.  Not usually though.  
  
Mapping breakpoints to execution addresses is the job of the debugger.  It uses the .pdb file and info generated by the JIT compiler that provides the IL instruction to code address mapping.  If you would write your own debugger, you'd use ICorDebugCode::GetILToNativeMapping().

***C# struct/class Differences***

|  |  |  |
| --- | --- | --- |
| Class vs. Struct | | |
| **Feature** | **Class** | **Struct** |
| Events are locked? | Events declared in a class have their += and -= access automatically locked via a lock(this) to make them thread safe (static events are locked on the typeof the class | Events declared in a struct do *not* have their += and -= access automatically locked. A lock(this) for a struct would not work since you can only lock on a reference type expression. |
| Exist on stack or heap? | Reference type local instances are allocated on the heap. | Value type local instances are allocated on the stack. |
| Can cause garbage collection? | Creating a reference type instance can cause garbage collection. | Creating a struct instance cannot cause a garbage collection (unless the constructor directly or indirectly creates a reference type instance) |
| Always have a default constructor? | class DefaultConstructor  {  static void Eg()  {  Direct yes = new Direct(); *// always compiles ok*  InDirect maybe = new InDirect(); *// compiles if c'tor exists and is accessible*  *//...*  }  }  A class might not be since all its constructors could be private.  class NonInstantiable  {  private NonInstantiable() *// ok*  {  }  } | A struct *always* has a built-in public default constructor.  This means that a struct is *always* instantiable.  struct Direct  {  private Direct() *// compile-time error*  {  }  } |
| Default construction triggers static constructor? | class NotTriggered  {  static void Main()  {  Direct local = new Direct();  }  } | A structs static constructor is *not* triggered by calling the structs default constructor. It is for a class.  struct Direct  {  static Direct()  {  Console.WriteLine("This is not written");  }  } |
| Can be null? | class Nullness  {  static void Eg(Direct s, Indirect c)  {  if (s == null) ... *// compile-time error*  if (c == null) ... *// compiles ok*  }  } | A struct instance cannot be null. |
| Use with the as operator? | class Fragment  {  static void Eg(Direct s, Indirect c)  {  Direct no = s as Direct; *// compile-time error*  InDirect yes = c as InDirect; *// compiles ok*  *//...*  }  } | A struct type cannot be the right hand side operand of the as operator. |
| Can be locked? | class LockStatement  {  static void Eg(Direct s, InDirect c)  {  lock(s) { ... } *// compile-time error*  lock(c) { ... } *// compiles ok*  }  } | A struct type expression cannot be the operand of a lock statement. |
| Can have a destructor? | class InDirect  {  ~InDirect() {} *// compiles ok*  }  And the CIL for ~Indirect() looks like this:  .method family hidebysig virtual instance void  Finalize() cil managed  {  *// ...*  } *// end of method Indirect::Finalize* | A struct cannot have a destructor. A destructor is just an override of object.Finalize in disguise, and structs, being value types, are not subject to garabge collection.  struct Direct  {  ~Direct() {} *// compile-time error*  } |
| Inheritance differences? | * It is not implicitly sealed. * It can be abstract. * An abstract class with no explicit base class can call : base() in it’s constructor. * It can extend another class. * It can declare protected members (eg fields, nested types). * It can declare abstract function members * It can declare virtual function members. * It can declare sealed function members * It can declare override function members. | * A struct is implicitly sealed * A struct can't be abstract * A struct can't call : base() in its constructor * a struct can't extend another class * a struct can't declare protected members (eg fields, nested types) * a struct can't declare abstract function members. * a struct can't declare virtual function members. * a struct can't declare sealed function members. * a struct can't declare override function members, a class can. The one exception to this rule is that a struct can override the virtual methods of System.Object, viz, Equals(), and GetHashCode(), and ToString(). |

**Meaning of this?**

In a class, *this* is classified as a value, and thus cannot appear on the left hand side of an assignment, or be used as a ref/out parameter. For example:

class Indirect

{

*//...*

public void Method(Indirect that)

{

RefParameter(ref this); *// compile-time error*

OutParameter(out this); *// compile-time error*

this = that; *// compile-time error*

}

*//...*

}

In a struct, *this* is classified as an out parameter in a constructor and as a ref parameter in all other function members. Thus it is possible to modify the entire structure by assigning to this or passing this as a ref/out parameter. For example:

struct Direct

{

*//...*

public void Reassign(Direct that)

{

RefParameter(ref this); *// compiles ok*

OutParameter(out this); *// compiles ok*

this = that; *// compiles ok*

}

*//...*

}

Furthermore, you can reassign a whole struct even when the struct contains readonly fields!

struct Direct

{

public Direct(int value)

{

Field = value;

}

public void Reassign(Direct that)

{

RefParameter(ref this); *// compiles ok*

OutParameter(out this); *// compiles ok*

this = that; *// compiles ok*

}

public readonly int Field;

}

class Show

{

static void Main()

{

Direct s = new Direct(42);

Console.WriteLine(s.Field); *// writes 42*

s.Reassign(new Direct(24));

Console.WriteLine(s.Field); *// writes 24*

}

}

Note however that when you call a method on a readonly value-type field, the method call is made on a *copy* of the field.

struct Direct

{

*// as above*

}

class Caller

{

public void Method()

{

Console.WriteLine(d.Field); *// writes 42*

d.Reassign(new Direct(24));

Console.WriteLine(d.Field); *// writes 42!*

}

private readonly Direct d = new Direct(42);

}

class Show

{

static void Main()

{

Caller c = new Caller();

c.Method();

}

}

**Default field layout?**

The default [StructLayout] attribute (which lives in the System.Runtime.InteropServices namespace) for a struct is LayoutKind.Sequential whereas the default StructLayout for a class is LayoutKind.Auto. (And yes, despite its name you can tag a class with the StructLayout attribute.) In other words the CIL for this:

public struct Direct

{

*//...*

}

looks like this:

.class public sequential ansi sealed beforefieldinit Direct

extends [mscorlib]System.ValueType

{

*//...*

}

whereas the CIL for this:

public sealed class InDirect

{

*//...*

}

looks like this:

.class public auto ansi sealed beforefieldinit Indirect

extends [mscorlib]System.Object

{

*//...*

}

**Can be a volatile field?**

You can't declare a user-defined struct type as a volatile field but you can declare a user-defined class type as a volatile field.

class Bad

{

private volatile Direct field; *// compile-time error*

}

class Good

{

private volatile Indirect field; *// compiles ok*

}

**Can have synchronized methods?**

You can't use the [MethodImpl(MethodImplOptions.Synchronized)] attribute on methods of a struct type (if you call the method you get a runtime TypeLoadException) whereas you can use the [MethodImpl(MethodImplOptions.Synchronized)] attribute on methods of a class type.

using System.Runtime.CompilerServices;

class Indirect

{

[MethodImpl(MethodImplOptions.Synchronized)] *// compiles and runs ok*

public void Method()

{

*//...*

}

}

struct Direct

{

[MethodImpl(MethodImplOptions.Synchronized)] *// compiles ok, runtime TypeLoadException*

public void Method()

{

*//...*

}

}

**Can be pointed to?**

Clause 25.2 of the C# standard defines an unmanaged type as any type that isn't a reference type and doesn't contain reference-type fields at any level of nesting. That is, one of the following:

* Any simple value type (11.1.3, eg byte, int, long, double, bool, etc).
* Any enum type.
* Any pointer type.
* Any user-defined struct-type that contains fields of unmanaged types only.

You can *never* take the address of a instance of a type that is not unmanaged (a fixed variable 25.3).

class Bad

{

static void Main()

{

Indirect variable = new Indirect();

unsafe

{

fixed(Indirect \* ptr = &variable) *// compile-time error*

{

*//...*

}

}

}

}

If you want to fix an unmanaged instance you have to do so by fixing it through an unmanaged field. For example:

class Indirect

{

public int fixHandle;

}

class Bad

{

static void Main()

{

Indirect variable = new Indirect();

unsafe

{

fixed(int \* ptr = &variable.fixHandle) *// compiles ok*

{

*//...*

}

}

}

}

In contrast, you can (nearly) always take the address of an unmanaged instance.

struct Direct

{

*// no reference fields at any level of nesting*

}

class SimpleCase

{

static void Main()

{

Direct variable = new Direct();

unsafe

{

Direct \* ptr = &variable; *// compiles ok*

*//...*

}

}

}

However, you have to take the address inside a fixed statement if the variable is moveable (subject to relocation by the garbage collector, see 25.3 and example above). Also, you can never take the address of a volatile field.

So, in summary, you can *never* create a pointer to a class type but you sometimes create a pointer to a struct type.

**Can be stackalloc'd?**

You can only use stackalloc on unmanaged types. Hence you can never use stackalloc on class types. For example:

class Indirect

{

*//...*

}

class Bad

{

static void Main()

{

unsafe

{

Indirect \* array = stackalloc Indirect[42]; *// compile-time error*

*//...*

}

}

}

Where as you can use stackalloc on struct types that are unmanaged. For example:

struct Direct

{

*// no reference fields at any level of nesting*

}

class Good

{

static void Main()

{

unsafe

{

Direct \* array = stackalloc Direct[42]; *// compiles ok*

*//...*

}

}

}

**Can be sizeof'd?**

You can only use sizeof on unmanaged types. Hence you can never use sizeof on class types. For example:

class Indirect

{

*//...*

}

class Bad

{

static void Main()

{

unsafe

{

int size = sizeof(Indirect); *// compile-time error*

*//...*

}

}

}

Where as you can use sizeof on struct types that are unmanaged. For example:

struct Direct

{

*// no reference fields at any level of nesting*

}

class Good

{

static void Main()

{

unsafe

{

int size = sizeof(Direct); *// compiles ok*

*//...*

}

}

}

**How to initialize fields?**

The fields of a class have a default initialization to zero/false/null. The fields of a struct have no default value.

struct Direct

{

public int Field;

}

class Indirect

{

public Indirect()

{

}

*//...*

public int Field;

}

class Defaults

{

static void Main()

{

Direct s;

Console.WriteLine(s.Field); *// compile-time error*

Indirect c = new Indirect();

Console.WriteLine(c.Field); *// compiles ok*

}

}

You can initialize fields in a class at their point of declaration. For example:

class Indirect

{

*//...*

private int field = 42;

}

You can't do this for fields in a struct. For example:

struct Direct

{

*//...*

private int field = 42; *// compile-time error*

}

Fields in a struct *have* to be initialized in a constructor. For example:

struct Direct

{

public Direct(int value)

{

field = value;

}

*//...*

private int field; *// compiles ok*

}

Also, the definite assignment rules of a struct are tracked on an individual field basis. This means you can bypass initialization and "assign" the fields of a struct one a time. For example:

struct Direct

{

public int X, Y;

}

class Example

{

static void Main()

{

Direct d;

d.X = 42;

Console.WriteLine(d.X); *// compiles ok*

Console.WriteLine(d.Y); *// compile-time error*

}

}

**Equals behavior?**

classes inherit Object.Equals which implements identity equality whereas structs inherit ValueType.Equals which implements value equality.

using System.Diagnostics;

struct Direct

{

public Direct(int value)

{

field = value;

}

private int field;

}

class Indirect

{

public Indirect(int value)

{

field = value;

}

private int field;

}

class EqualsBehavior

{

static void Main()

{

Direct s1 = new Direct(42);

Direct s2 = new Direct(42);

Indirect c1 = new Indirect(42);

Indirect c2 = new Indirect(42);

bool structEquality = s1.Equals(s2);

bool classIdentity = !c1.Equals(c2);

Debug.Assert(structEquality);

Debug.Assert(classIdentity);

}

}

Overriding Equals for structs should be faster because it can avoid reflection and boxing.

struct Direct

{

public Direct(int value)

{

field = value;

}

public override bool Equals(object other)

{

return other is Direct && Equals((Direct)other);

}

public static bool operator==(Direct lhs, Direct rhs)

{

return lhs.Equals(rhs);

}

*//...*

private bool Equals(Direct other)

{

return field == other.field;

}

private int field;

}

**6.1 How do I do a case-insensitive string comparison?**

Use the String.Compare function. Its third parameter is a boolean which specifies whether case should be ignored or not.

"fred" == "Fred" // false

System.String.Compare( "fred", "Fred", true ) // true

**6.2 Does C# support a variable number of arguments?**

Yes, using the params keyword. The arguments are specified as a list of arguments of a specific type, e.g. int. For ultimate flexibility, the type can be object. The standard example of a method which uses this approach is System.Console.WriteLine().

**What types of object can I throw as exceptions?**

Only instances of the System.Exception classes, or classes derived from System.Exception. This is in sharp contrast with C++ where instances of almost any type can be thrown.

**What are anonymous methods?**

Answer:

In versions of C# previous to 2.0, the only way to declare a delegate was to use named methods. C# 2.0 introduces anonymous methods.

Creating anonymous methods is essentially a way to pass a code block as a delegate parameter. For example:

// Create a delegate instance

delegate void Del(int x);

// Instantiate the delegate using an anonymous method

Del d = delegate(int k) { /\* ... \*/ };

By using anonymous methods, you reduce the coding overhead in instantiating delegates by eliminating the need to create a separate method.

For example, specifying a code block in the place of a delegate can be useful in a situation when having to create a method might seem an unnecessary overhead.

**What is Partial Class?**

Answer:

Partial classes give you the ability to split a single class into more than one source code (.cs) file.

**Is it possible to assign null value to an integer variable in c#?**

Answer:

Yes.

You can define nullable integer variable using following notation

DataTime? dt = null;

int? i = null;

bool? b = null;

**Is it possible to inherit multiple classes in c#?**

Answer:

No.

C# does not support multiple inheritances but you can achieve multi-level inheritance in c#.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Attributes**

**What are attributes?**

Attributes provide a powerful method of associating declarative information with C# code (types, methods, fields, properties). Once associated with a program entity, the attribute can be queried at run time and used in any number of ways.

If you have used C++, you are probably familiar with declarations that contain keywords, such as public and private, that provide additional information about class members. These keywords further define the behavior of class members by describing their accessibility to other classes. Because compilers are explicitly designed to recognize predefined keywords, you do not traditionally have the opportunity to create your own. The common language runtime, however, allows you to add keyword-like descriptive declarations, called attributes, to annotate programming elements such as types, fields, methods, and properties.

When you compile your code for the runtime, it is converted into Microsoft intermediate language (MSIL) and placed inside a portable executable (PE) file along with metadata generated by the compiler. Attributes allow you to place extra descriptive information into metadata that can be extracted using runtime reflection services.

**Why use attributes?**

The .NET Framework uses attributes for a variety of reasons and to address a number of issues.

* Attributes describe how to serialize data, specify characteristics that are used to enforce security, and
* Attributes can limit optimizations by the just-in-time (JIT) compiler so the code remains easy to debug.
* Attributes can also record the name of a file or the author of code, or control the visibility of controls and members during forms development.

**How do you apply an attribute to an element of your code?**

Use the following process to apply an attribute to an element of your code.

1. Define a new attribute or use an existing attribute by importing its namespace from the .NET Framework.
2. Initialize the attribute directly preceding the element that you want described, calling the attribute's constructor with the desired flag or information.

The attribute is emitted into metadata when you compile your code and is available to the common language runtime and any custom tool or application through the runtime reflection services.

By convention, all attribute names end with Attribute. However, several languages that target the runtime, such as Visual Basic and C#, do not require you to specify the full name of an attribute. For example, if you want to initialize [System.ObsoleteAttribute](http://msdn.microsoft.com/en-us/library/system.obsoleteattribute(v=VS.71).aspx), you only need to reference it as **Obsolete**.

The following code example shows how to declare **System.ObsoleteAttribute**, which marks code as obsolete. The string "Will be removed in next version" is passed to the attribute. This attribute causes a compiler warning that displays the passed string when code that the attribute describes is called.

using System;

public class MainApp

{

public static void Main()

{

//This generates a compile-time warning.

int MyInt = Add(2,2);

}

//Specify attributes between square brackets in C#.

//This attribute is applied only to the Add method.

[Obsolete("Will be removed in next version")]

public static int Add( int a, int b)

{

return (a+b);

}

}

**How do you apply an attribute at assembly level?**

If you want to apply an attribute at the assembly level, use the **Assembly** keyword. The following code shows the **AssemblyNameAttribute** applied at the assembly level.

using System.Reflection;

[assembly:AssemblyName("MyAssembly")]

When this attribute is applied, the string "MyAssembly" is placed in the assembly manifest in the metadata portion of the file. You can view the attribute either by using the [MSIL Disassembler (Ildasm.exe)](http://msdn.microsoft.com/en-us/library/f7dy01k1(v=VS.71).aspx) or by creating a custom program to retrieve the attribute.

**Reflection**

## What is .NET Reflection?

*Reflection is the ability to read metadata at runtime. .NET Framework’s Reflection API allows you to fetch Type (Assembly) information at runtime programmatically.* We can also achieve the late binding by using .NET Reflection. At runtime, Reflection mechanism uses the PE file to read the information about the assembly. Reflection enables you to use code that was not available at compile time.

Reflection generally begins with a call to a method present on every object in the .NET framework: GetType. The GetType method is a member of the System.Object class, and the method returns an instance of System.Type. System.Type is the primary gateway to metadata. System.Type is actually derived from another important class for reflection: the MemeberInfo class from the System.Reflection namespace. MemberInfo is a base class for many other classes who describe the properties and methods of an object, including FieldInfo, MethodInfo, ConstructorInfo, ParameterInfo, and EventInfo among others. As you might suspect from thier names, you can use these classes to inspect different aspects of an object at runtime.

**What are the uses of reflection?**

.NET Reflection allows application to collect information about itself and also manipulate on itself. It can be used effectively

* To find all the types in an assembly and/or dynamically invoke methods in an assembly. This includes information about the type, properties, methods and events of an object.
* To invoke private methods of a type.
* To dynamically create an instance of a type, bind the type to an existing object, or get the type from an existing object and invoke its methods or access its fields and properties.
* To access attribute information using reflection.

Using reflection, you can get any kind of information which you can see in class viewer, for example information of methods, properties, field’s, and event’s of an object.
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**Which namespace and class plays important role in reflection?**

System.Reflection namespace and System.Type class plays very important role in .NET Reflection, these two works together and allow you to reflect over many other aspects of a type.