# 1 引用crate（/kreɪt/）

引用功能模块的步骤：

1. 在项目的Cargo.toml中显示引入某个模块。
2. Rs文件中使用use关键字声明引入库的名字

Cargo build：编译项目，会自动下载引用的库及其依赖的库。

Cargo update：更新依赖库到最新的版本，注意不是跨大版本，如果要跨大版本，需要手动修改toml文件实现，使用该命令会忽略cargo.lock文件，update完成后更新到cargo.lock中。

Cargo.lock：该文件包含了最后一次编译项目时所有引用库及其依赖库的版本等，重新编译时直接引用，除非修改了toml的引用库版本或者使用了update语句手动做了更新。

## 1.1 引用随机数功能块

Crate，从此处看更像是一个功能模块或者说一个库，rust提供了多种多样的crate来实现不同的功能，比如这里要引入的随机数函数库rand，就提供了生成随机数的功能。

首先，在Cargo.toml文件中的[dependencies]节中添加引入语句：

rand = "0.8.3"

然后，在rs文件中添加引入语句：

use rand::Rng;

这样在rs源码中就可以使用rand结构下的方法来生成随机数了，调用如下：

rand::thread\_rng().gen\_range(start..=end)

注释：

1. 直接调用cargo build进行编译，会自动下载并编译rand库所依赖的其他库文件。
2. Thread\_rng是Rand结构体的方法，命名方式符合“方法\_名字”或“功能\_名字”的方式。
3. 注意gen\_range的参数是随机数范围，形式如“start..end”，为左闭右开区间，如果使用左闭右闭区间，形式如“start..=end”。
4. 调用功能库，你不仅要知道功能库的名字，还需要知道在功能库的功能特征，以及调用哪些功能函数，每个功能库的使用说明应该在库所带的文件中，使用命令“cargo doc --open”将会生成整个项目及其依赖库的说明文档，并显示在html中。

## 1.2 引入比较结构功能

比较结构封装在标准库中，标准库不需要再toml中标明引入，引用语句如下：

use std::cmp::Ordering;

Ordering是一个枚举对象，包含Less，Greater，Equal值，调用cmp函数返回这个枚举结果。

调用方法如下：

    match input\_number.cmp(&my\_rand\_number) {

        Ordering::Less => println!("Less"),

        Ordering::Equal => println!("Equal"),

        Ordering::Greater => println!("Less"),

    };

注释：

# 2 数据结构

Rust是一个强类型语言，每个值都必须有类型。

Rust默认数字类型是i32。

Rust默认变量是不可变得。

## 2.1 字符串相关

Rust提供了String结构来处理字符串结构

### 2.1.1 字符串转换为数字

如：

let input\_number:i32 = input\_number.trim().parse().expect("Please type a number");

trim()函数去除字符串前后空格，并去除“\n”或“\r\n”（Windows）。

parse()函数将字符串转换为响应的数值类型，类型由需要绑定的变量类型确定，又因为rust是强类型的，所以变量必须指明类型，如上变量指定为u32 了。

该函数很容易失败，如用户输入了%，那么转换会异常并返回结果对象result，expert函数会处理这个result输出日志，并导致程序崩溃，结束运行。

为了异常不崩溃，我们可以以另外一种方式来处理parse()的返回结果，该函数返回结果是Result枚举对象，该对象包含Ok和Err两个值，所以可以用匹配表达式来处理。

        let input\_number:i32 = match input\_number.trim().parse(){

            Ok(num)=>num,//如果解析成功，这里将成功后结果返回，也就是parse函数的返回结果这里手动进行了处理

            Err(\_)=>{

                println!("请输入数字！");

                continue;//这里跳转到下一次循环

            },

        };

注意分号结束以及格式，match的各个分支用“，”结束。

代码块的每行代码用“；”结束。

## 2.2 变量和常量的区别

这里为什么要讨论变量和常量的区别？因为rust默认变量是不可变的，常量也是不可变的，所以有必要说明他们的不同。

相同点，都是将值绑定到一个名称上。

不同点：

1. 变量允许使用mut改成可变的，常量一旦定义就是不可变的。
2. 变量使用let关键字定义，常量使用const关键字定义且必须注明值的类型。
3. 变量需要在作用域中定义，常量没有限值，可以在任何作用域定义。
4. 变量定义为在运行时再计算值得表达式，常量不可以，必须是常量表达式。

## 2.3 遮挡

rust中定义了这个新的特征，当在同一个作用域中声明同名变量的时候，前一个变量会被后来声明的变量所遮挡，也就是前一个变量不可用。

fn main() {

    let x = 5;

    let x = x + 1;

    {

        let x = x \* 2;

        println!("the value of x = {}", x);

    }

    println!("the value of x = {}", x);

}

运行结果：

the value of x = 12

the value of x = 6

理解这段代码，涉及到了一个新的特征所有权，let x=5,值5的所有权给了变量x，注意值5只能给一个变量所拥有，也就是说一个值同时只能被一个变量所拥有，这点和C/C++很不同，比如数据地址可以被多个指针变量所拥有；有趣的来了，let x = x + 1 这句话中，x+1这个+会获得5的所有权，计算结束将返回值的所有权交给本行的接收者x，此时值等于6；进入一个大括号，6的所有权会移动到打括号内x，此时第二行的x也没有值6的所有权了，大括号作用域结束时释放了传入的x的所有权，此时值6的所有权又给了第二行的x，所以此时这个x是可用的。

综上，rust计算是通过所有权来限值权限的，所有权是核心，理解所有权很重要，是开发rust程序的基础。

所有权和遮挡是两个不相关的概念。

let x = x + 1这句话，运行完毕后，值5的所有权是释放了的，此时第一句的x是有效的，只是被第二句的x给遮挡了，是无法使用的，我觉得这才是遮挡的真正涵义，同理大括号作用域有效时,let x = x\*2这句中的x会遮挡第二句的x，当作用域结束，其中的x被销毁后，被遮挡的第二句的x又可以被看到了，即又有效了。

遮挡可以不修改变量的不可变属性，通过遮挡机制对现有变量进行一些修改，但是变量仍然是不可变的；

与mut不同，mut修饰的变量可以随时修改，具有不可预知性，还有不同就是遮挡是可以改变变量的类型的，let会生成新的变量，只是变量名与之前的相同。

对编码提供了一定的便利性，不用想太多的变量名。

## 2.4 数据类型

Rust是一种静态类型语言，也就是编译时必须知道变量的类型。

每个值都由数据类型。

在声明一些变量时，如果表达式不能确定结果是什么类型的，需要指定返回值的类型：

    let guess: i32 = "32".parse().expect("not a number");

    println!("the value of guess = {}", guess);

当然也有在表达式中指定返回数据类型的方式，这里只是为了说明。

### 2.4.1 标量

标量表示单个值，rust中有四种标量，布尔，整形，浮点型，字符类型（不是字符串）。

### **2.4.2 整形**

| **Length** | **Signed** | **Unsigned** |
| --- | --- | --- |
| 8-bit | i8 | u8 |
| 16-bit | i16 | u16 |
| 32-bit | i32 | u32 |
| 64-bit | i64 | u64 |
| 128-bit | i128 | u128 |
| arch | isize | usize |

6中整形，其中arch根据计算机有所不同，64位架构的，就是64位，32位架构的就是32位。

值范围，有符号： -(2n - 1) to 2n - 1 - 1

无符号的：0 to 2n - 1

编写整数的方式：

| **Number literals** | **Example** |
| --- | --- |
| Decimal | 98\_222 |
| Hex | 0xff |
| Octal | 0o77 |
| Binary | 0b1111\_0000 |
| Byte (u8 only) | b'A' |

注意，当你写了一个值如52，默认是i32，如果想指定类型，可以将类型关键字加到值得后面，如52u8，表示单字节无符号整数。

当数字过长的时候，可以使用\_连接以便于阅读，rust可以自动识别。

需要注意的是，如果给变量赋的值超过了变量的范围，就会发生越界，如果debug模式对直接崩溃，release模式会自动计算到变量的值范围内，但是却不是我们想要的值，标准库中有处理这些溢出的方法。

### 2.4.3 浮点型

Rust有两种浮点，分别是f32和f64，代表单精度和双精度浮点数。默认情况下为f64。

### 2.4.4 布尔类型

包含两种布尔值类型，true和false，使用bool关键字指定。

布尔值主要使用在条件判断语句中，如if语句。

### 2.4.5 字符类型

Rust使用char指定字符，单引号表示。单个char占用4个字节，并使用unicode标量值来表示。

当把一个Unicode字符串写入文本文件或者以其他形式存储，字符串中的Unicode标量会被编码成Unicode定义的几种编码形式中的一种。每一种字符串编码形式都把字符串编码成更小块的编码单元。其中有：

        UTF-8编码：把一个字符串以8位的一个编码单元进行编码

        UTF-16编码：把一个字符串以16位的一个编码单元进行编码

        UTF-32编码：把一个字符串以32位的一个编码单元进行编码

Rust默认utf-8。

### 2.4.6 复合类型

符合类型就是将多个值放到一起表示的类型方式。

Rust定义了两种默认的符合类型，数组和元组。

#### 2.4.6.1 元组

元组可以包括多种类型的值，一旦声明，长度固定，大小不能再改变。

声明元组需要指定每个值得类型，否则会使用默认类型。

如：

let \_tup:(i32, u32, String) = (1,2,"kajlsdf".to\_string());

注意，字符串常量默认是&str类型，即字符串切片类型。

元组如何遍历：

方式1：匹配

    let \_tup:(i32, u32, String) = (1,2,"kajlsdf".to\_string());

    let (x,y,z) = \_tup;

    println!("the value of x = {}", x);

    println!("the value of y = {}", y);

    println!("the value of z = {}", z);

方式2：通过.直接访问元组元素

    let \_tup:(i32, u32, String) = (1,2,"kajlsdf".to\_string());

    println!("the value of x = {}", \_tup.0);

    println!("the value of y = {}", \_tup.1);

    println!("the value of z = {}", \_tup.2);

更多的元组方法可以查看文档。

没有任何元素的元组用()表示，表示单位值，单位元组，如果表达式没有任何结果返回，默认返回单位值。

#### 2.4.6.2 数组

数组包含多个值，值的类型必须相同。与其他编程语言不同的是，数组必须要包含一个长度，像元组一样，一旦声明，不允许改变大小。

如果想在栈上分配内存，而不是在堆上，数组和元组都很有用。与vector不同，vector可以改变大小，但是是在堆上。

总之，如果知道固定长度，那么用数组，不知道用向量就好了。

声明数组很有意思，如果需要指定数据数据类型，在声明时指定。

  let \_arr:[i32;6] = [1,2,3,4,5,6];

注意，分号表示结束，分号前是数据类型，后是数组长度，必须初始化，并且元素个数对应。

Rust中向来可以用值来告诉它绑定的变量是什么类型，数组也可以：

    let \_arr = [3;5];

注意分号是结束的意思，前面的3是初始值和值类型，后是元素个数。

数组元素如何遍历：

方式：使用索引，注意与元组的不同点。

    let \_arr = [3;5];

    println!("the value of \_arr\_0 = {}", \_arr[0]);

    println!("the value of \_arr\_1 = {}", \_arr[1]);

数据越界会发生什么：崩溃，除非有错误处理机制。

## 2.5 函数

Rust应用程序的函数入口点是main。

函数使用关键字fn声明。

Rust中使用蛇形命名法来书写函数或变量名字，蛇形命名法，即所有字符小写，单词用下划线连接。

rust不关心函数在何处定义，只关心它定义在了何处。（main前还是main后）

fn main() {

    println!("Hello, world!");

    other\_function();

}

fn other\_function() {

    println!("Hello, world1!");

}

### 2.5.1 函数参数

函数可以定义形参。

应当注意rust中定义变量或者值的类型的形式，都是在它们的后面，变量使用冒号加类型来指定，常量直接跟着表示类型的关键字。如let v1：i32 = 8; let v1 = 56u32;

同样需要定义形参的类型（形参必须指定类型）。据说这是深思熟虑的结果，因为编译器不知道调用函数的地方传递的是什么类型的参数，当不知道类型的时候，就需要在一个地方，通常是接收数据方，指定类型。

fn main() {

    println!("Hello, world!");

    other\_function(5);

}

fn other\_function(x:i32) {

    println!("the param is {}!", x);

}

定义多个形参：

fn main() {

    println!("Hello, world!");

    other\_function(5, 'a');

}

fn other\_function(x:i32, y:char) {

    println!("the param is {} {}!", x,y);

}

### 2.5.2 函数体包含语句和表达式

函数体，就是函数后面有大括号包含的代码块。

与其他函数不同，语句和表达式在rust中有较大的区别和语义。

语句是执行操作但是不返回值得指令。

表达式产出一个返回值。

例如let x = 5;这是一条语句。

函数的定义本身就是语句。

记住一个关键点，语句不返回值。

    let x = (let y = 100);

所以这样的语句是错误的。

表达式需要有返回值。

表达式可以是语句的一部分。

例如，let x=5;这条语句中，5就是一个表达式。

调用函数是一个表达式。没有指定返回值默认返回一个元组。

   let x = other\_function(5, 'a');

    println!("other\_function is {:?}!",x);

调用宏是一个表达式。

   let x = other\_function(5, 'a');

   let x =  println!("other\_function is {:?}!",x);

   println!("other\_function is {:?}!",x);

大括号可以是一个表达式。

    let x = {

        let y = 100;

        y + 1

    };

    println!("the value of x is {}!",x);

注意语句块的最后一句是表达式，不包含分号，如果有分号就没有返回值，那么语句块也就没有了返回值，就不是表达式而是语句了，会编译失败。

### 2.5.3 函数的返回值

函数可以向调用他们的代码返回值。

声明返回值类型的方式，是在声明函数的函数体之前使用关键字 ->指定返回值类型，并不指定返回值得名称。

函数的返回值与函数体最后的表达式是同意义的，具有相同的数据类型否则编译失败。

fn main() {

    other\_function();

}

fn other\_function() -> i32 {

    5;

}

如上，函数体没有表达式时默认返回元组，但是指定返回值类型是i32，编译失败。

fn main() {

    other\_function();

}

fn other\_function() -> i32 {

    "skdfasd"

}

如上，也编译失败，指定i32但是返回字符串。

# 3 流控制方式

## 3.1 循环

Rust提供了多种循环的控制方式。

* 1. Loop

    loop {

    }

无限循环在控制台一般可以Ctrl+C发出结束信号来退出，也可以输入非法值导致程序崩溃退出，这都是非正常的退出方式，还可以输入quit正常退出。

注意loop是一个表达式，如果最后一句没有分号结束，那么视为该表达式最后的输出。

# 4 错误处理

## 4.1 可恢复

## 4.2 不可恢复