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Configuration Manager has two parts :

* + - Configuration
      * Loads configuration data from file
      * Exposes APIs to access / modify configuration data.
      * Listens to File Monitor for file change event.
      * Triggers the listeners when configuration changes. (optional)
      * Update Configuration Data when file changes.
    - File Monitor
      * Monitors Files constantly.
      * Exposes APIs to control monitoring interval
      * Triggers the listeners when file change occurs.

How To Use:

ConfigurationMgr::Instance()->startConfigurationMgr();

try {

ConfigurationMgr::Instance()>addPropertyFile(3,"file1.txt","file2.txt","file3");

}

catch (ConfigurationException \*exception){

cout << exception->getMessage() << endl;

}

addPropertyFile() also has a overloaded addPropertyFile(const string &file) method.

To use an api simply call ConfigurationMgr::Instance()>apiName()

Configuration Manager inherits from Configuration and use FileMonitor class. ConfigurationMgr has the following methods including the inherited protected and public methods from Configuration class.

static ConfigurationMgr\* Instance();

void startConfigurationMgr();

void addPropertyFile(int numberOfFiles, ...);

void addPropertyFile(const string &fileName);

void removePropertyFile(const string &fileName);

void parseRawInput(std::vector<std::string> &data, const string &fileName);

//overriden methods from Configuration

void loadPropertyConfig(const string &fileName);

void loadXMLConfig(const string &fileName);

Configuration : Data Structures :

vector < string > fileNames;

// Data holds the key value pair

// each file maps with its own set of data.

struct Data

{

string key;

string value;

Data(std::string \_key, std::string \_value)

{

key = \_key;

value = \_value;

}

bool operator<(const Data &ob)const{return this->key < ob.key;}

};

map < std::string , set < Data > > files;

list<ConfigurationEventListener \*> listeners;

typedef enum

{

CONFIGURATION\_ADDED,

CONFIGURATION\_DELETED,

CONFIGURATION\_MODIFIED,

}EventType;

//event will be triggered when application listens to the dynamic update of changes.

class ConfigurationEvent

{

private:

EventType eventType;

string key; //optional

string value; //optional

string fileName;

};

Configuration : Method Lists :

private:

void update(ConfigurationEvent event);

void fileChanged(const string &fileName);

public:

Configuration();

virtual ~Configuration();

protected:

void addSource(const string &fileName);

//void addSource(int numberOfParam, ...);

void removeSource(const string &fileName);

public:

//methods to be implemented by child class

virtual void loadPropertyConfig(const string &fileName) = 0;

virtual void loadXMLConfig(const string &fileName) = 0;

//Method implemented for File Monitor

void fileChanged(FileMonitorEvent event);

// public APIs

void addProperty(const string &key, const string &value);

void addProperty(const string &fileName, const string &key, const string &value);

void deleteProperty(const string &key);

void deleteProperty(const string &key, const string &value);

void deletePropertyFromFile(const string &fileName, const string &key);

void deletePropertyFromFile(const string &fileName, const string &key, const string &value);

void deleteAll();

void deleteAllFromFile();

void deleteAllFromFile(const string &fileName);

bool isEmpty();

void addListener(ConfigurationEventListener\* listener);

void removeListener(ConfigurationEventListener\* listener);

void removeAllListener();

bool hasData(const string &fileName, const Data &data);

bool hasKey(const string &key);

bool hasKeyInFile(const string &fileName, const string &key);

bool hasValue(const string &key);

bool hasValueInFile(const string &fileName, const string &key);

bool hasValue(const string &key, const string &value);

int countKey();

int countValue();

int countValue(const string &key);

//get all the keys Configuration has.

set<string> getKeyAsSet();

list<string> getKeyAsList();

vector<string> getKeyAsVector();

//get values associated to one key or a set of key

string get(const string &key);

string getValueFromFile(const string &fileName, const string &key);

string getValueAsString(const string &key); //returns the first value if multiple

set <string> getValueAsSetOfString(const string &key);

list <string> getValueAsListOfString(const string &key);

vector<string> getValueAsVectorOfString(const string &key);

bool getValueAsInt(const string &key,int &intValue);

vector<int> getValueAsVectorOfInt(const string &key);

string replaceVariable(const string &value);

Configuration : Key Notes :

* + Configuration key value pair is separated by a single “=”.
  + Initial spaces and trailing spaces is removed while processing.
  + One key may have multiple values in different file.
  + If one key has multiple values, the value contained in the file which was added at first will be returned.
  + User can also get the all values associated with a key. Look at the API list.
  + addPropertyConfig () is a variable argument method , first param is the number of file to be added followed by the files separated by comma.
  + Get always returns with recursive variable replacement when “$” is found. for example, if the configs are like the following
    - Port = 8080
    - IP = 127.0.0.1
    - host = <http://$IP:$Port>

the get(“host”) will result <http://127.0.0.1:8080> . get() will try to replace variable as much as it can. To omit variable replacing add a escape character before “$” symbole. Ie. host = <http://\$IP.com:$Port>

* + If the application wants to get the dynamic effect the configuration data change, then it should have one class that implements ConfigurationEventListener interface to get the

void configurationChanged(ConfigurationEvent event) method triggered. event will have the configuration key value that’s changed.

* + Application may have a number of files. All of the config data must be text based equal separated.
  + If any property of the file is deleted then it will notify the listeners (if has) . but it will keep the configuration data as a default configuration. If however in the future that configuration is added to the file , default configuration will be overwritten.
  + XML Configuration and DB Configuration will be implemented later.

File Monitor : Data Structures :

typedef enum{

FILE\_CHANGED,

FILE\_ADDED,

FILE\_DELETED,

FIEL\_PERMISSION\_RESTRICTED,

}FileChangeEventType;

class FileMonitorEvent

{

public:

FileChangeEventType eventType;

string fileName;

FileMonitorEventListener\* eventListener;

FileMonitorEvent(){}

FileMonitorEvent(std::string fileName, FileChangeEventType eventType,

FileMonitorEventListener \*listener){

this->eventType = eventType;

this->fileName = fileName;

this->eventListener = listener;

}

}

list <FileMonitorEventListener\*> listeners;

static FileMonitor \*instance;

struct File

{

File(std::string \_file, long long \_intervalInMSecond, bool \_monitoring)

{

fileName = \_file;

monitoring = \_monitoring;

intervalInMSecond = \_intervalInMSecond;

}

std::string fileName;

bool monitoring;

long long intervalInMSecond;

long long lastTimeStamp;

struct stat st;

Timer timer;

pthread\_t pthread;

int threadId;

FileMonitorEvent event;

};

vector <File> files;

File Monitor : API Lists :

static FileMonitor\* getInstance();

int getFileLocation(std::string fileName);

static void \*fileMonitorLoop(void \*param);

bool isFileChanged(int fileLocation);

bool addFile(std::string fileName, long long mSec = 100, bool dontStartNow = false);

string addFile(int numberOfParam, ...);

bool isFileAdded(std::string fileName);

void removeFile(std::string fileName);

void addListener(FileMonitorEventListener\* listener);

void removeListener(FileMonitorEventListener\* listener);

bool isListenerAdded(FileMonitorEventListener\* listener);

void removeAllListeners();

void stopMonitoring(std::string fileName);

bool startMonitoring(std::string fileName);

bool isBeingMonitored(std::string fileName);

bool canMonitor(std::string fileName);

void resetFileMonitorInterval(std::string fileName, long long mSec);

long long getFileMonitorInterval(std::string fileName);

File Monitor : Key Notes :

* + To use Configuration Manager user doesn’t need to bother about File Monitor. Configuration Manager does everything. Still if the user wants to access the api, he/she is welcome to use, Its singleton.
  + addFile has overloaded method which can take variable argument.
  + Default file change check interval is 100ms . user can change it at the time of calling addFile or resetFileMonitorInterval.
  + Each file has separate thread to notify listeners only when it changes.

Class Diagram

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAuQAAAK8CAYAAACnear/AAAABGdBTUEAANkDQtZPoQAACpBpQ0NQRGlzcGxheQAAeJyVlgdQFGkWx7/uyYk0MAQJQ845DSA5DqAgGURhmBniMI4Dg4gZWVyBFUVFBJQFXRRQcFWCmBBRDCwKBlDRHWRRUdfFgKioXAPHcHd1W1f3ul73r169+vf7vv666g8AuZIlEPBgGQDS+ZnCEF8PelR0DB03BAgAB8hAGiiz2BkC9+DgQPC38fE+gGaed0xntP6+77+GLIebwQYACkY4gZPBTkf4NJK5bIEwEwAUA6nrrMkUzHAswvJCZECEBTOcNMd5M5wwx2WzPWEhnggfAwBPZrGESQCQ2pA6PYudhOiQBhG24HNS+ACQ8Qi7sJNZHIT9EDZJT181w0gfMEj4F52kf9NMkGiyWEkSnlvLbOC9UjIEPNba/3M7/nek80Tz71BHkpyRFhqAPInInmWzWd6h85zMZQbOsyDTI2SeUzKZYZIekV/4PIvSwt3nOW1VgKSfn7A0SKKf4RkzzznJYZHzzOF6ec+zcFWIpD8jK9R7od9z6TynsvyD55klnF3LLHN5viELMwdL5uTzlkrWkij0kfRwMxbWm5kc5idh5ABI+lN8mJL1Cv0W9HnBEk2hKESyD1x+uESTw/KS7C3wBlbIZQcsAMjkZs+cD+C5SrBWmJKUnEl3R04+14TO5LPNTOhWFpZWYOY/mvtM7wdn/w+Ihl+oxfUAYIMowToLNX4GAGfbkdd5LNQM9gEgQwPg6lW2SJg1V0PP3DDIVNJAHigjp0AbGADT2dmcgBsypz8IAmEgGqwEbJAM0oEQrAHrwRaQDwrBTrAXlIMqcAgcBcfBSdAKzoFL4Cq4CW6De+AREINR8AqMg49gCoIgHESBqJAypAHpQsaQFcSAXCBvKBAKgaKheCgJ4kMiaD20FSqESqByqBqqg36FzkCXoOtQH/QAGobGoHfQFxgFk2F5WA3Wg81hBuwOB8Bh8Ao4CV4N58B58A64DK6Bj8Et8CX4JnwPFsOv4AkUQJFQNJQmyhTFQHmiglAxqESUELURVYAqRdWgGlHtqG7UHZQY9Rr1GY1FU9F0tCnaCe2HDkez0avRG9FF6HL0UXQLugt9Bz2MHkd/x1AwqhhjjCOGiYnCJGHWYPIxpZhaTDPmCuYeZhTzEYvF0rD6WHusHzYam4pdhy3CHsA2YTuwfdgR7AQOh1PGGeOccUE4Fi4Tl4/bjzuGu4jrx43iPuFJeA28Fd4HH4Pn43Pxpfh6/AV8P/45foogQ9AlOBKCCBzCWkIx4TChnXCLMEqYIsoS9YnOxDBiKnELsYzYSLxCHCK+J5FIWiQH0jJSCmkzqYx0gnSNNEz6TJYjG5E9ybFkEXkH+Qi5g/yA/J5CoehR3CgxlEzKDkod5TLlCeWTFFXKTIopxZHaJFUh1SLVL/VGmiCtK+0uvVI6R7pU+pT0LenXMgQZPRlPGZbMRpkKmTMyAzITslRZS9kg2XTZItl62euyL+Rwcnpy3nIcuTy5Q3KX5UaoKKo21ZPKpm6lHqZeoY7KY+X15ZnyqfKF8sfle+XHFeQUbBQiFLIVKhTOK4hpKJoejUnj0YppJ2n3aV8U1RTdFbmK2xUbFfsVJ5UWKbkpcZUKlJqU7il9UaYreyunKe9SblV+rIJWMVJZprJG5aDKFZXXi+QXOS1iLypYdHLRQ1VY1Ug1RHWd6iHVHtUJNXU1XzWB2n61y2qv1Wnqbuqp6nvUL6iPaVA1XDRSNPZoXNR4SVegu9N59DJ6F31cU1XTT1OkWa3Zqzmlpa8VrpWr1aT1WJuozdBO1N6j3ak9rqOhs0RnvU6DzkNdgi5DN1l3n2637qSevl6k3ja9Vr0X+kr6TP0c/Qb9IQOKgavBaoMag7uGWEOGYZrhAcPbRrCRrVGyUYXRLWPY2M44xfiAcZ8JxsTBhG9SYzJgSjZ1N80ybTAdNqOZBZrlmrWavTHXMY8x32Xebf7dwtaCZ3HY4pGlnKW/Za5lu+U7KyMrtlWF1V1rirWP9SbrNuu3NsY2XJuDNoO2VNsltttsO22/2dnbCe0a7cbsdezj7SvtBxjyjGBGEeOaA8bBw2GTwzmHz452jpmOJx3/cjJ1SnOqd3qxWH8xd/HhxSPOWs4s52pnsQvdJd7lZxexq6Yry7XG9ambthvHrdbtubuhe6r7Mfc3HhYeQo9mj0lPR88Nnh1eKC9frwKvXm8573Dvcu8nPlo+ST4NPuO+tr7rfDv8MH4Bfrv8BphqTDazjjnub++/wb8rgBwQGlAe8DTQKFAY2L4EXuK/ZPeSoaW6S/lLW4NAEDNod9DjYP3g1cFnl2GXBS+rWPYsxDJkfUh3KDU0LrQ+9GOYR1hx2KNwg3BReGeEdERsRF3EZKRXZEmkOMo8akPUzWiV6JTothhcTERMbczEcu/le5ePxtrG5sfeX6G/InvF9ZUqK3krz8dJx7HiTsVj4iPj6+O/soJYNayJBGZCZcI425O9j/2K48bZwxnjOnNLuM8TnRNLEl8kOSftThpLdk0uTX6d4plSnvI21S+1KnUyLSjtSNo0L5LXlI5Pj08/w5fjp/G7Vqmvyl7VJzAW5AvEqx1X7109LgwQ1mZAGSsy2jLlEcPSIzIQ/SAaznLJqsj6tCZizals2Wx+ds9ao7Xb1z7P8cn5ZR16HXtd53rN9VvWD29w31C9EdqYsLFzk/amvE2jm303H91C3JK25bdci9yS3A9bI7e256nlbc4b+cH3h4Z8qXxh/sA2p21VP6J/TPmxd7v19v3bvxdwCm4UWhSWFn4tYhfd+Mnyp7Kfpnck7ugttis+uBO7k7/z/i7XXUdLZEtySkZ2L9ndsoe+p2DPh71xe6+X2pRW7SPuE+0TlwWWte3X2b9z/9fy5PJ7FR4VTZWqldsrJw9wDvQfdDvYWKVWVVj15eeUnwerfatbavRqSg9hD2UdenY44nD3L4xf6mpVagtrvx3hHxEfDTnaVWdfV1evWl/cADeIGsaOxR67fdzreFujaWN1E62p8AQ4ITrx8tf4X++fDDjZeYpxqvG07unKZmpzQQvUsrZlvDW5VdwW3dZ3xv9MZ7tTe/NZs7NHzmmeqzivcL74AvFC3oXpizkXJzoEHa8vJV0a6YzrfHQ56vLdrmVdvVcCrly76nP1crd798VrztfOXXe8fuYG40brTbubLT22Pc2/2f7W3GvX23LL/lbbbYfb7X2L+y70u/ZfuuN15+pd5t2b95be67sffn9wIHZAPMgZfPGA9+Dtw6yHU482D2GGCh7LPC59ovqk5nfD35vEduLzw17DPU9Dnz4aYY+8+iPjj6+jec8oz0qfazyve2H14tyYz9jtl8tfjr4SvJp6nf+n7J+VbwzenP7L7a+e8ajx0bfCt9Pvit4rvz/yweZD50TwxJOP6R+nJgs+KX86+pnxuftL5JfnU2u+4r6WfTP81v494PvQdPr0tIAlZM1aARSScGIiAO+OAECJBoB6G/EPUnM+dzagOW8+S+DveM4Lz4YdANWbAYh2AyASySok9ZGyVAcAwQiHuQHY2lqS/4yMRGurOS1SK2JNSqen3yPeEGcIwLeB6emp1unpb7XIsA8B6Pg4569n7Svi9SPFABTwrsddXAH+I/4BGBPxIGc/Ps8AAAAJcEhZcwAACxMAAAsTAQCanBgAAAAkdEVYdFNvZnR3YXJlAFF1aWNrVGltZSA3LjcuMSAoTWFjIE9TIFgpAGQDghgAAAAHdElNRQfcCgMIKAZLAJucAAAgAElEQVR4nO3dz44c13k34B6DCEAKIOBWFBCgx3C2XEbWOheQhXgVie/DN2HnJsxvwQsw4J3sIBtym+1EAsswAStAYICfqoOSWsX6/6ffU+c8D9AcTne9Vadnuk7/+sypqruHh4cPJwAAIMRPohsAAAAlE8gBACCQQA4AAIEEcgAACCSQAwBAIIEcAAACCeQAABBIIAcAgEACOQAABBLIAQAgkEAOAACBZgfyqqout6XUq1evXr169erVq1f/AyPkAAAQ6O7h4eFDdCMAAKBURsgBACCQQA4AAIEEcgAACCSQAwBAIIEcAAACCeQAABBIIAcAgEACOQAABBLIAQAgkEAOAACBBHIAAAgkkAMAQCCBHAAAAj2aW1BV1eXr+XxetEH16o9c/+zZs0V1kIs//OEPp+fPn58eP348uzZ6/1Wv/4S2N2/enJ48eTLap+29/8wO5FC6Dx8+RDcBQtzd3Z3+/Oc/n376058uCuSg/yQldZ/27t27y/+j+7S7h4cHewdMVI/weEOhVPWb1+9+97vTz372s9P9/X10czgY/SepSalPM4ccgMnqNzCAXKTSpwnkAAAQSCAHVokaXai329wAIukHWctBncAqEXNC6zcfc1GBVOgHWcsIOXBTRxrJmdrWIz0nIN6R+gz94G0I5MDF0k637/uuP6OOPTZWM7SOsT/dDj3e91g9+jTlz8FTlwPSph/UD0YxZQUK13SeY3/6nLpcs2yz3PX/mw67vY72fUPfd61jzfdjy14vN/T8py4HpEc/qB+MJpBDwabOQZw7V3HOslPWvebxrvX3vQlN2YY3JMiLflA/mAKBHAq0x2jQFu2JWIc/r0KZ9IPbbpt1BHIo0NSRkSUjKGvas1TXn1u33nZqb97AOvrB+dvWD+7HQZ1QsBQO1mnWvZeu9V+/WYxtu3ne9bJjfxKeshyQFv2gfjAFRsihcLceJbru/NsHKHVtb+46G10HQHWte2jbe80tBdKiH9QPRhPIgYu5B/Us/X7OfVvUT3l8zrbXLAekTT84r2bJcnSbPWWlqqrLbSn16o9cD6V7//794tro/Ve9/hOW2nv/MYccAJjt2bNn0U2AbNw9PDz4GwNMVL8B+bMcparniL569er0/Pnz0/39fXRzCHYdyL/LEpOW13+SkpT6NHPIAYBF2heAmRLMgY+ZsgIArNKc5s40FljGCDkAsInr0+cZLYfpBHIAYDOmscB8AjkAsLl2MAf6CeSwszVXXpu7/ubPxamdyWDrNvW9wd/6eQ89rxR/D5Stb353ewR76nJTjQXzrvv7rhI5Z78aW3bLfXSv/V1fVw6BHHbU1VHt/SaQYse4R5tSfJ7XUm8f5ZkaqLeeYjJlhHztVSKHtt21jq1H7ffc31PvS1Jv31E4ywrspO+NIPfOK9c/T+/5vHL9mVG2+nVd3+qAX9o88iPv0/q6GEbIIVh7ykn7seuzFrT/dHv9te9PvO1lxv4E3Pf99f19bV7SprnPe8jQaNiUts/9Wc9tS9e2h9a9pK1zanP/cEicJohvsZ6x1+lQXzLU57XD4Zo+qauPmbNPt7cx5Tnr66bXHqGvE8gh0JT5ke0Otvn/ko576ehEXxu2aFPX92Pb7HouzXmQh9Y958PIkuc15zlft3vK1KatntdQW2CtZr+cG8aHgupY3Rav7S36pMbSfXrovvb69XXza1MnkEOQro6iq8PasmPsGhWaYqv2dLXpul1ztjO3HVM65r077qlvDmvamsLzJE31wZp7TR1ZGsQbW4TooXUPjZZG9MVztqGvK6OvE8iB2ZaOtN/C0JtvZLub9sx5o1oq5d8PeVkbxLfafon0dXn9/gVyYJaUOv65okdLpvy5u73smu3A3qIP1pz6Wj/SXOItRD9Pfd18s8+yUlXV5baUevVHrp+jb3rI9cEp7ce3fsNob2MsPN8iXN/yeW8xXSfCmrbu/Tzfv3+/uDZ6/y29vlnHVttPIYxv8VqP6Iu32oa+7nbPc+/91wg57KirwxjqOPf4tH+9jb72DD0+tL5G10FBzf+nrGPp/NGu9Q4Z+31MrR37C0HXOoeeb9e6t2rr3Fo4kjmv9aF9YOu+eMo+PXUb+rppbZ1bm5q77z7hHrPlEKA+KOqoO3ujpD/bsq36tfPq1avT8+fPT/f399HNYaY9D+qcun19DylJqU9zYSDI2FH+bAnsL3qKCdDPlBXIWE5/zgOAXAnkkDkBHADSZsoKAAAEEsgBoAD1QZVAmgRyAAAIJJADAEAggRwAAAIJ5AAAEMhpD2EmF9uhZE6jyRr6T1KTSp8mkMNMqey8cGvC1LGlcKVO/ScpSalPM2UFAAACCeQATJbSiBLAWqn0abMDeVVVl9tS6tUfuR5K9/79+8W10fuvev0nLLX3/mOEHBJXf3pvbs33qdmrTdfPvb2NFH8OXbraeZS2k5cXL15ENwHocffw8OAIC5iovvT0LQ9KqoNbqQdBdT336/uO8rNpt3Ps+5TVbX316tXp+fPnp/v7++jmMFPdf0Ue2Hnr/hPGpNSnGSEHZrnF6G5fSD36m/mRwjcAtyOQwwb6plVMeex6mSmPDW2j6/Gp37e3sVWb5j7vubb+uXetd8n6pz6vOqCbwgJQNuchh5WGpiBMmZ7Qt3wT1MZGVNv1a5/DUJuXtKnr+7Ftrm332u2P/Uyn/s4FbQCmMEIOK3QFvaGQ2TUaumYKQ3sbS9e1xTr62tSsc8vnPbaOKevuW2bsZzr04WGr3wcAZTFCDnwkh5HdPZ9DDj8fypPClTqBbgI58CNd0zGOZu/nYOQbgC2ZsgIrdE3FaL7ve2zLMNfexljwvEW43uJ59x3oGNH+rqk2fe2Y+/sAgJoRclipHcLac4j7Httj+31ztYceH1pfo+vAzub/U9ax5HmvmXe+9kPBnJ9pu21zf95bf0gD4HiMkMMG6kDV3OY+Nuf7ofuGQt3141O30b4NbW/r593XjjnrGHoOc34Gfab+fIY+oMEt1RfmAdIkkMOBCXfb2/tneou/mgBwLKaswIHtdTrBkt3iZ+p3BMA1gRwOTrjbnp8pALdkygoAAASaHcirqrrcllKv/sj1ULr3798vro3ef0uvb9YRuX04qr33XyPkAFCAt2/fRjcB6HH38PBgsiRMVJ82zPxiSlUf7Prq1avT8+fPT/f399HN4WD0n6QmpT7NCDkAAAQSyAEAIJBADgAFcKVOSJdADgAAgQRyIBu//OW/RzcBYJH2FYIpiyt1wkw6zTR9/vlvT3/8479eQvmf/vRv0c3JlrNksIb+c5ifz+2l0qcJ5DDDmzdvTu/evbvcdJxp+fWv//v7/9ensWJ79RvXp59+enry5El0Uzgg/We/ly9ffv9//dftpNSnCeQwQ7PTPn78OLglXPvVr/7jMjpea0bJf/ObfwpuVZ7qfSCFNy+OR//Z7Ysvvjh99dVXH33lNlLp0wRymKF+I6lv9SdqUvIfH90TfZEHSM3Dw0Po9vWf/er+6vr3o/8qj4M6gUP7l3/5f9+Pjjfq7+v7AVJWn4qy/UGp/t4pKssjkANZEsoBOAqBHDisrtFxgCPoGh1vGCUvj0AOHNKUMG6UHH4g4KWjK4y3fz9CeVlmB/Kqqi63pdSrV69evXr1t69v1hG1ffXq1ffXGyEHDmfOVBWj5EBKhqaqtBklL8fdd7/sNC5RBDDR3Lnj9XnJX7/+cscWQfrmBEH20/d7mHs/eRHIgUNZM9otlFMywS7e0O9g6WPkQSAHgAIIdWnz+ymbOeRANswVh37CXtr8fsomkAMAQCCBHAAAAj2KbgAA03RdOGTocctZbmg5IB0O6gSyUc8h7zuTSvuAqSMeQHXENgPT2L/LZsoKUCRvfACkQiAHshFxnvGpV9Hb4mp7PkQA5MkccmB3U/8U2zetpOv+xpT7p26rbcq6ry9tPbTNqcsBUB6BHNjN1AA6tNzY3O+h0D4n+A4dGDe27ub/Y8936nIAlEUgB3axdFS8bWrI3jLcXm9nTrAXzAFYQiAHNrXFqPiUurmPzVn/1NPI3ZqzMEC+7Ntlmx3Iq6q6fD2fz4s2qF69+rzrh0aWr+uXjEDX3r5927n9ej2ff/7b7w/s7ArRY+3va0tz35T66+X7tv/ixYvB5YbU60j5969evXr16ufXGyEHdrHHwY51GK/D7B4jSUNhfOxDw9T2rwniAOTLhYGA3a09y0rXctfac7L7Hhs7OLSvdmybW8yVn8KUFYA8CeRANoau1JkDgRzyZf8umwsDAQBAICPkAADBjJCXzQg5AAAEEsgBACCQKStsKpULqJCuN2/enJ48eXJ6/PhxdFOYyf7NmDX7t9cX0SLfn5yHnM19+OAzHt3u7u5O7969u/x/jw7PWVb2Z/+mzxb7t9cXUfZ+fxpjygpwU3WH9+2330Y3A9iB/Zsji3z9CuTATdWjEECe7N8cWeTr15QVQrRf9Fv/mfJ6/fW66+9T+1Po1m3q60hSe96Uq+s12rw+2/vDnP1jbNkt97W9+hL77zF5TbMVgZyb69r59+5cUuxs9mhTis8TrvW9Rte+dvv6kK1HvPbcx+y/x+Q1zRZMWeGm+jqY3DuEXP+Mm+vzgqmOvA8cue3sx+sihkBOkuoOobl1PXa9zJTH+tZzvXzXesa+b29jqzbNfd5D+pZd0/Y17dlTzmdYqUWfYWVPU15DQ/tHMzWtvXzfCOPS/axrH+7bP6ZsY0xJ+29uvKaZY3Ygr6rqcltKfdn1UzQdTnPr2/m7Hm86quaxKdtY2oFcd4xDbV7SprnP+/rxdqc51qmPbXftz7rt/fv3k5dti379ll6/haE39bG6sf1jq/VM7R/69oE522jfl/r+u0YKr789eE3/eJlc7d3/mkNOUrp26K6DMtfs9F3rWtIRbtWerjZdt2vOdua2Y0oHmnMHy+0teT1NfaO/3mf6Au+t+5c527D/HpPX9PptsCCQn8/nVRtUX3Z9zlL+U91Qp37rdj99+nRxbfTrt/T6SCnvX3tLaf9d48ivvz0c6XfH/v2vOeSwgfaf847kut1HbP+1+kqdOSv50uJTX6d9I4m5ymn/LY3XNNcEcm5qaO5Z3+Nbd0TtbYyNUtxiFOOWz3uL6TpwS1u9TiP6l622Yf/Ni9c0beaQc3NdO/fQm8weO/31NvraM/T40Poa1x1We31T1rF0XmLXeoeM/T6m1uqc2dOc1+nQa3Hr/qVrH1i6DftvWUp4TTOdQE6INQcidR1cMla75ACqoYNV1q5vyTqWPO+p6596/5LnDY01r++h+i32vanLbtG/LN2P7L/p8Zoef4xpTFmhOP7ECwCkxAg5xVnzJ14AgK0J5BRJAM+TK3UCcESmrAAAQCCBHAAAAgnkAAAQSCAHsuFKnQAckUAOAACBBHIAAAg0+7SHVVVdvp7P50UbVJ9/vQvvMOQvf/nL6fnz54tqj/D637O+WUfk9u3fDBk6paz3D1K39vU7ZKzeecjZnHN802fOm209X9p5t9Nj/6bPFvu31xdRoj8Mzg7ka0ZW1KuHp0+fDj7eHLjY9WYd/fqNrl+7DvsvkerX39D+DSnbu/83Qg7cVN8oxBZv1K7UCbH23L9hb5Gj5AI5EM70FMiX/RvGCeRAGKNmkC/7N0wnkAM398UXX1y+eqOG/Ni/YT7nIQdu6uXLl6evvvpqlzdrV+qEWHvu35AzI+TATVwfLNOMoNXab9x9oXPqcqfTl5OW23q7Wy0nyHBEfft3Y/r+C2USyIGbqM8v3Lxp1yNo9/f3nctNDaRdy3WNkK9Z362XE1I4qqn7d6Nr//D6p2SmrAA39erVq8sImjdfyI/9G5YRyIGba+aY1m/a3rh/YLoKObB/w3wCORCmftNu3riBvNi/YTqBHAi31WiaK3VCeoyWwzgHdQJJaMKmi4lAfuzfMMwIOZCUkv/MXeJzpiwl798wZHYgr6rqcltKfdn18P79+0nLdY2gRb9+S6+HNa5ff0bIOZq9+18j5EA2cr9S54sXL6KbAMAOZs8hP5/Pqzaovux6ePr06eLa6NdvdP3addh/ieT1x5Ht3f8bIQcAgEACOQAABBLIARLhQDeAMgnkAAAQyIWB2Nzd3V10E0jYhw8fdlu3K3Xuz/7NkLX7t9cXkfZ8fxojkLO5yBc0afNme3z2b/pssX97fREl+v3JlBWARLh6IUCZBHLgpqJHIYD92L85ssjXr0AOZCP3K3UaQQfIk0AOAACBBHIAAAgkkAMAQCCBHCARKZxnHIDbmx3Iq6q63JZSX3Y9vH//fnFt9Os3ur5ZR+T2YSmvP45s7/7fCDmQjdyv1Pn27dvoJgCwg9lX6jyfz6s2qL7senj69Oni2ujXb+n1sIbXH0e2d/9rhBwgEc4zDlAmgRwAAAIJ5EA2XKkTgCMSyAEAIJBADgAAgQRyAAAIJJADJMKVOgHKJJADAEAggRzIRu5X6jSCDpAngRwAAAIJ5ACJcJ5xgDIJ5AAAEEggB7LhSp0Mubu7i24CJMv+EevR3IKqqi5fz+fzog2qz7/eTs2Qv/zlL6fnz58vqj3C63/P+mYdkds/+v599Pan7sOHD72Pef9IX+k//7Wv3yFj9bMDOQx58+bN6d27d5db1479/v37y9enT58uWr/6Y9fXYbzujJ48ebKonlh/+MMfTn/+859Pf/vb3xa9cUe+/l6+fPn9/1+9enXz7ZdQX4eZTz/9dPH+7f0jrr7eP+r9ovl66+2nUL/29bvW3cPDQ//HAZjpf/7nf07ffvvt5QZd6s6uvj1+/HjzdddTVo586sN6SsrQqQ3HHt/bUffvL7744vTVV1999JXtrdm/j/r6Orr2/lDy/rHn+9MYI+Rsqn4R17f6UyYwT+rnGT/y/n1/f9/5lXQc+fV1dO39wf5xew7qBCBbXX9VqL93gCzYP1IikAPZOPJ0lSlSH0FPnZ8f9BPCYwnkAGRpaM69UUBKZ/9Ii0AOkAhvgNuZcgCs0EGp7B/pEcgBACCQQA5kw5U6qfWN/nX9/IwCUpo5p0+1f9yOQA4AAIEEcgCyseTiSUYBKcXYgZx999s/9ieQA5CNpac2dEpESmD/SJdADpAIb3oAZRLIAQAg0N3Dw8OH6EYAABBnyfEXbGf2CHlVVZfbUurVq1evXr169erVq/+BKSsAiXAmA4AymbICkAh/Mgai6H9iGSEHsuFKnQzx8wNSJZADAEAggRwAoHCmq8QSyAEAIJBADpAII1QAZRLIAQAgkNMeAgAUzmkPYxkhBwCAQAI5QCKcJxugTAI5AAAEEsiBbLhSJ0P8/IBUCeQAABBIIAcAKJwzrMR6NLegqqrL1/P5vGiD6tWvqe/7k3O7I+lb7u3btz/a/tr1zV2uef4vXry46Xa3Wi71n9/nn/92l+1utdyUn1/Xqceul7v+v9ff/PXVP4Oj9n/q1avPt352IIdI7TfkPn2f9JsdYmy5vvWN7VBz1zd3uXb7564v959few55bj+/OljWbfD6m7fd9usPIDUuDARkow7kr19/Gd2M3bhwB0CeBHIAgML5wB/LQZ0AABBIIOdQnEeYnHl9A5RJIAcAgEACOZANV+oE4IgEcgAACCSQAwAUzhlWYgnkAAAQSCDnUHyCJ2de3wBlEsgBACCQK3UCABTOlTpjGSEHAIBAAjmH4jzM5MzrG6BMswN5VVWX21Lq1a+pb9YRtX316tWrV69evfqt642QA9nI/UqdL168iG4CADtwUCeH4qAThtSB/PXrL6ObsdjY69vrH9iL/iWWEXIAgMIJ47EEcgAACCSQcyg+wZMzr2+AMgnkAAAQyEGdAACFc1BnLCPkAAAQSCDnUFzJkJx5fQOUSSAHAIBAAjmQjdyv1GkEHSBPAjkAAAQSyAEACucMK7EEcgAACCSQcyg+wZMzr2+AMs0O5FVVXW5LqVevXr365Y7cfvXq1atX380IOZCN16+/jG7Crt6+fRvdBCBTzuIU6+7h4eFDdCMAAIhTB3LT5uIYIedQfIInZ17fAGUSyAEAIJBADmTDlToBOCKBHAAAAgnkAACFc0BnrEfRDciNPynvz884H2/evDk9efLk9Pjx4+imAEAYgXwHHz44kySMubu7O7179+7yf4H8/xihAiiTKStAmDqQf/vtt9HNAIBQAjkQph4l31LuV+o0gg7sxXTQWKassFo7VG09Zed6/fW66+9TmxaUYpsAgGMwQs4qTRC9vm056tlefy3F4JtimzgeI1QAZRLIWaxvVDj3cLr1NAsAoGwCOburA2xz63rsepkpj/Wt53r5rvWMfd/exlZtmvu8Wc6VOgE4otlzyKuqunw9n8+LNlh6fWnao+hdo+rX913/f+p88Xb92nYOtXlJm7q+H9sm3aL33+j6Zh1Hbb8PFJC2o++jQ9e2iO7/xuod1MluukJmV6BdE0S71rUklG/Vnq42Xbdry+3AEXndA3s4+rUtZgfytSPDpddzDKaRpCl6/42uX7uOFNoPsJc6kNdh/NNPP/3osej+b6zeCDm0dE03gVtwnnGA5Y78fu2gThbrmx7S3Nf1+NZzpdvbGNsZb7Gz3uJ5A1y7Poh8j36uve4Ug8/WbUrh/YRyGCFnla7wOTSne49Qer2NvvYMPT60vkbXgZ3N/6esQxi/DVfqpERjB43vsf4U+7Q92tT3cxTG2ZpAzmpjneDQ42Od/NTznM9pw9JtbNHOOfUAY0q+HkTuz5GymLLCoRmlICdHP+UY6XI9iGXXg5gzBXHK8/eeRR8j5Bza2JQZgNK5HkT392PbXNP2Ke2Ba0bIOby6g7u+US5X6oQfG7ouQvu+rbaxdF23uh5E3zaH2nU9wj02X3/o2CLoY4QcAEiO6R2URCAHAJKS2vUgpk6TgaVMWQGAg3I9iG63vB7E3OcPXYyQAyTCecZZwvUgbnM9iLFT2c55ftAmkAPAwbkexPbXg9hi+1PXBaasANlwpU64vdJHg0t//mxj9gh5VVWXr+fzedEGS6i3c8I0L1++/NH37cDZd5q/qOXevn17+drs/7du3xH6P8pT+vUgSn/+RxHd/43Vm7KyAzsijKvfwH73u9+dfvazn53u7+87l2kH1qZDG1uuTztQ9+lbX3v7U7c7J1AbBeeISn/fK/35s97sQL52ZKT0emC56P1Xvf4POKbo/m+s3hxyIMzW07tyv1InAHkSyAEAIJBAfgNDo4CpHABat6PrFtGOJY8BAByVgzqDpXQgSEpt6ZJ6+wAAljBCfiC5jRDv+XxS+1ml1h7S5AwrAGUyQh7s+lLA1/c1msea+8YuFTxnO2vqru/vuzRxs0xXm5c8ny1+VkvaOqd2yiWcjfRTMh9Ogb0c+f1VIE9MX6gbC3xD62vqpy57vc2u7bbDeN9jQ8sufT7t9s75WS1t65Lvu7Q/MBy540hV7lfqzIHXPbCHo3/YF8gTtDaoLl3PHqPue7/5Tn2Oa9q69fMUzAGAa+aQJ6ZrGshczRlStgp619MtukaGo87KMvdntaat0WefoQzPnj2LbgLAYR35/dkIeYL6pk3cqn7JtqLMea5r2rrl8zQyDgBcM0KesWZke4tPjF3zsq9HzlO3pq1bPc/rv1wI4/twpU4AjsgI+Y10Bbo5Z/Jovp87ujpnBHlqG/vaNLWmq7bvTChD65z7s9qqrXNrm7YK4QBAF4H8BoaCWFeQXLquNXVT1jt0Sr8p9/edEWVqO7b4WW3Z1qntmLoMAFCm2YG8qqrL1/P5vGiDpdcDP/x14+XLlz+6v31hnL6DHIeWe/bs3zZd37W3b99evjb7/9r1zb0QUHT/pf8Djiq6/xurN0IO3FwzBejVq1en58+fn+7v7zuXawfWpkPrW66eQz50LvJ2oO7TF5Tb258aqJvlxjpkV+oEKNPsQL52ZKT0emC56P1Xvf4POKbo/m+s3llWgGy4UicARySQAwBAIIEcAAACCeQAABBIIAey4UqdAByRQA4AAIEEciCMK5gCgEAOAAChBHIAAAgkkANh7u7uopsAAOEEciAbrtQJwBEJ5AAAEEggBwCAQLMDeVVVl9tSpdcDy0Xvv+r1f8AxRfd/Y/WPFq+ZXg5Ugxj1lTrNIwfgaGYH8vP5vGqDJdS72AmMW/LB9Qj7v3qA9ET3f2P15pADAEAggRwAAAKZQw7AzTjGBtjLkacMC+Q3cv0mVL9g6u/XvHD63tQiXoxrnwtQDn0FsIejf9gXyG+gK7Bu8aaUwhtb+7kJ50RyhhUAjsgcciZrf/oUvgGAVBx5lFwg31nz4qi/Xr9QusJt3/3t2inbG7q/b519bR177FozHQe2VJ9fHAByZcrKzubMFx+b/tH1fXtbXdu7/n7ONq7/v8W8d5hLEAegBAJ5QubOxZ4bjvdYJ+yhCeJ//OO/Xr7+8pf/PrnOPHIAjkYgT9jSqR/Xo9ljo+qQknYQB4ASCOQJ22O02gg4qarDuCAOQIkE8kStnbPdVW8eOCn61a/+47t//0MYB6BYAnnCus5YMjb9ZMoc8aF1Tq3tqxH4merzz397+vWv/1sQB6B4swN5VVWXr+fzedEGS6zvCqhTLxQ09/4t1znWbiPuLFUfpDk3iE8944ozs6Sr/hAGECH1/GiEnFXaoVw4Z4o6jDdnTpkazOuzp6Teoaof9uzZs+/+9RcRgLbZgXxpR6w+X0I4S/zpT/92evXq1axgHr3/qtf/AccU3f+N1RshB0L95jf/dLq/v589Yg4AuRDIgSQ0F/RZMr8cAI7sJ9ENALhWB/M6lE+9Ouc1B3QCcERGyIHkXI+WA0DujJADyaqDeRPOASBXAjmQPKEcgJwJ5AAAEEggBwCAQAI5kA1TWwA4IoEcAAACCeQAABBIIAcAgEACOZANV+oE4IhmB/Kqqi63pUqvB5aL3n/V6/+AY4ru/8bqjZADAECgR3MLzufzqg2WXg8sF73/qtf/AccU3f+N1RshBwCKd3d3F90ECsl3jBkAABF5SURBVDZ7hJxxdmqY5sOHD9FN4Mb0j6TM6/PYjvyecvfw8HDc1ifo3bt339/s2NCv7jg//fTT72/kT/9Iql6+fHl69erV9185nqO/pxgh39iTJ08uXx8/fhzcEkhfvb80+wz50z+Soi+++OL01VdfXf5ff73+nmM58nuKEXIAoFjPnj07fZeFer+HW3BQJwBQpK7wXX9f3w+3JJAD2XClTmApIZxIAjkAUJyhqSlGybk1gRwAKMqUeeJCObckkAMAQCCBHAAoxpyzqBgl51YEcgAACOQ85ABAEZaeY9y5ydnb7EBeVdXl6/l8XrRB9erVq1evXr169erV/8CUFQAACGTKCgAABDJCDmTDlTqBpZxNhUgCOQAABBLIAQAgkEAOAACBBHIAAAgkkAMAQCCnPQQAgEBGyAEAIJBADgAAgQRyAAAIJJAD2XClTmApV+okkkAOAACBBHIAAAg0O5BXVXW5LaVevXr16tWrV69evfofGCEHAIBALgwEZKM+qPP16y+jmwEcUH1Q53eZKLoZFEogBwCAQKasAABAIIEcAAACCeQAABBIIAey4UqdwFKu1EkkgRwAAAIJ5AAAEEggBwCAQAI5AAAEEsgBACCQK3UCAEAgI+QAABBIIAcAgECzA3lVVZfbUurVq1evXr169erVq/+BEXIgG67UCSzlSp1EclAnkI06kL9+/WV0M4ADqgP5d5kouhkUygg5AAAEEsgBACCQQA4AAIEEcgAACOSgTgAACGSEHAAAAgnkAAAQSCAHAIBAAjmQDVfqBJZypU4iCeQAABBIIAcAgEACOQAABBLIAQAg0OxAXlXV5baUevXq1atXr169evXqf2CEHMjG69dfRjcBOKiHh4foJlCwu+9egB+iGwEAAKUyQg4AAIEEcgAACCSQA9lwpU5gKVfqJJJADgAAgQRyAAAIJJADAEAggRwAAAIJ5AAAEMiFgQAAIJARcgAACCSQAwBAIIEcAAACCeRANo54pc721QFdLRBi2PeINDuQV1V1uS2lXr169er7PTw8hG5fvXr16tXfvt4IOUCGpo72GRUEiOe0h0A26ikrr19/OXn5OowOjUj3Ldd833V/Y8r9Q+vuql2y7q7726YuBzmb2h/AHh5FNwDg1rYIqlOCdF9on/Om3xeyp7Sh+f/Y8526HAD7EMiBoiwdFW+bGrK3DLfX25kT7AVzgLQJ5EA2hqar7D19Y2gu9hbztLsCuPnfsB0fQIkkkANFmDqyvGQE+rqubcqc8DF9bZnaPnPJAdImkANFaeZ1N/9fu9z1snsE2aEwPrZNQRzgGJxlpTB9o3NT/xRuOcvltFx72S2Wm6o9X7tvmbnbGqpJ/fdhOcultBzckkAOZGPuaQ8BIAUuDAQAAIEEcgAACCSQAwBAIIG8MM5bDACQFoEcAAACOctKYfY6VzIAAMvMHiGvqupyW0p9bH2zjqjtq1evXr169erVq/8xU1YAACCQKSuFMWUFACAtRsgLI4yTs/pKnQBwNAI5AAAEEsgBACCQQA4AAIEE8sK4UicAQFoEcgAACOS0h4Vx2kMAgLQYIQcAgEACOQAABBLIAQAgkEBeGPPHyZkrdQJwRAI5AAAEEsgBACDQ7EBeVdXltpR69erVq1evXr169ep/YIS8MC9evIhuAgAAV1wYqDAuDETO6oM6X7/+MroZADCLQF4YgRwAIC2mrAAAQCCBHAAAAgnkAAAQSCAvjPnj5MyVOgE4okfRDZirPigRoMvnn/9WHwGwkEG7OIcL5LUPH5wYBvjYL3/57/oHgAXu7u6im1A0U1YAACCQQF4Yn4ABANIikAMAQCCBHMjGH//4r9FNAIDZBHIAAAgkkAMAQKDZgbyqqsttqbX1AADcVnT+y73eCHlhnKOZnNXnIQeAo5l9YaDz+bxqg2vrAQC4rej8l3u9EXIAAAgkkAMAQCCBvDCu1AkAkBaBHAAAAgnkQDZcqROAIxLIAQAgkEAOAACBBHIAAAgkkBfGlTrJmSt1AnBEAjkAAAQSyAEAIJBADgAAgQTywrhSJwBAWmYH8qqqLrel1tYDAHBb0fkv93oj5EA2XKkTgCO6e3h4ONR58J49e+bUfSvUU1b8/ACAa3U++C4TRjejWEbIAQAgkEAOAACBBPLCmK5CzlypE4AjEsgBACCQQA4AAIEEcgAACCSQF8aVOgEA0iKQAwBAIIEcyIYrdQJwRAI5AAAEEsgBACCQQA4AAIEE8sK4Uic5c6VOAI5odiCvqupyW2ptPQAAtxWd/3KvN0IOAACBHs0tOJ/Pqza4th4AgNuKzn+51xshL4wrdQIApEUgBwCAQAI5kA1X6gTgiARyAAAIJJADAECg2WdZYZ0UDqpMoQ2k7euvvz598sknpydPnkQ3BQCyJ5AHcLVMUlZ/YPvmm28u/z9aIK+v1GkeOQBHY8oK8JE6kP/1r3+NbgYAFEEgBz5iWhMA3I5AXoC9wlV7vXuGuD2fw/XtFtsEALhmDjmb2XNu/B7rrgN3e71d9wEA7MkIeeaagHmk0d5btLUveAvjAMCtGSEvWDus940W9z3et772fY3rx8bub29zzrqXtH2Koe1Nac/Wj/ExZ1gB4IhmB/Kqqi5fz+fzog2urWe66xDbhNOhKRpLHp+6/evv++4faufUdW/V9rnbG1r/nMe2bDPwY0f6SyFlSvkaENH5L/d6I+SFuw58XWF47PE+Xctdh+41+tY91Pa1lj7noceWfPAA1rE/kaojXwOC9WYH8rUj20bGb6M99eP6/hTekI44UjXU5uYDwdCHhbFpN3PWCUB+6kBeh/HPPvssuikfic5/udc7qDNjdYhr31LQBMyU2jRmSpubx7pCdt9jY7+joXXysfpKnQBHpa8vl0BeuOudf2wEd85IbVeI3Kqj6Vv3nHDfF3Jv2RkK2pC+vn30Vtd3uMU2b2Xv9t/y53P03wXpMYc8Q0PhtD3XeuxMJGvOVNIOnF3b7GrzlG32rXtN++Zsr93mpWdKGWqDM6wA147cD9xi6l3kz8fUQtYSyDM01in0HWw5d31T1jO1dst1T63fah1rHlvaNoAhKQXEPdqS0vODLZiyAgArNQdg902F63qs7+D7oW1MWff1eru2OdaWoWk6WzyPsfVNeQ5dj8352Y9tY6y2zRRE1jJCDgArLL3WwFjt0u32naJ2Tlvmtnvu85hS39eeqafgXbONLX9PMIUR8oItnUoBqXKlTqL0jbDu3c/OGV1f2patn8fQ6WH71jl3BHrJNqbcD3sxQg4AKyy91sCe2+2ypi0lTsco8TkTRyAHgJX6pjrc6swie4/GlzZi3DVlBfZkygoA7CClA/3WtGXr5zH1WhLtAzbXXmvCPHBSJpAD2XClTrZ2PS3k+tYePe2bOtJVP6Zre2PLDW13TVu2qJ2yvqGDU6c+vyXbmFpbG9qWsM9apqwAwIC1U0HmHDi41bUR5q5/7+tK9IXqMWt/Hmvq11xfAuYyQg4A7Cql6Tt7ENBZa/YIeVVVl6/n83nRBtfW5yDnTok8eHMBtqZfObbo/Jd7vSkrAXRKpMwHRiCa90lKMzuQrx3ZLnlkHADgiKLzX+715pADHznqKLkrdQJwRAI5AAAEEsgBACCQQA4AAIEEciAbrtQJwBE57SEAxTjqAcuUwekeyyWQA1AMgYdU+bBYNlNWAAAgkEAOAJAAo+TlEsgBACCQQA5kw5U6ATgigRwAAAIJ5AAAEGj2aQ+rqrp8PZ/Piza4th5gSN/FgdrTWSxX3nKff/7bzlpgXHT+y73+7uHhYdZJWaOf0LNnzw59Htn6COojt5/81a/R3//+96ef//znp1/84hfRzYHN6H9JWXTfW2//u0zY+3h0/su9fvYI+dqRbSPjAADHEp3/cq83hxwAAAIJ5AAAEEggBwCAQAI5AAAEEsgBACCQQA4AAIEEcgAACCSQAwBAIIEcAAACCeQAABBIIAcAgEACOQAABBLIAQAg0OxAXlXV5bbU2noAAG4rOv/lXm+EHAAAAj2aW3A+n1dtcG09AAC3FZ3/cq+fHchZ7+7uLroJMOjDhw/RTQCAYgjkAYQdUuYDIwDcljnkAAAQSCAHPmKUHABuRyAHAIBAAjkAAAQSyAE4JFOrgFwI5AAcUn3GqjqUC+bA0TntIQCH1ZxGtgnlY6eVFd5JmdMil0sgB+DwroP5UKgReEiVD4tlM2UFgGyYxgIckRFyALIydxoLpMIHyXIJ5ABkqR3MAVI1O5BXVXX5ej6fF21wbT2wnya4/PM///OP7m+PMPYFHMtZ7gjLAfNF57/c642QA99r5t/+/ve/P/385z8//eIXv+hdbur6LGe56OUEcyB1swP52pFtI+MA3EJ7DrlgDstF57/c642QA5AVB3MCRyOQA5CNsfOQA6RIIAfg8IyKA0cmkANwWII4kAOBHIBDMj0FyMVPohsAAEsI40AuBHIAAAgkkAMAQCCBHAAAAgnkAAAQSCAHAIBAAjkAAAQSyAEAINDsCwNVVXX5ej6fF21wbT1An+aqjeTj66+/Pn3yySenJ0+eRDcFihad/3Kvd6VOICsuFpOP+gPWP/zDP5z+67/+6/JVKAdyNTuQrx3ZNjIOwFT1B6w6mAvlECs6/+Vebw45AEmrQ/k//uM/XqavfPvtt9HNAdicQA5A8oRyIGcCOQCHIJQDuRLIgSLsdQaW9nr3PNOLs8gI5UCeBHKADe15lhdnkPk/QjmQG6c9DGCUi9TlFvzqfa45W8dRntuR2hrB2VeAnAjkN1aP6HzzzTeXm2BOiuqg89lnn10uxlKC67Bea4fgscf71te+r3H92Nj97W3OWfeSth+NUA7kQiC/sSbkeOMgZfXrNJdAfh1i+0bJr+9b8vjU7V9/33f/UDunrnurtqdgysBFPX1FKAeOTCC/sfrNor7VI5BAGq5DalcYHnu8T9dy16F7jb51D7X9aKa2vX7O9V8d6w+RAjlwRA7qBLJ1PfWjuV3fH63dLparD+7861//Gt0MgEWMkANZ6xplTSEAd003YTk/P+DIjJADxbsOc2MHTs6Zh319QGXXutboW/eRp6gAlMoIOZCloXDanms9diaSNWcqaQfnrm12tXnKNvvWDcCxzA7kVVVdvp7P50UbXFsPMMVYOO072HLu+qasZ2rtluueWl8aU1tIWcr7aHT+y73eCDkARXAdCFJW2jUg+LHZgXztyLaRcQAiuA4EqUv5GhDR+S/3eiPkQNGWTlXheFwHAkiVs6wAAEAggRwAAAIJ5AAAEEggBwCAQAI5AAAEEsgBACCQQA4AAIEEcgAACCSQAwBAIIEcAAACCeQAABBIIAcAgECzA3lVVZfbUmvrAQC4rej8l3u9EXIAAAj0aG7B+XxetcG19QAA3FZ0/su93gg5AAAEEsgBACCQQA4AAIEEcgAACCSQAwBAIIEcAAACCeQAABBIIAcAgEACOQAABBLIAQAgkEAOAACBBHIAAAgkkAMAQKDZgbyqqsttqbX1AADcVnT+y73eCDkAAAR6NLfgfD6v2uDaegAAbis6/+Veb4QcAAACCeQAABBIIAcAgEACOQAABJp9UCdAyu7u7qKbQIAPHz5ENwFgMYEcyMbXX399+uabby43wbwcdRj/7LPPTp988kl0UwAWEciBbDSB7MmTJ8Et4dbq371ADhyVQA5kow7i9a0eLQWAo3BQJwAABBLIAQAgkEAOAACBBHIAAAgkkAMAQKDZgbyqqsttqbX1AADcVnT+y73eCDkAAAS6e3h4ONT1hp89e+YSyQAAG6qvbvxdJoxuRrGMkAMAQCCBHAAAAgnkAAAQSCAHAIBAAjkAAAR6FN2AJeojgQEAIAeHO+0hAADkxJQVAAAI9Ohvf/tbdBsAAKBYd+/fvzdlBQAAgjz6yU/MWgEAgCiPnLEEAADiPPrP//zP0//+7/9GtwOAgv3d3/3d6ac//enp7//+709Pnz6Nbg7ATf1/hOqPP8mB4yYAAAAASUVORK5CYII=)