**Lab 1**

**Lab 1.1: Write a program that takes an integer value K (i.e. shift value between +/- 26) and a plaintext message and returns the corresponding Ceasar cipher. The program should also implement a decryption routine that reconstructs the original plaintext from the ciphertext.**

**Algorithm:**

**STEP-1**: Read the plain text from the user.

**STEP-2**: Read the key value from the user.

**STEP-3**: If the key is positive then encrypt the text by adding the key with each character in the plain text.

**STEP-4**: Else subtract the key from the plain text.

**STEP-5**: Display the cipher text obtained above.

**Source Code:**

#include <iostream>

#include <string>

using namespace std;

string caesarEncrypt(int k, const string& plaintext)

{

string ciphertext = "";

for (char ch : plaintext)

{

if (isalpha(ch))

{

char base = isupper(ch) ? 'A' : 'a';

ciphertext += static\_cast<char>((ch - base + k + 26) % 26 + base);

}

else

{

ciphertext += ch;

}

}

return ciphertext;

}

string caesarDecrypt(int k, const string& ciphertext) {

return caesarEncrypt(-k, ciphertext);

}

int main() {

int shiftValue;

string message;

cout << "Enter shift value (1 - 26): ";

cin >> shiftValue;

if (shiftValue < -26 || shiftValue > 26) {

cout << "Invalid shift value. Enter a value between 1 to 26." << endl;

return 1;

}

cin.ignore();

cout << "Enter plaintext: ";

getline(cin, message);

string encryptedMessage = caesarEncrypt(shiftValue, message);

cout << "Cipher text: " << encryptedMessage << endl;

string decryptedMessage = caesarDecrypt(shiftValue, encryptedMessage);

cout << "Decrypted plaintext: " << decryptedMessage << endl;

return 0;

}

**Output:**
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**Lab 1.2: Write a program that asks user for key and plain text and displays the corresponding Vigenere cipher**

**Algorithm:**

**STEP-1**: Arrange the alphabets in row and column of a 26\*26 matrix.

**STEP-2**: Circulate the alphabets in each row to position left such that the first letter is attached to last.

**STEP-3**: Repeat this process for all 26 rows and construct the final key matrix.

**STEP-4**: The keyword and the plain text is read from the user.

**STEP-5**: The characters in the keyword are repeated sequentially so as to match with

that of the plain text.

**STEP-6**: Pick the first letter of the plain text and that of the keyword as the row indices

and column indices respectively.

**STEP-7**: The junction character where these two meet forms the cipher character.

**STEP-8**: Repeat the above steps to generate the entire cipher text.

**Source Code:**

#include <iostream>

#include <string>

using namespace std;

string vigenereEncrypt(const string& key, const string& plaintext) {

string ciphertext = "";

int keyLength = key.length();

int index = 0;

for (char ch : plaintext) {

if (isalpha(ch)) {

char base = isupper(ch) ? 'A' : 'a';

char shift = key[index % keyLength];

shift = isupper(shift) ? shift - 'A' : shift - 'a';

ciphertext += static\_cast<char>((ch - base + shift + 26) % 26 + base);

index++;

} else {

ciphertext += ch;

}

}

return ciphertext;

}

int main() {

string key, plaintext;

cout << "Enter the key: ";

cin >> key;

cout << "Enter plaintext: ";

cin.ignore();

getline(cin, plaintext);

string encryptedMessage = vigenereEncrypt(key, plaintext);

cout << "Cipher: " << encryptedMessage << endl;

return 0;

}

**Output:**
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**Lab 1.3: Using the Rail Fence algorithm with depth 3, write a program to encrypt the message “I love my college”.**

**Algorithm:**

**STEP-1**: Read the Plain text.

**STEP-2**: Arrange the plain text in row columnar matrix format.

**STEP-3**: Now read the keyword depending on the number of columns of the plain text.

**STEP-4**: Arrange the characters of the keyword in sorted order and the corresponding

columns of the plain text.

**STEP-5**: Read the characters row wise or column wise in the former order to get the

cipher text

**Source Code:**

#include <stdio.h>

#include <string.h>

void railFenceEncrypt(char\* message, int depth) {

int len = strlen(message);

char fence[depth][len];

char encryptedMessage[len];

int row, col;

int direction = 1;

for (int i = 0; i < depth; i++) {

for (int j = 0; j < len; j++) {

fence[i][j] = '\0';

}

}

row = 0;

col = 0;

for (int i = 0; i < len; i++) {

fence[row][col] = message[i];

if (row == 0) {

direction = 1;

}

else if (row == depth - 1) {

direction = -1;

}

row += direction;

col++;

}

int index = 0;

for (int i = 0; i < depth; i++) {

for (int j = 0; j < len; j++) {

if (fence[i][j] != '\0') {

encryptedMessage[index++] = fence[i][j];

}

}

}

encryptedMessage[len] = '\0';

printf("Encrypted message: %s\n", encryptedMessage);

}

int main() {

char message[] = "I love my college";

int depth = 3;

railFenceEncrypt(message, depth);

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Lab 1.4: Write a program to demonstrate the calculation of initial permutation of a plain text in DES algorithm.**

**Algorithm:**

**STEP 1:** First provide 64-bit plain text as input.

**STEP 2:** Then initialize initial permutation (IP) table.

* Create a lookup table (IP table) with 64 elwements, where each element holds a unique integer value from 1 to 64, representing the new position of a corresponding bit in the permuted output.
* The specific values in the IP table are fixed as defined in the DES specification.

**STEP 3:** Iterate through each bit of the input plaintext block:

* Retrieve the current bit's position in the block (index).
* Use the IP table to lookup the new position for this bit.
* Place the bit at the corresponding new position in a new 64-bit output block.

**STEP 4:** Return the 64-bit output block as the permuted plaintext.

**Source Code:**

#include <stdio.h>

int initial\_permutation\_table[] = {

58, 50, 42, 34, 26, 18, 10, 2,

60, 52, 44, 36, 28, 20, 12, 4,

62, 54, 46, 38, 30, 22, 14, 6,

64, 56, 48, 40, 32, 24, 16, 8,

57, 49, 41, 33, 25, 17, 9, 1,

59, 51, 43, 35, 27, 19, 11, 3,

61, 53, 45, 37, 29, 21, 13, 5,

63, 55, 47, 39, 31, 23, 15, 7

};

void initial\_permutation(char\* plain\_text, char\* initial\_permuted\_text) {

for (int i = 0; i < 64; i++) {

int bit\_position = initial\_permutation\_table[i] - 1;

int byte\_position = bit\_position / 8;

int bit\_offset = 7 - (bit\_position % 8);

char bit = (plain\_text[byte\_position] >> bit\_offset) & 1;

initial\_permuted\_text[i / 8] |= (bit << (7 - (i % 8)));

}

}

int main() {

char plain\_text[] = "kafleaz9098";

char initial\_permuted\_text[8] = {0}; // Initialize with zeros

initial\_permutation(plain\_text, initial\_permuted\_text);

printf("Plaintext: %s\n", plain\_text);

printf("Initial Permuted Text: ");

for (int i = 0; i < 8; i++) {

printf("%02X ", (unsigned char)initial\_permuted\_text[i]);

}

printf("\n");

return 0;

}

**Output:**
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