**Lab 2**

**Lab 2.1: Write a program to implement the DES key generation process to generate subkeys. Also, show the subkeys generated at each round.**

**Algorithm:**

DES key generation process to generate subkeys:

1. Input:
   1. Accept a 64-bit key as input.
2. Initial permutation (PC1):
   1. Apply the PC1 (Permuted Choice 1) table to permute the 64-bit key, rearranging its bits to create a 56-bit key.
3. Key splitting:
   1. Divide the 56-bit key into two halves of 28 bits each, C0 and D0.
4. Round key generation loop:
5. Repeat the following steps for 16 rounds:
   1. Left shift:
      1. Shift C0 and D0 left by 1 or 2 bits according to the round number (specified in the DES specification).
   2. Permutation (PC2):
      1. Combine C0 and D0 back into a 56-bit key.
      2. Apply the PC2 (Permuted Choice 2) table to select 48 bits from the 56-bit key, forming the subkey for this round.
   3. Output:
      1. Display or store the generated 48-bit subkey.
6. Output:
   1. After 16 rounds, you'll have 16 distinct 48-bit subkeys.

**Source Code:**

#include<iostream>

#include<string>

#include<bitset>

using namespace std;

string round\_keys[16];

// circular left shift by one

string C\_L\_Shift\_Once(string key\_chunk)

{

string shifted = "";

for (int i = 1; i < 28; i++)

{

shifted += key\_chunk[i];

}

shifted += key\_chunk[0];

return shifted;

}

// circular left shift by two

string C\_L\_Shift\_Twice(string key\_chunk)

{

string shifted = "";

for (int i = 0; i < 2; i++)

{

for (int j = 1; j < 28; j++)

{

shifted += key\_chunk[j];

}

shifted += key\_chunk[0];

key\_chunk = shifted;

shifted = "";

}

return key\_chunk;

}

void key\_generate(string key)

{

// initial permutation table to convert the key in 56bits

int ip[56] = {

57,49,41,33,25,17,9,

1,58,50,42,34,26,18,

10,2,59,51,43,35,27,

19,11,3,60,52,44,36,

63,55,47,39,31,23,15,

7,62,54,46,38,30,22,

14,6,61,53,45,37,29,

21,13,5,28,20,12,4

};

// compression permutation table to compress the key in 48bits

int cp[48] = {

14,17,11,24,1,5,

3,28,15,6,21,10,

23,19,12,4,26,8,

16,7,27,20,13,2,

41,52,31,37,47,55,

30,40,51,45,33,48,

44,49,39,56,34,53,

46,42,50,36,29,32

};

// compressing the Key to 56 bit using compression permutation table

string perm\_key ="";

for(int i = 0; i < 56; i++)

{

perm\_key+= key[ip[i]-1];

}

// dividing the the 56 key into two part

string left = perm\_key.substr(0, 28);

string right = perm\_key.substr(28, 56);

// generating 16 round key

for (int i = 0; i < 16; i++)

{

// one left circular for 1, 2, 9, 16

if (i == 0 || i == 1|| i == 8 || i == 15)

{

left = C\_L\_Shift\_Once(left);

right = C\_L\_Shift\_Once(right);

}

else

{

left = C\_L\_Shift\_Twice(left);

right = C\_L\_Shift\_Twice(right);

}

// key chunks are combined

string combined\_key = left + right;

string round\_key = "";

for (int i = 0; i < 48; i++)

{

round\_key += combined\_key[cp[i]-1];

}

round\_keys[i] = round\_key;

cout << "Key "<< i+1 << ":" << round\_keys[i] << endl;

}

}

string TextToBinaryString(string words)

{

string binaryString = "";

for (char& \_char : words) {

binaryString +=bitset<8>(\_char).to\_string();

}

return binaryString;

}

int main()

{

string key, Plain\_Text, key\_bin;

cout << "Enter the key to encrypt" << endl;

cin >> key;

key\_bin = TextToBinaryString(key).substr(0, 64);

key\_generate(key\_bin);

}

**Output:**
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**Lab 2.2** **Implement the initial permutation of the DES algorithm by applying the initial permutation to a given plaintext block and observe the result.:**

**Algorithm:**

1. Define the IP table:
   1. Create a list or array specifying the new position for each bit in the permuted output.
   2. The IP table for DES is fixed and can be found in cryptography references.
2. Input plaintext block:
   1. Obtain the 64-bit plaintext block to be permuted.
3. Apply IP:
   1. Iterate through the 64 bits of the plaintext block:
      1. For each bit, look up its new position in the IP table.
      2. Place the bit at that new position in the output block.
4. Observe the permuted block:
   1. The resulting 64-bit block is the output of the initial permutation.

**Source Code:**

#include<iostream>

#include<string>

#include<bitset>

using namespace std;

void initial\_permutation(string Plain\_Text)

{

//Assuming each character is 1 bit instead of 1 byte

int initial\_perm[64] = {

58, 50, 42, 34, 26, 18, 10, 2,

60, 52, 44, 36, 28, 20, 12, 4,

62, 54, 46, 38, 30, 22, 14, 6,

64, 56, 48, 40, 32, 24, 16, 8,

57, 49, 41, 33, 25, 17, 9, 1,

59, 51, 43, 35, 27, 19, 11, 3,

61, 53, 45, 37, 29, 21, 13, 5,

63, 55, 47, 39, 31, 23, 15, 7

};

string Encrypt;

for(int i=0;i<64;i++){

Encrypt += Plain\_Text[initial\_perm[i]];

}

cout << Encrypt;

cout<<"\n";

}

string TextToBinaryString(string words)

{

string binaryString = "";

for (char& \_char : words) {

binaryString +=bitset<8>(\_char).to\_string();

}

return binaryString;

}

int main()

{

string Plain\_Text, Plain\_Text\_bin;

cout << "Enter the Plain text to encrypt" << endl;

cin >> Plain\_Text;

cout<<"Plaintext: " << Plain\_Text <<endl;

Plain\_Text\_bin = TextToBinaryString(Plain\_Text).substr(0, 64);

initial\_permutation(Plain\_Text\_bin);

}

**Output:**

![](data:image/png;base64,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)

**Lab 2.3: Write a program to apply the round function to a given 32-bit data and subkey, and display the intermediate results.**

**Algorithm:**

1. Expand data: Apply the E-box permutation to the 32-bit data, resulting in a 48-bit expanded block.
2. XOR with subkey: Perform bitwise XOR between the expanded data and the 48-bit subkey.
3. Split into blocks: Divide the 48-bit output into 8 blocks of 6 bits each.
4. Substitute blocks: Apply S-boxes:
   1. For each 6-bit block:
      1. Use the corresponding S-box (S1 to S8) to replace the block with its 4-bit output.
      2. Access the S-box using the first and last bits of the 6-bit block as row and column indices.
5. Permute substituted blocks: Apply the P-box permutation to rearrange the 32 bits resulting from the S-box substitutions.
6. Return output: The final 32-bit output after the P-box is the round function's output (Right Half).

**Source Code:**

#include<iostream>

#include<string>

#include<bitset>

#include<cmath>

using namespace std;

string convertDecimalToBinary(int decimal)

{

string binary;

while (decimal != 0)

{

if (decimal % 2 == 0) {

binary = "0" + binary;

}

else

{

binary = "1" + binary;

}

decimal = decimal / 2;

}

while(binary.length() < 4){

binary = "0" + binary;

}

return binary;

}

int convertBinaryToDecimal(string binary)

{

int decimal = 0;

int counter = 0;

int size = binary.length();

for(int i = size-1; i >= 0; i--)

{

if(binary[i] == '1'){

decimal += pow(2, counter);

}

counter++;

}

return decimal;

}

string Xor(string a, string b){

string result = "";

int size = b.size();

for(int i = 0; i < size; i++){

if(a[i] != b[i]){

result += "1";

}

else{

result += "0";

}

}

return result;

}

void round\_function(string Right\_Plain\_text, const string Round\_key) {

int expansion\_table[48] = {

32,1,2,3,4,5,4,5,

6,7,8,9,8,9,10,11,

12,13,12,13,14,15,16,17,

16,17,18,19,20,21,20,21,

22,23,24,25,24,25,26,27,

28,29,28,29,30,31,32,1

};

int substition\_boxes[8][4][16]=

{{

14,4,13,1,2,15,11,8,3,10,6,12,5,9,0,7,

0,15,7,4,14,2,13,1,10,6,12,11,9,5,3,8,

4,1,14,8,13,6,2,11,15,12,9,7,3,10,5,0,

15,12,8,2,4,9,1,7,5,11,3,14,10,0,6,13

},

{

15,1,8,14,6,11,3,4,9,7,2,13,12,0,5,10,

3,13,4,7,15,2,8,14,12,0,1,10,6,9,11,5,

0,14,7,11,10,4,13,1,5,8,12,6,9,3,2,15,

13,8,10,1,3,15,4,2,11,6,7,12,0,5,14,9

},

{

10,0,9,14,6,3,15,5,1,13,12,7,11,4,2,8,

13,7,0,9,3,4,6,10,2,8,5,14,12,11,15,1,

13,6,4,9,8,15,3,0,11,1,2,12,5,10,14,7,

1,10,13,0,6,9,8,7,4,15,14,3,11,5,2,12

},

{

7,13,14,3,0,6,9,10,1,2,8,5,11,12,4,15,

13,8,11,5,6,15,0,3,4,7,2,12,1,10,14,9,

10,6,9,0,12,11,7,13,15,1,3,14,5,2,8,4,

3,15,0,6,10,1,13,8,9,4,5,11,12,7,2,14

},

{

2,12,4,1,7,10,11,6,8,5,3,15,13,0,14,9,

14,11,2,12,4,7,13,1,5,0,15,10,3,9,8,6,

4,2,1,11,10,13,7,8,15,9,12,5,6,3,0,14,

11,8,12,7,1,14,2,13,6,15,0,9,10,4,5,3

},

{

12,1,10,15,9,2,6,8,0,13,3,4,14,7,5,11,

10,15,4,2,7,12,9,5,6,1,13,14,0,11,3,8,

9,14,15,5,2,8,12,3,7,0,4,10,1,13,11,6,

4,3,2,12,9,5,15,10,11,14,1,7,6,0,8,13

},

{

4,11,2,14,15,0,8,13,3,12,9,7,5,10,6,1,

13,0,11,7,4,9,1,10,14,3,5,12,2,15,8,6,

1,4,11,13,12,3,7,14,10,15,6,8,0,5,9,2,

6,11,13,8,1,4,10,7,9,5,0,15,14,2,3,12

},

{

13,2,8,4,6,15,11,1,10,9,3,14,5,0,12,7,

1,15,13,8,10,3,7,4,12,5,6,11,0,14,9,2,

7,11,4,1,9,12,14,2,0,6,10,13,15,3,5,8,

2,1,14,7,4,10,8,13,15,12,9,0,3,5,6,11

}};

// The permutation table

int permutation\_tab[32] = {

16,7,20,21,29,12,28,17,

1,15,23,26,5,18,31,10,

2,8,24,14,32,27,3,9,

19,13,30,6,22,11,4,25

};

// Apply the expansion permutation.The right half of the plain text is expanded

string right\_expanded="";

for(int i = 0; i < 48; i++) {

right\_expanded += Right\_Plain\_text[expansion\_table[i]];

}

// XOR with the round key.

string xored = Xor(Round\_key, right\_expanded);

string res = "";

// Apply the S-boxes.

string S\_box\_outputs(32, '\0');

for (int i = 0; i < 8; i++) {

string row1= xored.substr(i\*6,1) + xored.substr(i\*6 + 5,1);

int row = convertBinaryToDecimal(row1);

string col1 = xored.substr(i\*6 + 1,1) + xored.substr(i\*6 + 2,1) + xored.substr(i\*6 + 3,1) + xored.substr(i\*6 + 4,1);;

int col = convertBinaryToDecimal(col1);

int val = substition\_boxes[i][row][col];

res += convertDecimalToBinary(val);

}

// Apply the P-box permutation.

string perm2 ="";

for(int i = 0; i < 32; i++){

perm2 += res[permutation\_tab[i]-1];

}

cout << perm2 <<endl;

}

string TextToBinaryString(string words)

{

string binaryString = "";

for (char& \_char : words) {

binaryString +=bitset<8>(\_char).to\_string();

}

return binaryString;

}

int main()

{

string key, Plain\_Text, key\_bin, binary\_plaintext, ciphertext;

cout << "Enter the Plain text to encrypt" << endl;

cin >> Plain\_Text;

binary\_plaintext = TextToBinaryString(Plain\_Text).substr(0, 64);

string left\_half = binary\_plaintext.substr(0, 32);

string right\_half = binary\_plaintext.substr(32, 32);

for (int i = 0; i < 16; i++)

{

// Get the round key.

string round\_key = "";

for (int j = 0; j < 48; j++)

{

round\_key += binary\_plaintext[48 \* i + j];

}

//cout << "Round " << i + 1 << " Key: ";

// Apply the round function.

round\_function(right\_half, round\_key);

// Swap the left and right halves.

string temp = left\_half;

left\_half = right\_half;

right\_half = temp;

}

ciphertext = left\_half + right\_half;

cout<<"\n";

cout <<"Ciphertext:" <<ciphertext << endl;

}

**Output:**
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**Lab 2.4: Implement the IDEA key scheduling algorithm to generate subkeys from the main encryption key.**

**Algorithm:**

1. Input:
   1. The 128-bit main encryption key (K)
2. Initialization:
   1. Divide K into eight 16-bit subkeys: K1, K2, ..., K8
   2. Create a 128-bit key register (KR) and initialize it with K
3. 3. Key Scheduling Loop:
   1. Repeat the following steps eight times:
      1. Rotate: Rotate the 16 bits in KR left by 25 bits (equivalent to a left circular shift by 9 bits)
4. Split:
   1. Divide KR into eight 16-bit subkeys: KR1, KR2, ..., KR8
5. Output Subkeys:
   1. Use KR1, KR2, ..., KR8 as the subkeys for the next eight rounds of IDEA encryption
6. Output:
   1. The 52 subkeys generated from the key scheduling algorithm

**Source Code:**

#include<iostream>

#include<string>

#include<bitset>

using namespace std;

const int KEY\_SIZE = 128;

const int ROUNDS = 8;

// IDEA round keys as strings

string subkeys[ROUNDS][6];

// Function to rotate a string left by n bits

string rotateLeft(const string& str, int n) {

return str.substr(n) + str.substr(0, n);

}

// IDEA key scheduling function

void IDEA\_key\_schedule(string main\_key) {

for (int round = 0; round < ROUNDS; ++round) {

for (int i = 0; i < 6; ++i) {

subkeys[round][i] = main\_key.substr(0, 16);

main\_key = rotateLeft(main\_key, 25);

}

}

}

string TextToBinaryString(string words)

{

string binaryString = "";

for (char& \_char : words) {

binaryString +=bitset<8>(\_char).to\_string();

}

return binaryString;

}

int main() {

string main\_key, key\_bin;

cout << "Enter the key to encrypt" << endl;

cin >> main\_key;

key\_bin = TextToBinaryString(main\_key).substr(0, 128);

IDEA\_key\_schedule(key\_bin);

// Output the generated subkeys

cout << "Generated Subkeys:" << endl;

for (int round = 0; round < ROUNDS; ++round) {

cout << "Round " << round + 1 << ": ";

for (int i = 0; i < 6; ++i) {

cout << subkeys[round][i] << " ";

}

cout << endl;

}

return 0;

}

**Output:**
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**Lab 2.5: Write a program to implement the AES SubBytes and ShiftRows operations for encryption. Apply these operations to a given state matrix and show the results.**

**Algorithm:**

SubBytes:

1. Input: A 4x4 state matrix representing the current state of the data.
2. Process each byte:
   1. Iterate through each byte in the state matrix.
   2. Use the S-box (a fixed 16x16 lookup table) to substitute the current byte with the corresponding value in the S-box.

ShiftRows:

1. Shift rows cyclically:
   1. Row 1: Keep it unchanged.
   2. Row 2: Shift all bytes one position to the left.
   3. Row 3: Shift all bytes two positions to the left.
   4. Row 4: Shift all bytes three positions to the left.

**Source Code:**

#include<iostream>

#include<vector>

#include<string>

#include<bitset>

using namespace std;

// S-box for SubBytes operation (hexadecimal representation)

const unsigned char sBox[256] = {

// S-box values (in hexadecimal)

0x63, 0x7C, 0x77, 0x7B, 0xF2, 0x6B, 0x6F, 0xC5, 0x30, 0x01, 0x67, 0x2B, 0xFE, 0xD7, 0xAB, 0x76,

0xCA, 0x82, 0xC9, 0x7D, 0xFA, 0x59, 0x47, 0xF0, 0xAD, 0xD4, 0xA2, 0xAF, 0x9C, 0xA4, 0x72, 0xC0,

0xB7, 0xFD, 0x93, 0x26, 0x36, 0x3F, 0xF7, 0xCC, 0x34, 0xA5, 0xE5, 0xF1, 0x71, 0xD8, 0x31, 0x15,

0x04, 0xC7, 0x23, 0xC3, 0x18, 0x96, 0x05, 0x9A, 0x07, 0x12, 0x80, 0xE2, 0xEB, 0x27, 0xB2, 0x75,

0x09, 0x83, 0x2C, 0x1A, 0x1B, 0x6E, 0x5A, 0xA0, 0x52, 0x3B, 0xD6, 0xB3, 0x29, 0xE3, 0x2F, 0x84,

0x53, 0xD1, 0x00, 0xED, 0x20, 0xFC, 0xB1, 0x5B, 0x6A, 0xCB, 0xBE, 0x39, 0x4A, 0x4C, 0x58, 0xCF,

0xD0, 0xEF, 0xAA, 0xFB, 0x43, 0x4D, 0x33, 0x85, 0x45, 0xF9, 0x02, 0x7F, 0x50, 0x3C, 0x9F, 0xA8,

0x51, 0xA3, 0x40, 0x8F, 0x92, 0x9D, 0x38, 0xF5, 0xBC, 0xB6, 0xDA, 0x21, 0x10, 0xFF, 0xF3, 0xD2,

0xCD, 0x0C, 0x13, 0xEC, 0x5F, 0x97, 0x44, 0x17, 0xC4, 0xA7, 0x7E, 0x3D, 0x64, 0x5D, 0x19, 0x73,

0x60, 0x81, 0x4F, 0xDC, 0x22, 0x2A, 0x90, 0x88, 0x46, 0xEE, 0xB8, 0x14, 0xDE, 0x5E, 0x0B, 0xDB,

0xE0, 0x32, 0x3A, 0x0A, 0x49, 0x06, 0x24, 0x5C, 0xC2, 0xD3, 0xAC, 0x62, 0x91, 0x95, 0xE4, 0x79,

0xE7, 0xC8, 0x37, 0x6D, 0x8D, 0xD5, 0x4E, 0xA9, 0x6C, 0x56, 0xF4, 0xEA, 0x65, 0x7A, 0xAE, 0x08,

0xBA, 0x78, 0x25, 0x2E, 0x1C, 0xA6, 0xB4, 0xC6, 0xE8, 0xDD, 0x74, 0x1F, 0x4B, 0xBD, 0x8B, 0x8A,

0x70, 0x3E, 0xB5, 0x66, 0x48, 0x03, 0xF6, 0x0E, 0x61, 0x35, 0x57, 0xB9, 0x86, 0xC1, 0x1D, 0x9E,

0xE1, 0xF8, 0x98, 0x11, 0x69, 0xD9, 0x8E, 0x94, 0x9B, 0x1E, 0x87, 0xE9, 0xCE, 0x55, 0x28, 0xDF,

0x8C, 0xA1, 0x89, 0x0D, 0xBF, 0xE6, 0x42, 0x68, 0x41, 0x99, 0x2D, 0x0F, 0xB0, 0x54, 0xBB, 0x16

};

// Shift positions for ShiftRows operation

const int shiftPositions[4][4] = {

{0, 1, 2, 3},

{1, 2, 3, 0},

{2, 3, 0, 1},

{3, 0, 1, 2}

};

// Function to apply SubBytes operation

void SubBytes(vector<vector<uint8\_t>>& state) {

for (int row = 0; row < 4; row++) {

for (int col = 0; col < 4; col++) {

state[row][col] = sBox[state[row][col]];

}

}

}

// Function to apply ShiftRows operation

void ShiftRows(vector<vector<uint8\_t>>& state) {

vector<vector<uint8\_t>> tempState = state;

for (int row = 0; row < 4; row++) {

for (int col = 0; col < 4; col++) {

state[row][col] = tempState[row][shiftPositions[row][col]];

}

}

}

// Function to convert a 128-bit hexadecimal string to a 4x4 state matrix

vector<vector<uint8\_t>> HexStringToStateMatrix(const string& hexString) {

vector<vector<uint8\_t>> state(4, vector<uint8\_t>(4, 0));

if (hexString.length() < 32) {

cout << "Input must be a 128-bit hexadecimal string." << endl;

return state;

}

for (int i = 0; i < 32; i += 2) {

string byteStr = hexString.substr(i, 2);

state[i / 8][i % 8 / 2] = stoul(byteStr, nullptr, 16);

}

return state;

}

// Function to display the state matrix

void DisplayState(const vector<vector<uint8\_t>>& state) {

for (int row = 0; row < 4; row++) {

for (int col = 0; col < 4; col++) {

cout << hex << static\_cast<int>(state[row][col]) << " ";

}

cout << endl;

}

}

string BinaryToHex(string binaryStr) {

string hexStr = "";

int numBits = binaryStr.size();

// Ensure the binary string length is a multiple of 4 (for easy conversion to hex)

int padding = (4 - numBits % 4) % 4;

string paddedBinaryStr = string(padding, '0') + binaryStr;

for (int i = 0; i < numBits; i += 4) {

string nibble = paddedBinaryStr.substr(i, 4);

int decimalValue = stoi(nibble, nullptr, 2);

hexStr += "0123456789ABCDEF"[decimalValue];

}

return hexStr;

}

string TextToBinaryString(string words)

{

string binaryString = "";

for (char& \_char : words) {

binaryString +=bitset<8>(\_char).to\_string();

}

return binaryString;

}

int main() {

string key, Plain\_Text, key\_bin, binary\_plaintext, ciphertext, hex\_plainText;

cout << "Enter the Plain text to encrypt (text must be of 128-bit)" << endl;

cin >> Plain\_Text;

binary\_plaintext = TextToBinaryString(Plain\_Text).substr(0, 128);

hex\_plainText = BinaryToHex(binary\_plaintext);

vector<vector<uint8\_t>> state = HexStringToStateMatrix(hex\_plainText);

if (state.empty()) {

return 1;

}

cout << "Original State:" << endl;

DisplayState(state);

cout << "After SubBytes:" << endl;

SubBytes(state);

DisplayState(state);

cout << "After ShiftRows:" << endl;

ShiftRows(state);

DisplayState(state);

return 0;

}

**Output:**
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**Lab 2.6: Write a program to implement the AES MixColumns operation for encryption. Apply the operation to a given state matrix and round key, and show the results.**

**Algorithm:**

1. Input: A 4x4 state matrix representing the current state of the data.
2. Process each column:
3. For each column in the state matrix:
   1. Treat the column as a 4-term polynomial over the finite field GF(2^8).
   2. Multiply the polynomial by a fixed 4x4 matrix (defined in AES specifications) using special finite field multiplication rules.
   3. Replace the original column with the resulting column.

**Source Code:**

#include <stdio.h>

#include <stdint.h>

// AES MixColumns operation

void mixColumns(uint8\_t state[4][4]) {

uint8\_t tmp[4];

for (int c = 0; c < 4; c++) {

for (int i = 0; i < 4; i++) {

tmp[i] = state[i][c];

}

state[0][c] = (uint8\_t)(tmp[0] ^ tmp[1] ^ tmp[2] ^ tmp[3]);

uint8\_t t = tmp[0] ^ tmp[1];

state[0][c] ^= 0x02 \* tmp[0] ^ 0x03 \* t;

state[1][c] = (uint8\_t)(t ^ tmp[2] ^ tmp[3]);

t = tmp[1] ^ tmp[2];

state[1][c] ^= 0x02 \* tmp[1] ^ 0x03 \* t;

state[2][c] = (uint8\_t)(t ^ tmp[0] ^ tmp[3]);

t = tmp[2] ^ tmp[3];

state[2][c] ^= 0x02 \* tmp[2] ^ 0x03 \* t;

state[3][c] = (uint8\_t)(t ^ tmp[1] ^ tmp[0]);

t = tmp[3] ^ tmp[0];

state[3][c] ^= 0x02 \* tmp[3] ^ 0x03 \* t;

}

}

void displayState(uint8\_t state[4][4]) {

printf("State Matrix:\n");

for (int i = 0; i < 4; i++) {

for (int j = 0; j < 4; j++) {

printf("%02X ", state[i][j]);

}

printf("\n");

}

int main() {

// Example state matrix (4x4)

uint8\_t state[4][4] = {

{0x32, 0x88, 0x31, 0xe0},

{0x43, 0x5a, 0x31, 0x37},

{0xf6, 0x30, 0x98, 0x07},

{0xa8, 0x8d, 0xa2, 0x34}

};

// Example round key (4x4)

uint8\_t roundKey[4][4] = {

{0x2b, 0x28, 0xab, 0x09},

{0x7e, 0xae, 0xf7, 0xcf},

{0x15, 0xd2, 0x15, 0x4f},

{0x16, 0xa6, 0x88, 0x3c}

};

printf("Original State:\n");

displayState(state);

// Apply MixColumns operation

mixColumns(state);

printf("\nAfter MixColumns:\n");

displayState(state);

return 0;

}**Output:**
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**Lab 3**

**Lab 3.1: Write a program to implement the Miller-Rabin primality test. Test it with various values of 'n'.**

**Algorithm:**

bool isPrime(int n, int k)

1. Handle base cases for n < 3
2. If n is even, return false.
3. Find an odd number d such that n-1 can be written as d\*2r. Note that since n is odd, (n-1) must be even and r must be greater than 0.
4. Do following k times
   * if (millerTest(n, d) == false)
   * return false
5. Return true.

**Source Code:**

#include <iostream>

#include <stdlib.h>

using namespace std;

long long mulmod(long long, long long, long long);

long long modulo(long long, long long, long long);

bool Miller(long long, int);

int main()

{

// generateHeader("Program to implement Miller Rabin primality test");

do

{

int iteration = 10;

long long num;

cout << "Enter integer to test primality: ";

cin >> num;

if (Miller(num, iteration))

cout << num << " is prime" << endl;

else

cout << num << " is not prime" << endl;

char choice;

cout << "Do you want to continue? (y/n): ";

cin >> choice;

if (choice == 'n' || choice == 'N')

break;

} while (true);

cin.get();

return 0;

}

long long mulmod(long long a, long long b, long long m)

{

long long x = 0,

y = a % m;

while (b > 0)

{

if (b % 2 == 1)

{

x = (x + y) % m;

}

y = (y \* 2) % m;

b /= 2;

}

return x % m;

}

long long modulo(long long base, long long e, long long m)

{

long long x = 1;

long long y = base;

while (e > 0)

{

if (e % 2 == 1)

x = (x \* y) % m;

y = (y \* y) % m;

e = e / 2;

}

return x % m;

}

bool Miller(long long p, int iteration)

{

if (p < 2)

{

return false;

}

if (p != 2 && p % 2 == 0)

{

return false;

}

long long s = p - 1;

while (s % 2 == 0)

{

s /= 2; }

for (int i = 0; i < iteration; i++)

{

long long a = rand() % (p - 1) + 1, temp = s;

long long mod = modulo(a, temp, p);

while (temp != p - 1 && mod != 1 && mod != p - 1)

{

mod = mulmod(mod, mod, p);

temp \*= 2;

}

if (mod != p - 1 && temp % 2 == 0)

{

return false;

}

}

return true;

}

**Output:**
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**Lab 3.2: Calculate φ(n) (Euler's Totient Function) for a given positive integer 'n.' Verify its correctness for multiple values of 'n.**

**Algorithm:**

**Source Code:**

#include <iostream>

using namespace std;

void computeTotient(int);

int main()

{

// generateHeader("Program to compute Totient value.");

int n;

do

{

cout << "Enter a positive integer: ";

cin >> n;

computeTotient(n);

cout << "Do you want to continue? (y/n): ";

char ch;

cin >> ch;

if (ch == 'n' || ch == 'N')

break;

} while (true);

return 0;

}

void computeTotient(int n)

{

long long phi[n + 1];

for (int i = 1; i <= n; i++)

phi[i] = i; // indicates not evaluated yet and initializes for product formula.

for (int p = 2; p <= n; p++)

{

// If phi[p] is not computed already, then number p is prime

if (phi[p] == p)

{

phi[p] = p - 1;

for (int i = 2 \* p; i <= n; i += p)

{

// Add contribution of p to its multiple i by multiplying with (1 - 1/p)

phi[i] = (phi[i] / p) \* (p - 1);

}

}

}

cout << "Totient value of " << n << ": " << phi[n] << endl;

}

**Output:**
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**Lab 3.3: Write a program to apply Fermat's Little Theorem to check if a given number, is a probable prime.**

**Algorithm:**

**Source Code:**

#include <stdio.h>

#include <stdlib.h>

#define ll long long

ll modulo(ll base, ll exponent, ll mod) {

ll x = 1;

ll y = base;

while (exponent > 0) {

if (exponent % 2 == 1)

x = (x \* y) % mod;

y = (y \* y) % mod;

exponent = exponent / 2;

}

return x % mod;

}

int Fermat(ll p, int iterations) {

int i;

if (p == 1) {

return 0;

}

for (i = 0; i < iterations; i++) {

ll a = rand() % (p - 1) + 1;

if (modulo(a, p - 1, p) != 1) {

return 0;

}

}

return 1;

}

int main() {

int iteration = 50;

ll num;

printf("Enter integer to test primality: ");

scanf("%lld", &num);

if (Fermat(num, iteration) == 1)

printf("%lld is probably prime ", num);

else

printf("%lld is not prime ", num);

return 0;

}

**Output:**
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**Lab 3.4: Write a program to generate a public and private key using RSA algorithm. Also, encrypt a message “CAB College” and again decrypt it using the algorithm.**

**Algorithm:**

**STEP-1**: Select two co-prime numbers as p and q.

**STEP-2**: Compute n as the product of p and q.

**STEP-3**: Compute (p-1)\*(q-1) and store it in z.

**STEP-4**: Select a random prime number e that is less than that of z.

**STEP-5**: Compute the private key, d as e \* mod-1(z).

**STEP-6**: The cipher text is computed as messagee \* mod n.

**STEP-7**: Decryption is done as cipherd mod n.

**Source Code:**

#include <bits/stdc++.h>

using namespace std;

set<int> prime;

int public\_key;

int private\_key;

int n;

void primefiller()

{

vector<bool> seive(250, true);

seive[0] = false;

seive[1] = false;

for (int i = 2; i < 250; i++) {

for (int j = i \* 2; j < 250; j += i) {

seive[j] = false;

}

}

for (int i = 0; i < seive.size(); i++) {

if (seive[i])

prime.insert(i);

}

}

int pickrandomprime()

{

int k = rand() % prime.size();

auto it = prime.begin();

while (k--)

it++;

int ret = \*it;

prime.erase(it);

return ret;

}

void setkeys()

{

int prime1 = pickrandomprime();

int prime2 = pickrandomprime();

n = prime1 \* prime2;

int fi = (prime1 - 1) \* (prime2 - 1);

int e = 2;

while (1) {

if (\_\_gcd(e, fi) == 1)

break;

e++;

}

public\_key = e;

int d = 2;

while (1) {

if ((d \* e) % fi == 1)

break;

d++;

}

private\_key = d;

}

long long int encrypt(double message)

{

int e = public\_key;

long long int encrpyted\_text = 1;

while (e--) {

encrpyted\_text \*= message;

encrpyted\_text %= n;

}

return encrpyted\_text;

}

long long int decrypt(int encrpyted\_text)

{

int d = private\_key;

long long int decrypted = 1;

while (d--) {

decrypted \*= encrpyted\_text;

decrypted %= n;

}

return decrypted;

}

vector<int> encoder(string message)

{

vector<int> form;

for (auto& letter : message)

form.push\_back(encrypt((int)letter));

return form;

}

string decoder(vector<int> encoded)

{

string s;

for (auto& num : encoded)

s += decrypt(num);

return s;

}

int main()

{

primefiller();

setkeys();

string message = "CAB College";

vector<int> coded = encoder(message);

cout << "Initial message:\n" << message;

cout << "\n\nThe encoded message(encrypted by public "

"key)\n";

for (auto& p : coded)

cout << p;

cout << "\n\nThe decoded message(decrypted by private "

"key)\n";

cout << decoder(coded) << endl;

return 0;

}

**Output:**
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**Lab 3.5: Write a program to calculate the Key for two persons using the Diffie Hellman Key exchange**

**Algorithm:**

**STEP-1**: Both Alice and Bob shares the same public keys g and p.

**STEP-2**: Alice selects a random public key a.

**STEP-3**: Alice computes his secret key A as ga mod p.

**STEP-4**: Then Alice sends A to Bob.

**STEP-5**: Similarly Bob also selects a public key b and computes his secret key as B and sends the same back to Alice.

**STEP-6**: Now both of them compute their common secret key as the other one’s secret key power of a mod p

**Source Code:**

#include <cmath>

#include <iostream>

using namespace std;

// Power function to return value of a ^ b mod P

long long int power(long long int a, long long int b,long long int P)

{

if (b == 1)

return a;

else

return (((long long int)pow(a, b)) % P);

}

// Driver program

int main()

{

long long int P, G, x, a, y, b, ka, kb;

// Both the persons will be agreed upon the

// public keys G and P

P = 23; // A prime number P is taken

cout << "The value of P : " << P << endl;

G = 5; // A primitive root for P, G is taken

cout << "The value of G : " << G << endl;

// Alice will choose the private key a

a = 4; // a is the chosen private key

cout << "The private key a for Alice : " << a << endl;

x = power(G, a, P); // gets the generated key

// Bob will choose the private key b

b = 3; // b is the chosen private key

cout << "The private key b for Bob : " << b << endl;

y = power(G, b, P); // gets the generated key

ka = power(y, a, P); // Secret key for Alice

kb = power(x, b, P); // Secret key for Bob

cout << "Secret key for the Alice is : " << ka << endl;

cout << "Secret key for the Bob is : " << kb << endl;

return 0;

}

**Output:**

// This code is contributed by Pranay Arora
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**Lab 4**

**Lab 4.1: Write a program to implement MD4 and MD5 algorithm using library functions.**

**MD5Algorithm:**

**STEP-1**: Read the 128-bit plain text.

**STEP-2**: Divide into four blocks of 32

**STEP-3**: Compute the functions f, g, h and i with operations such as, rotations, permutations, etc,.

**STEP-4**: The output of these functions are combined together as F and performed circular shifting and then given to key round.

**STEP-5**: Finally, right shift of ‘s’ times are performed and the results are combined together to produce the final output.

**MD5Algorithm:**

**MD4 Source Code:**

import hashlib

text = 'Hello There'

hashObject = hashlib.new('md4', text.encode('utf-8'))

digest = hashObject.hexdigest()

print("The hexadecimal equivalent of hash using MD4 is \n: ", end ="")

print(digest)

**Output:**
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**MD5 Source Code:**

import hashlib

str2hash = "Master Kenobi"

result = hashlib.md5(str2hash.encode())

print("The hexadecimal equivalent of hash using MD5 is \n: ", end ="")

print(result.hexdigest())

**Output:**
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**Lab 4.2: Write a program to implement SHA-1 and SHA-2 algorithm using library functions.**

**SHA-1 Algorithm:**

**STEP-1**: Read the 256-bit key values.

**STEP-2**: Divide into five equal-sized blocks named A, B, C, D and E.

**STEP-3**: The blocks B, C and D are passed to the function F.

**STEP-4**: The resultant value is permuted with block E.

**STEP-5**: The block A is shifted right by ‘s’ times and permuted with the result of step-4.

**STEP-6**: Then it is permuted with a weight value and then with some other key pair and taken as the first block.

**STEP-7**: Block A is taken as the second block and the block B is shifted by ‘s’ times and taken as the third block.

**STEP-8**: The blocks C and D are taken as the block D and E for the final output.

**SHA-1 Algorithm:**

**SHA-1 Source Code:**

import hashlib

text = 'Hello There'

result = hashlib.sha1(text.encode())

print("The hexadecimal equivalent of hash using SHA-1 is : ", end ="")

print(result.hexdigest())

**SHA-1 Output:**
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**SHA-2 Source Code:**

**S**

**SHA-2 Output:**

**Lab 4.3: Download SSL (Digital Certificate) of a website and analyze its content.**

**Lab 4.2: Write a malicious logic code (Trojan Horse/Virus) program that performs some malicious code.**

**Procedure:**

**Source Code:**

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

int main()

{

ofstream fout;

string line = "aaa";

string txt = ".txt";

for (int i = 0; i <= 10; i++) {

string name = to\_string(i);

string fname = name + txt;

// Open the file outside the loop

fout.open(fname);

// Execute a loop if the file is successfully opened

while (fout) {

for (int j = 0; j <= 10; j++) {

// Generate large text content, you can modify this as needed

fout << "This is line " << j << " in file " << i << endl;

}

// Write line in the file

//fout << line << endl;

fout.close();

}

}

}

**Output:**
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