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| 实验目的与要求：   1. 掌握OpenGL三维场景的读取与绘制方法，理解光照和物体材质对渲染结果的影响，强化场景坐标系转换过程中常见矩阵的计算方法，熟悉阴影的绘制方法。 2. 创建OpenGL绘制窗口，读入三维场景文件并绘制。 3. 设置相机并添加交互，实现从不同位置/角度、以正交或透视投影方式观察场景。 4. 实现Phong光照效果和物体材质效果。 5. 自定义投影平面（为计算方便，推荐使用y=0平面），计算阴影投影矩阵，为三维物体生成阴影。 6. 使用鼠标点击（或其他方式）控制光源位置并更新光照效果，并同时更新三维物体的阴影。 |
| 实验过程及内容：   1. 使用实验3.3的代码，并对其进行项目构建     图1 cmake实验3.3的代码   1. 调整光源位置   若不调整光源位置，则初始时光源会出现在（0，0，2）处，无法将阴影投影在y=0的平面上。因此，应该调整光源位置到（0，2，2），让光源出现在球体的上方，从而产生出现在y=0平面上的阴影。    图2 调整光源位置   1. 调整物体材质     图3 调整物体材质  此处，调整物体材质的目的是为了让物体的光照效果更佳，更趋近于示例效果。   1. 同步修改键盘交互复原物体材质的逻辑     图4 同步修改复原逻辑   1. 更改窗口的标题     图5 修改标题栏   1. 设置灰色背景   在main.cpp文件的display函数中，使用glClearColor方法设置窗口背景颜色为灰色，其rgb值为（0.5，0.5，0.5）：    图6 设置灰色背景颜色   1. 运行代码，此时效果如下：     图7 未完成时的运行效果   1. 修改默认加载的物体   原本是默认加载正方体，由于正方体不好投影，于是我们修改为默认加载球体，便于投影效果的展示。    图8 默认加载球体   1. 添加一个平面变量：用于展示物体的投影   这个变量使用TriMesh类型，其中记录了投影的每个面片的法向量、顶点、变换、颜色等信息。    图9 添加一个平面变量   1. 在init函数中载入投影面的信息   代码截图：    图10 载入投影面信息  代码解释：  首先，plane->generateSquare(glm::vec3(0.7, 0.7, 0.7)); 用来生成一个平面几何体，并给它赋予一个**灰色**的颜色。颜色通过 glm::vec3(0.7, 0.7, 0.7) 设置，表示一种**中等灰色**（RGB 值分别为 0.7）。  然后，plane->setTranslation(glm::vec3(0.0, -0.001, 0.0)); 设置了平面的位移（平移操作）。这里的平移**将平面稍微下移**了 -0.001 单位，在 Y 轴上进行微调，这里是为了**确保平面不与球体重叠或穿透**。  接着，plane->setRotation(glm::vec3(0, 90, 90)); 设置了平面的旋转。旋转向量 glm::vec3(0, 90, 90) 指示平面绕 X 轴旋转 90 度，再绕 Y 轴旋转 90 度。这是为了将平面调整为正确的朝向，使其在渲染时与球体或视角对齐，从而**让投影呈现在y = 0的平面上**。  最后，plane->setScale(glm::vec3(3.0, 3.0, 3.0)); 通过缩放操作**将平面放大了 3 倍**。glm::vec3(3.0, 3.0, 3.0) 设置了平面在 X、Y 和 Z 轴上的缩放因子。   1. 在display方法中绘制阴影   在渲染场景时，阴影的生成依赖于将物体的投影与光源位置相关的变换应用于物体。我们需要通过计算一个阴影矩阵，将光源的坐标映射到物体的表面，生成相应的阴影效果。  代码截图：    图11 绘制物体的阴影  代码说明：  首先，**获取光源的位置** lightPosition，然后将光源的坐标分别赋值给 lx、ly 和 lz，这些值将用来计算一个阴影矩阵。glm::mat4 shadowMatrix 定义了一个4x4矩阵，用来生成光源的阴影投影。这个矩阵的元素基于光源的 ly 和 lx、lz 坐标来设置，目的是将物体的顶点从视角投射到地面上，从而得到阴影效果。  然后，将原本的物体模型矩阵与阴影矩阵相乘，**生成一个新的模型矩阵**modelMatrix，代表物体在阴影投影下的位置和形态。这个新的矩阵将应用到物体的顶点，以生成正确的阴影效果。  接着，使用 glUniform1i(mesh\_object.shadowLocation, 1) 设置着色器中的 shadowLocation 变量为 1，表示当前**正在绘制的是阴影**，而不是正常的物体。这样做是为了区分阴影与正常的物体渲染。在着色器中会对阴影进行特殊处理，将会使用不同的光照模型或者不进行颜色计算。  接下来，glUniformMatrix4fv 函数将计算得到的 modelMatrix、viewMatrix 和 projectionMatrix **传递**给着色器，用于物体的阴影渲染。modelMatrix 用于描述物体在阴影中的变换，viewMatrix 和 projectionMatrix 保持不变，用于描述相机的视角和投影设置。  最后，使用openGL方法glDrawArrays**绘制阴影**，使用之前传递给着色器的矩阵和光源数据。glDrawArrays 调用将绘制阴影的顶点数据，产生最终的阴影效果。   1. 修改着色器文件fshader.glsl和vshader.glsl   此处，参照实验3.4的代码，使用**片元着色器**来对图形进行着色，绘制效果会比顶点着色器更加平滑。  片元着色器主要的代码修改点：    图12 片元着色器的关键代码  代码说明：  首先，代码计算了四个**归一化**的向量 **N、V、L 和 R**。其中，N 表示法向量，它通过对 norm 向量归一化得到；V 表示从当前表面点 pos 到观察者位置 eye\_position 的向量；L 表示从表面点到光源位置 l\_pos 的方向向量；R 是反射向量，它通过反射计算函数 reflect 得到，代表光源方向 L 关于法向量 N 的镜面反射方向。  接着，计算环境光分量 I\_a。环境光反映了物体表面在阴影区域的亮度，通常是光源和物体材质的环境光颜色的乘积。  然后计算漫反射系数和漫反射光分量 I\_d。首先，通过 dot(N, L) 计算法向量 N 和光源方向 L 的点积，代表光源对表面的照射强度，并取其与 0 的最大值，以防止负值影响结果。I\_d 是点积结果与光源的漫反射光颜色和材质的漫反射光颜色的乘积，这个分量会模拟光线垂直照射到物体表面时的亮度。  接下来，代码计算镜面反射系数和镜面反射光分量 I\_s。通过 dot(R, V) 计算反射向量 R 和观察方向 V 的点积，代表视线对反射方向的对准程度，并使用 pow 函数对其进行幂运算以实现聚光效果，幂次为材质的光泽度 material.shininess。I\_s 是该幂结果与光源的镜面反射光颜色和材质的镜面反射光颜色的乘积，这一分量会在视线方向接近反射方向时产生强烈的高光。  最后，代码检查 diffuse\_dot 是否小于 0.0，用于**判断光源是否在物体背面**，如果是，则设置镜面反射分量 I\_s 为零，这样就不会产生不合理的高光效果。   1. 再次运行程序，观察效果     图13 球与阴影重叠了  运行程序后，我们发现投影平面与球重叠了。这是因为物体的中心点的坐标默认为（0，0，0），存在于投影平面y = 0上。为了解决此问题，我们只需要将物体向上平移即可，否则，则会出现这种重叠的现象。   1. 将物体沿y轴向上平移   对于球体来说，由于我们球的半径r = 0.5，为了将球的最低点与投影平面对齐，我们只需要将球体向上平移0.5个单位即可。    图14.1 将球体向上平移0.5个单位  对于其他物体来说，我们经过实际测验，得出了以下结论：   1. 将皮卡丘向上平移0.65个单位     图14.2 将皮卡丘向上平移0.65个单位   1. 将杰尼龟向上平移0.6个单位     图14.3 将杰尼龟向上平移0.6个单位   1. 将粗糙球体向上平移0.7个单位     图14.4 将粗糙球体向上平移0.7个单位   1. 再次运行程序，检查程序bug   当我们使用鼠标交互来调整光源位置时，发现了以下bug，如图所示：    图15.1 鼠标交互逻辑bug  这是因为，在初始情况下，我们将光源位置向上平移了2个单位，但是，鼠标交互的回调函数逻辑没有同步进行修改，导致使用鼠标点击后，光源没有向上平移2个单位，出现在物体表面甚至内部。  因此，我们需要修改鼠标交互的回调函数：    图15.2 修改mouse\_button\_callback函数   1. 运行结果     图16.1 球体投影效果    图16.2 皮卡丘投影效果    图16.3 杰尼龟投影效果    图16.4 粗糙球体投影效果 |

深圳大学学生实验报告用纸

|  |
| --- |
| 实验结论：  在本次计算机图形学实验中，我深入学习并实践了基础的光照模型，特别是**环境光、漫反射和镜面反射**的计算方法。通过实现光照模型的各个组成部分，我更好地理解了如何在计算机图形学中通过光照模拟物体的材质反应和光照效果。此外，我还加深了对向量运算、矩阵变换和图形渲染管线的理解，掌握了如何将理论知识应用到实际的渲染计算中。  实验过程中，我通过实际编写代码和调试，逐步实现了从光源到物体表面的光照计算。我学习了如何利用**法向量、视线向量、光源向量以及反射向量**来计算不同的光照分量，进而影响物体的最终渲染效果。尤其在实现镜面反射时，我加深了对反射向量的理解，并学会了如何利用**点积**和**幂次运算**来模拟真实世界中的高光反射。  通过实验，我还更加熟悉了OpenGL的渲染管线，理解了如何在**顶点着色器**和**片元着色器**中传递数据，如何使用**uniform**变量控制着色器中的材质、光源和变换矩阵。总的来说，实验帮助我将抽象的图形学理论和具体的编程实践结合起来，提高了我在计算机图形学领域的技术能力。  实验难点：  1. 光照计算中的向量和矩阵运算。  在实验的早期阶段，我遇到了如何正确计算法向量、光源向量和反射向量的问题。例如，反射向量的计算 vec3 R = reflect(-L, N) 就是基于光线与法线的夹角。  2. 高光计算中的指数幂  在镜面反射部分的高光计算中，我最初对 pow(max(dot(V, R), 0.0), material.shininess) 的作用并没有完全理解。shininess 参数决定了**高光的锐度**，而 dot(V, R) 计算的是视线与反射光线的夹角，这一部分的计算直接影响最终的光照效果。  3. 背面光源和阴影处理  在处理光源位于物体背面时，如何正确去除不合理的镜面反射光分量。在物体背面时，反射光线的方向与观察者的视线方向差距较大，导致镜面反射无法产生明显的高光效果。为此，我在计算 dot(L, N) 时加入了条件判断，当该值为负时，我将镜面反射光分量置为零。  4. 处理投影与物体重叠问题  因为物体的中心点的坐标默认为（0，0，0），存在于投影平面y = 0上，于是，会出现阴影嵌入在物体中的现象。为了解决此问题，我们只需要将物体向上平移即可 |
| 指导教师批阅意见：  成绩评定：  指导教师签字：  年 月 日 |
| 备注： |

注：1、报告内的项目或内容设置，可根据实际情况加以调整和补充。

2、教师批改学生实验报告时间应在学生提交实验报告时间后10日内。