Useful methods of OutputStream

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public void write(int)throws IOException | is used to write a byte to the current output stream. |
| 2) public void write(byte[])throws IOException | is used to write an array of byte to the current output stream. |
| 3) public void flush()throws IOException | flushes the current output stream. |
| 4) public void close()throws IOException | is used to close the current output stream. |

### OutputStream Hierarchy
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### Useful methods of InputStream

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public abstract int read()throws IOException | reads the next byte of data from the input stream. It returns -1 at the end of the file. |
| 2) public int available()throws IOException | returns an estimate of the number of bytes that can be read from the current input stream. |
| 3) public void close()throws IOException | is used to close the current input stream. |
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# Java FileOutputStream Class

Java FileOutputStream is an output stream used for writing data to a [file](https://www.javatpoint.com/java-file-class).

If you have to write primitive values into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through FileOutputStream class. But, for character-oriented data, it is preferred to use [FileWriter](https://www.javatpoint.com/java-filterwriter-class) than FileOutputStream.

## FileOutputStream class declaration

Let's see the declaration for Java.io.FileOutputStream class:

1. **public** **class** FileOutputStream **extends** OutputStream

## FileOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| protected void finalize() | It is used to clean up the connection with the file output stream. |
| void write(byte[] ary) | It is used to write **ary.length** bytes from the byte [array](https://www.javatpoint.com/array-in-java) to the file output stream. |
| void write(byte[] ary, int off, int len) | It is used to write **len** bytes from the byte array starting at offset **off** to the file output stream. |
| void write(int b) | It is used to write the specified byte to the file output stream. |
| FileChannel getChannel() | It is used to return the file channel object associated with the file output stream. |
| FileDescriptor getFD() | It is used to return the file descriptor associated with the stream. |
| void close() | It is used to closes the file output stream. |

## Java FileOutputStream Example 1: write byte

**import** java.io.FileOutputStream;

**public** **class** FileOutputStreamExample {

**public** **static** **void** main(String args[]){

**try**{

             FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");

             fout.write(65);

             fout.close();

             System.out.println("success...");

            }**catch**(Exception e){System.out.println(e);}

      }

}

Output:

Play Video

Success...

The content of a text file **testout.txt** is set with the data **A**.

testout.txt

A

## Java FileOutputStream example 2: write string

**import** java.io.FileOutputStream;

**public** **class** FileOutputStreamExample {

**public** **static** **void** main(String args[]){

**try**{

             FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");

             String s="Welcome to javaTpoint.";

**byte** b[]=s.getBytes();//converting string into byte array

             fout.write(b);

             fout.close();

System.out.println("success...");

}**catch**(Exception e){System.out.println(e);}

}

}

Output:

Success...

The content of a text file **testout.txt** is set with the data **Welcome to javaTpoint.**

testout.txt

Welcome to javaTpoint.

# Java FileInputStream Class

Java FileInputStream class obtains input bytes from a [file](https://www.javatpoint.com/java-file-class). It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video etc. You can also read character-stream data. But, for reading streams of characters, it is recommended to use [FileReader](https://www.javatpoint.com/java-filereader-class) class.

## Java FileInputStream class declaration

Let's see the declaration for java.io.FileInputStream class:

1. **public** **class** FileInputStream **extends** InputStream

## Java FileInputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return the estimated number of bytes that can be read from the input stream. |
| int read() | It is used to read the byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to **b.length** bytes of data from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read up to **len** bytes of data from the input stream. |
| long skip(long x) | It is used to skip over and discards x bytes of data from the input stream. |
| FileChannel getChannel() | It is used to return the unique FileChannel object associated with the file input stream. |
| FileDescriptor getFD() | It is used to return the [FileDescriptor](https://www.javatpoint.com/java-filedescriptor-class) object. |
| protected void finalize() | It is used to ensure that the close method is call when there is no more reference to the file input stream. |
| void close() | It is used to closes the [stream](https://www.javatpoint.com/java-8-stream). |

## Java FileInputStream example 1: read single character

**import** java.io.FileInputStream;

**public** **class** DataStreamExample {

**public** **static** **void** main(String args[]){

**try**{

            FileInputStream fin=**new** FileInputStream("D:\\testout.txt");

**int** i=fin.read();

            System.out.print((**char**)i);

            fin.close();

          }**catch**(Exception e){System.out.println(e);}

         }

        }

**Note:** Before running the code, a text file named as **"testout.txt"**is required to be created. In this file, we are having following content:

Welcome to javatpoint.

After executing the above program, you will get a single character from the file which is 87 (in byte form). To see the text, you need to convert it into character.

Output:

W

## Java FileInputStream example 2: read all characters

**package** com.javatpoint;

**import** java.io.FileInputStream;

**public** **class** DataStreamExample {

**public** **static** **void** main(String args[]){

**try**{

            FileInputStream fin=**new** FileInputStream("D:\\testout.txt");

**int** i=0;

**while**((i=fin.read())!=-1){

             System.out.print((**char**)i);

            }

            fin.close();

          }**catch**(Exception e){System.out.println(e);}

         }

        }

Output:

Welcome to javaTpoint

# Java BufferedOutputStream Class

Java BufferedOutputStream [class](https://www.javatpoint.com/object-and-class-in-java) is used for buffering an output stream. It internally uses buffer to store data. It adds more efficiency than to write data directly into a stream. So, it makes the performance fast.

For adding the buffer in an OutputStream, use the BufferedOutputStream class. Let's see the syntax for adding the buffer in an OutputStream:

1. OutputStream os= **new** BufferedOutputStream(**new** FileOutputStream("D:\\IO Package\\testout.txt"));

## Java BufferedOutputStream class declaration

Let's see the declaration for Java.io.BufferedOutputStream class:

1. **public** **class** BufferedOutputStream **extends** FilterOutputStream

## Java BufferedOutputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedOutputStream(OutputStream os) | It creates the new buffered output stream which is used for writing the data to the specified output stream. |
| BufferedOutputStream(OutputStream os, int size) | It creates the new buffered output stream which is used for writing the data to the specified output stream with a specified buffer size. |

## Java BufferedOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int b) | It writes the specified byte to the buffered output stream. |
| void write(byte[] b, int off, int len) | It write the bytes from the specified byte-input stream into a specified byte [array](https://www.javatpoint.com/array-in-java), starting with the given offset |
| void flush() | It flushes the buffered output stream. |

## Example of BufferedOutputStream class:

In this example, we are writing the textual information in the BufferedOutputStream object which is connected to the [FileOutputStream](https://www.javatpoint.com/java-fileoutputstream-class) [object](https://www.javatpoint.com/object-and-class-in-java). The flush() flushes the data of one stream and send it into another. It is required if you have connected the one stream with another.

Play Video

**package** com.javatpoint;

**import** java.io.\*;

**public** **class** BufferedOutputStreamExample{

**public** **static** **void** main(String args[])**throws** Exception{

FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");

BufferedOutputStream bout=**new** BufferedOutputStream(fout);

String s="Welcome to javaTpoint.";

**byte** b[]=s.getBytes();

bout.write(b);

bout.flush();

bout.close();

fout.close();

System.out.println("success");

}

}

Output:

Success

testout.txt

Welcome to javaTpoint.

# Java BufferedInputStream Class

Java BufferedInputStream [class](https://www.javatpoint.com/object-and-class-in-java) is used to read information from [stream](https://www.javatpoint.com/java-8-stream). It internally uses buffer mechanism to make the performance fast.

The important points about BufferedInputStream are:

* When the bytes from the stream are skipped or read, the internal buffer automatically refilled from the contained input stream, many bytes at a time.
* When a BufferedInputStream is created, an internal buffer [array](https://www.javatpoint.com/array-in-java) is created.

## Java BufferedInputStream class declaration

Let's see the declaration for Java.io.BufferedInputStream class:

**public** **class** BufferedInputStream **extends** FilterInputStream

## Java BufferedInputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedInputStream(InputStream IS) | It creates the BufferedInputStream and saves it argument, the input stream IS, for later use. |
| BufferedInputStream(InputStream IS, int size) | It creates the BufferedInputStream with a specified buffer size and saves it argument, the input stream IS, for later use. |

## Java BufferedInputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It returns an estimate number of bytes that can be read from the input stream without blocking by the next invocation method for the input stream. |
| int read() | It read the next byte of data from the input stream. |
| int read(byte[] b, int off, int ln) | It read the bytes from the specified byte-input stream into a specified byte array, starting with the given offset. |
| void close() | It closes the input stream and releases any of the system resources associated with the stream. |
| void reset() | It repositions the stream at a position the mark method was last called on this input stream. |
| void mark(int readlimit) | It sees the general contract of the mark method for the input stream. |
| long skip(long x) | It skips over and discards x bytes of data from the input stream. |
| boolean markSupported() | It tests for the input stream to support the mark and reset methods. |

### Example of Java BufferedInputStream

Let's see the simple example to read data of [file](https://www.javatpoint.com/java-file-class) using BufferedInputStream:

**import** java.io.\*;

**public** **class** BufferedInputStreamExample{

**public** **static** **void** main(String args[]){

**try**{

FileInputStream fin=**new** FileInputStream("D:\\testout.txt");

BufferedInputStream bin=**new** BufferedInputStream(fin);

**int** i;

**while**((i=bin.read())!=-1){

System.out.print((**char**)i);

}

bin.close();

fin.close();

}**catch**(Exception e){System.out.println(e);}

}

}

Here, we are assuming that you have following data in **"testout.txt"** file:

javaTpoint

Output:

javaTpoint

# Java DataOutputStream Class

Java DataOutputStream [class](https://www.javatpoint.com/object-and-class-in-java) allows an application to write primitive [Java](https://www.javatpoint.com/java-tutorial) data types to the output stream in a machine-independent way.

Java application generally uses the data output stream to write data that can later be read by a data input stream.

## Java DataOutputStream class declaration

Let's see the declaration for java.io.DataOutputStream class:

1. **public** **class** DataOutputStream **extends** FilterOutputStream **implements** DataOutput

## Java DataOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int size() | It is used to return the number of bytes written to the data output stream. |
| void write(int b) | It is used to write the specified byte to the underlying output stream. |
| void write(byte[] b, int off, int len) | It is used to write len bytes of data to the output stream. |
| void writeBoolean(boolean v) | It is used to write Boolean to the output stream as a 1-byte value. |
| void writeChar(int v) | It is used to write char to the output stream as a 2-byte value. |
| void writeChars(String s) | It is used to write [string](https://www.javatpoint.com/java-string) to the output stream as a sequence of characters. |
| void writeByte(int v) | It is used to write a byte to the output stream as a 1-byte value. |
| void writeBytes(String s) | It is used to write string to the output stream as a sequence of bytes. |
| void writeInt(int v) | It is used to write an int to the output stream |
| void writeShort(int v) | It is used to write a short to the output stream. |
| void writeShort(int v) | It is used to write a short to the output stream. |
| void writeLong(long v) | It is used to write a long to the output stream. |
| void writeUTF(String str) | It is used to write a string to the output stream using UTF-8 encoding in portable manner. |
| void flush() | It is used to flushes the data output stream. |

### Example of DataOutputStream class

In this example, we are writing the data to a text file **testout.txt** using DataOutputStream class.

Play Video

**import** java.io.\*;

**public** **class** OutputExample {

**public** **static** **void** main(String[] args) **throws** IOException {

FileOutputStream file = **new** FileOutputStream(D:\\testout.txt);

DataOutputStream data = **new** DataOutputStream(file);

data.writeInt(65);

data.flush();

data.close();

System.out.println("Succcess...");

}

}

Output:

Succcess...

testout.txt:

A

# Java DataInputStream Class

Java DataInputStream [class](https://www.javatpoint.com/object-and-class-in-java) allows an application to read primitive data from the input stream in a machine-independent way.

Java application generally uses the data output stream to write data that can later be read by a data input stream.

## Java DataInputStream class declaration

Let's see the declaration for java.io.DataInputStream class:

**public** **class** DataInputStream **extends** FilterInputStream **implements** DataInput

## Java DataInputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read(byte[] b) | It is used to read the number of bytes from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read **len** bytes of data from the input stream. |
| int readInt() | It is used to read input bytes and return an int value. |
| byte readByte() | It is used to read and return the one input byte. |
| char readChar() | It is used to read two input bytes and returns a char value. |
| double readDouble() | It is used to read eight input bytes and returns a double value. |
| boolean readBoolean() | It is used to read one input byte and return true if byte is non zero, false if byte is zero. |
| int skipBytes(int x) | It is used to skip over x bytes of data from the input stream. |
| String readUTF() | It is used to read a [string](https://www.javatpoint.com/java-string) that has been encoded using the UTF-8 format. |
| void readFully(byte[] b) | It is used to read bytes from the input stream and store them into the buffer [array](https://www.javatpoint.com/array-in-java). |
| void readFully(byte[] b, int off, int len) | It is used to read **len** bytes from the input stream. |

## Example of DataInputStream class

In this example, we are reading the data from the file testout.txt file.

**import** java.io.\*;

**public** **class** DataStreamExample {

**public** **static** **void** main(String[] args) **throws** IOException {

InputStream input = **new** FileInputStream("D:\\testout.txt");

DataInputStream inst = **new** DataInputStream(input);

**int** count = input.available();

**byte**[] ary = **new** **byte**[count];

inst.read(ary);

**for** (**byte** bt : ary) {

**char** k = (**char**) bt;

System.out.print(k+"-");

}

}

}

Here, we are assuming that you have following data in **"testout.txt"** file:

JAVA

Output:

J-A-V-A

# Java FilterOutputStream Class

Java FilterOutputStream class implements the OutputStream [class](https://www.javatpoint.com/object-and-class-in-java). It provides different sub classes such as [BufferedOutputStream](https://www.javatpoint.com/java-bufferedoutputstream-class) and [DataOutputStream](https://www.javatpoint.com/java-dataoutputstream-class) to provide additional functionality. So it is less used individually.

### Java FilterOutputStream class declaration

Let's see the declaration for java.io.FilterOutputStream class:

1. **public** **class** FilterOutputStream **extends** OutputStream

### Java FilterOutputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int b) | It is used to write the specified byte to the output stream. |
| void write(byte[] ary) | It is used to write ary.length byte to the output stream. |
| void write(byte[] b, int off, int len) | It is used to write len bytes from the offset off to the output stream. |
| void flush() | It is used to flushes the output stream. |
| void close() | It is used to close the output stream. |

### Example of FilterOutputStream class

**import** java.io.\*;

**public** **class** FilterExample {

**public** **static** **void** main(String[] args) **throws** IOException {

File data = **new** File("D:\\testout.txt");

FileOutputStream file = **new** FileOutputStream(data);

FilterOutputStream filter = **new** FilterOutputStream(file);

String s="Welcome to javaTpoint.";

**byte** b[]=s.getBytes();

filter.write(b);

filter.flush();

filter.close();

file.close();

System.out.println("Success...");

}

}

Output:

Success...

testout.txtPlay Video

Welcome to javaTpoint.

# Java FilterInputStream Class

Java FilterInputStream class implements the InputStream. It contains different sub classes as [BufferedInputStream](https://www.javatpoint.com/java-bufferedinputstream-class), [DataInputStream](https://www.javatpoint.com/java-datainputstream-class) for providing additional functionality. So it is less used individually.

### Java FilterInputStream class declaration

Let's see the declaration for java.io.FilterInputStream class

1. **public** **class** FilterInputStream **extends** InputStream

### Java FilterInputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return an estimate number of bytes that can be read from the input stream. |
| int read() | It is used to read the next byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to byte.length bytes of data from the input stream. |
| long skip(long n) | It is used to skip over and discards n bytes of data from the input stream. |
| boolean markSupported() | It is used to test if the input stream support mark and reset method. |
| void mark(int readlimit) | It is used to mark the current position in the input stream. |
| void reset() | It is used to reset the input stream. |
| void close() | It is used to close the input stream. |

### Example of FilterInputStream class

**import** java.io.\*;

**public** **class** FilterExample {

**public** **static** **void** main(String[] args) **throws** IOException {

File data = **new** File("D:\\testout.txt");

FileInputStream  file = **new** FileInputStream(data);

FilterInputStream filter = **new** BufferedInputStream(file);

**int** k =0;

**while**((k=filter.read())!=-1){

System.out.print((**char**)k);

}

file.close();

filter.close();

}

}

Here, we are assuming that you have following data in **"testout.txt"** file:

Welcome to javatpoint

Output:

Welcome to javatpoint

# Java Writer

It is an [abstract](https://www.javatpoint.com/abstract-class-in-java) class for writing to character streams. The methods that a subclass must implement are write(char[], int, int), flush(), and close(). Most subclasses will override some of the methods defined here to provide higher efficiency, functionality or both.

### Fields

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Field** | **Description** |
| protected Object | lock | The object used to synchronize operations on this stream. |

### Constructor

|  |  |  |
| --- | --- | --- |
| **Modifier** | **Constructor** | **Description** |
| protected | Writer() | It creates a new character-stream writer whose critical sections will synchronize on the writer itself. |
| protected | Writer(Object lock) | It creates a new character-stream writer whose critical sections will synchronize on the given [object](https://www.javatpoint.com/object-and-class-in-java). |

### Methods

|  |  |  |
| --- | --- | --- |
| Modifier and Type | **Method** | **Description** |
| Writer | append(char c) | It appends the specified character to this writer. |
| Writer | append(CharSequence csq) | It appends the specified character sequence to this writer |
| Writer | append(CharSequence csq, int start, int end) | It appends a subsequence of the specified character sequence to this writer. |
| abstract void | close() | It closes the stream, flushing it first. |
| abstract void | flush() | It flushes the stream. |
| void | write(char[] cbuf) | It writes an [array](https://www.javatpoint.com/array-in-java) of characters. |
| abstract void | write(char[] cbuf, int off, int len) | It writes a portion of an array of characters. |
| void | write(int c) | It writes a single character. |
| void | write(String str) | It writes a [string](https://www.javatpoint.com/java-string). |
| void | write(String str, int off, int len) | It writes a portion of a string. |

## Java Writer Example

**import** java.io.\*;

**public** **class** WriterExample {

**public** **static** **void** main(String[] args) {

**try** {

Writer w = **new** FileWriter("output.txt");

String content = "I love my country";

w.write(content);

w.close();

System.out.println("Done");

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

Output:

Done

output.txt:

I love my country

# Java Reader

[Java](https://www.javatpoint.com/java-tutorial) Reader is an [abstract class](https://www.javatpoint.com/abstract-class-in-java) for reading character [streams](https://www.javatpoint.com/java-8-stream). The only methods that a subclass must implement are read(char[], int, int) and close(). Most subclasses, however, will [override](https://www.javatpoint.com/method-overriding-in-java) some of the methods to provide higher efficiency, additional functionality, or both.

Some of the implementation [class](https://www.javatpoint.com/object-class) are [BufferedReader](https://www.javatpoint.com/java-bufferedreader-class), [CharArrayReader](https://www.javatpoint.com/java-chararrayreader-class), [FilterReader](https://www.javatpoint.com/java-filterreader-class), [InputStreamReader](https://www.javatpoint.com/Input-from-keyboard-by-InputStreamReader), PipedReader, [StringReader](https://www.javatpoint.com/java-stringreader-class)

### Fields

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Field** | **Description** |
| protected Object | lock | The object used to synchronize operations on this stream. |

### Constructor

|  |  |  |
| --- | --- | --- |
| [**Modifie**](https://www.javatpoint.com/access-modifiers)**r** | [**Constructor**](https://www.javatpoint.com/java-constructor) | **Description** |
| protected | Reader() | It creates a new character-stream reader whose critical sections will synchronize on the reader itself. |
| protected | Reader(Object lock) | It creates a new character-stream reader whose critical sections will synchronize on the given object. |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| abstract void | close() | It closes the stream and releases any system resources associated with it. |
| void | mark(int readAheadLimit) | It marks the present position in the stream. |
| boolean | markSupported() | It tells whether this stream supports the mark() operation. |
| int | read() | It reads a single character. |
| int | read(char[] cbuf) | It reads characters into an [array](https://www.javatpoint.com/array-in-java). |
| abstract int | read(char[] cbuf, int off, int len) | It reads characters into a portion of an array. |
| int | read(CharBuffer target) | It attempts to read characters into the specified character buffer. |
| boolean | ready() | It tells whether this stream is ready to be read. |
| void | reset() | It resets the stream. |
| long | skip(long n) | It skips characters. |

## Example

**import** java.io.\*;

**public** **class** ReaderExample {

**public** **static** **void** main(String[] args) {

**try** {

Reader reader = **new** FileReader("file.txt");

**int** data = reader.read();

**while** (data != -1) {

System.out.print((**char**) data);

data = reader.read();

}

reader.close();

} **catch** (Exception ex) {

System.out.println(ex.getMessage());

}

}

}

file.txt:

I love my country

Output:

I love my country

# Java FileWriter Class

Java FileWriter class is used to write character-oriented data to a [file](https://www.javatpoint.com/java-file-class). It is character-oriented class which is used for file handling in [java](https://www.javatpoint.com/java-tutorial).

Unlike FileOutputStream class, you don't need to convert string into byte [array](https://www.javatpoint.com/array-in-java) because it provides method to write string directly.

## Java FileWriter class declaration

Let's see the declaration for Java.io.FileWriter class:

1. **public** **class** FileWriter **extends** OutputStreamWriter

## Constructors of FileWriter class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileWriter(String file) | Creates a new file. It gets file name in [string](https://www.javatpoint.com/java-string). |
| FileWriter(File file) | Creates a new file. It gets file name in File [object](https://www.javatpoint.com/object-and-class-in-java). |

## Methods of FileWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(String text) | It is used to write the string into FileWriter. |
| void write(char c) | It is used to write the char into FileWriter. |
| void write(char[] c) | It is used to write char array into FileWriter. |
| void flush() | It is used to flushes the data of FileWriter. |
| void close() | It is used to close the FileWriter. |

## Java FileWriter Example

In this example, we are writing the data in the file testout.txt using Java FileWriter class.

**import** java.io.FileWriter;

**public** **class** FileWriterExample {

**public** **static** **void** main(String args[]){

**try**{

FileWriter fw=**new** FileWriter("D:\\testout.txt");

fw.write("Welcome to javaTpoint.");

fw.close();

}**catch**(Exception e){System.out.println(e);}

System.out.println("Success...");

}

}

Output:

Success...

testout.txt:

Welcome to javaTpoint.

# Java FileReader Class

Java FileReader class is used to read data from the file. It returns data in byte format like [FileInputStream](https://www.javatpoint.com/java-fileinputstream-class) class.

It is character-oriented class which is used for [file](https://www.javatpoint.com/java-file-class) handling in [java](https://www.javatpoint.com/java-tutorial).

## Java FileReader class declaration

Let's see the declaration for Java.io.FileReader class:

1. **public** **class** FileReader **extends** InputStreamReader

## Constructors of FileReader class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileReader(String file) | It gets filename in [string](https://www.javatpoint.com/java-string). It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |
| FileReader(File file) | It gets filename in [file](https://www.javatpoint.com/java-file-class) instance. It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |

## Methods of FileReader class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to return a character in ASCII form. It returns -1 at the end of file. |
| void close() | It is used to close the FileReader class. |

## Java FileReader Example

In this example, we are reading the data from the text file **testout.txt** using Java FileReader class.

**import** java.io.FileReader;

**public** **class** FileReaderExample {

**public** **static** **void** main(String args[])**throws** Exception{

FileReader fr=**new** FileReader("D:\\testout.txt");

**int** i;

**while**((i=fr.read())!=-1)

System.out.print((**char**)i);

fr.close();

}

}

Here, we are assuming that you have following data in "testout.txt" file:

Welcome to javaTpoint.

Output:

Welcome to javaTpoint.

# Java FileReader Class

Java FileReader class is used to read data from the file. It returns data in byte format like [FileInputStream](https://www.javatpoint.com/java-fileinputstream-class) class.

It is character-oriented class which is used for [file](https://www.javatpoint.com/java-file-class) handling in [java](https://www.javatpoint.com/java-tutorial).

## Java FileReader class declaration

Let's see the declaration for Java.io.FileReader class:

**public** **class** FileReader **extends** InputStreamReader

**Constructors of FileReader class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileReader(String file) | It gets filename in [string](https://www.javatpoint.com/java-string). It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |
| FileReader(File file) | It gets filename in [file](https://www.javatpoint.com/java-file-class) instance. It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |

## Methods of FileReader class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to return a character in ASCII form. It returns -1 at the end of file. |
| void close() | It is used to close the FileReader class. |

## Java FileReader Example

In this example, we are reading the data from the text file **testout.txt** using Java FileReader class.

**import** java.io.FileReader;

**public** **class** FileReaderExample {

**public** **static** **void** main(String args[])**throws** Exception{

FileReader fr=**new** FileReader("D:\\testout.txt");

**int** i;

**while**((i=fr.read())!=-1)

System.out.print((**char**)i);

fr.close();

}

}

Here, we are assuming that you have following data in "testout.txt" file:

Welcome to javaTpoint.

Output:

Welcome to javaTpoint.

# Java BufferedReader Class

Java BufferedReader class is used to read the text from a character-based input stream. It can be used to read data line by line by readLine() method. It makes the performance fast. It inherits [Reader](https://www.javatpoint.com/java-reader-class) [class](https://www.javatpoint.com/object-and-class-in-java).

## Java BufferedReader class declaration

Let's see the declaration for Java.io.BufferedReader class:

1. **public** **class** BufferedReader **extends** Reader

## Java BufferedReader class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedReader(Reader rd) | It is used to create a buffered character input stream that uses the default size for an input buffer. |
| BufferedReader(Reader rd, int size) | It is used to create a buffered character input stream that uses the specified size for an input buffer. |

## Java BufferedReader class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used for reading a single character. |
| int read(char[] cbuf, int off, int len) | It is used for reading characters into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| boolean markSupported() | It is used to test the input stream support for the mark and reset method. |
| String readLine() | It is used for reading a line of text. |
| boolean ready() | It is used to test whether the input stream is ready to be read. |
| long skip(long n) | It is used for skipping the characters. |
| void reset() | It repositions the [stream](https://www.javatpoint.com/java-8-stream) at a position the mark method was last called on this input stream. |
| void mark(int readAheadLimit) | It is used for marking the present position in a stream. |
| void close() | It closes the input stream and releases any of the system resources associated with the stream. |

## Java BufferedReader Example

In this example, we are reading the data from the text file **testout.txt** using Java BufferedReader class.

**import** java.io.\*;

**public** **class** BufferedReaderExample {

**public** **static** **void** main(String args[])**throws** Exception{

FileReader fr=**new** FileReader("D:\\testout.txt");

BufferedReader br=**new** BufferedReader(fr);

**int** i;

**while**((i=br.read())!=-1){

System.out.print((**char**)i);

}

br.close();

fr.close();

}

}

Here, we are assuming that you have following data in "testout.txt" file:

Play Video

Welcome to javaTpoint.

Output:

Welcome to javaTpoint.

## Reading data from console by InputStreamReader and BufferedReader

In this example, we are connecting the BufferedReader stream with the [InputStreamReader](https://www.javatpoint.com/Input-from-keyboard-by-InputStreamReader) stream for reading the line by line data from the keyboard.

**import** java.io.\*;

**public** **class** BufferedReaderExample{

**public** **static** **void** main(String args[])**throws** Exception{

InputStreamReader r=**new** InputStreamReader(System.in);

BufferedReader br=**new** BufferedReader(r);

System.out.println("Enter your name");

String name=br.readLine();

System.out.println("Welcome "+name);

}

}

Output:

Enter your name

Nakul Jain

Welcome Nakul Jain
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## Another example of reading data from console until user writes stop

In this example, we are reading and printing the data until the user prints stop.

**import** java.io.\*;

**public** **class** BufferedReaderExample{

**public** **static** **void** main(String args[])**throws** Exception{

InputStreamReader r=**new** InputStreamReader(System.in);

BufferedReader br=**new** BufferedReader(r);

String name="";

**while**(!name.equals("stop")){

System.out.println("Enter data: ");

name=br.readLine();

System.out.println("data is: "+name);

}

br.close();

r.close();

}

}

Output:

Enter data: Nakul

data is: Nakul

Enter data: 12

data is: 12

Enter data: stop

data is: stop

# Java CharArrayWriter Class

The CharArrayWriter class can be used to write common data to multiple files. This class inherits [Writer](https://www.javatpoint.com/java-writer-class) class. Its buffer automatically grows when data is written in this stream. Calling the close() method on this [object](https://www.javatpoint.com/object-and-class-in-java) has no effect.

## Java CharArrayWriter class declaration

Let's see the declaration for Java.io.CharArrayWriter class:

**public** **class** CharArrayWriter **extends** Writer

## Java CharArrayWriter class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int size() | It is used to return the current size of the buffer. |
| char[] toCharArray() | It is used to return the copy of an input data. |
| String toString() | It is used for converting an input data to a [string](https://www.javatpoint.com/java-string). |
| CharArrayWriter append(char c) | It is used to append the specified character to the writer. |
| CharArrayWriter append(CharSequence csq) | It is used to append the specified character sequence to the writer. |
| CharArrayWriter append(CharSequence csq, int start, int end) | It is used to append the subsequence of a specified character to the writer. |
| void write(int c) | It is used to write a character to the buffer. |
| void write(char[] c, int off, int len) | It is used to write a character to the buffer. |
| void write(String str, int off, int len) | It is used to write a portion of string to the buffer. |
| void writeTo(Writer out) | It is used to write the content of buffer to different character stream. |
| void flush() | It is used to flush the stream. |
| void reset() | It is used to reset the buffer. |
| void close() | It is used to close the stream. |

### Example of CharArrayWriter Class:

In this example, we are writing a common data to 4 files a.txt, b.txt, c.txt and d.txt.

**package** com.javatpoint;

**import** java.io.CharArrayWriter;

**import** java.io.FileWriter;

**public** **class** CharArrayWriterExample {

**public** **static** **void** main(String args[])**throws** Exception{

CharArrayWriter out=**new** CharArrayWriter();

out.write("Welcome to javaTpoint");

FileWriter f1=**new** FileWriter("D:\\a.txt");

FileWriter f2=**new** FileWriter("D:\\b.txt");

FileWriter f3=**new** FileWriter("D:\\c.txt");

FileWriter f4=**new** FileWriter("D:\\d.txt");

out.writeTo(f1);

out.writeTo(f2);

out.writeTo(f3);

out.writeTo(f4);

f1.close();

f2.close();

f3.close();

f4.close();

System.out.println("Success...");

}

}

Output

Success...

After executing the program, you can see that all files have common data: Welcome to javaTpoint.

a.txt:

Welcome to javaTpoint

b.txt:

Welcome to javaTpoint

c.txt:

Welcome to javaTpoint

d.txt:

Welcome to javaTpoint

# Java CharArrayReader Class

The CharArrayReader is composed of two words: CharArray and Reader. The CharArrayReader class is used to read character [array](https://www.javatpoint.com/array-in-java) as a reader (stream). It inherits [Reader](https://www.javatpoint.com/java-reader-class) class.

## Java CharArrayReader class declaration

Let's see the declaration for Java.io.CharArrayReader [class](https://www.javatpoint.com/object-and-class-in-java):

1. **public** **class** CharArrayReader **extends** Reader

## Java CharArrayReader class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read a single character |
| int read(char[] b, int off, int len) | It is used to read characters into the portion of an array. |
| boolean ready() | It is used to tell whether the stream is ready to read. |
| boolean markSupported() | It is used to tell whether the stream supports mark() operation. |
| long skip(long n) | It is used to skip the character in the input stream. |
| void mark(int readAheadLimit) | It is used to mark the present position in the stream. |
| void reset() | It is used to reset the stream to a most recent mark. |
| void close() | It is used to closes the stream. |

## Example of CharArrayReader Class:

Let's see the simple example to read a character using Java CharArrayReader class.

**import** java.io.CharArrayReader;

**public** **class** CharArrayExample{

**public** **static** **void** main(String[] ag) **throws** Exception {

**char**[] ary = { 'j', 'a', 'v', 'a', 't', 'p', 'o', 'i', 'n', 't' };

CharArrayReader reader = **new** CharArrayReader(ary);

**int** k = 0;

// Read until the end of a file

**while** ((k = reader.read()) != -1) {

**char** ch = (**char**) k;

System.out.print(ch + " : ");

System.out.println(k);

}

}

}

Output

j : 106

a : 97

v : 118

a : 97

t : 116

p : 112

o : 111

i : 105

n : 110

t : 116

# Java PrintStream Class

The PrintStream class provides methods to write data to another stream. The PrintStream [class](https://www.javatpoint.com/object-and-class-in-java) automatically flushes the data so there is no need to call flush() method. Moreover, its methods don't throw IOException.

## Class declaration

Let's see the declaration for Java.io.PrintStream class:

**public** **class** PrintStream **extends** FilterOutputStream **implements** Closeable. Appendable

## Methods of PrintStream class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void print(boolean b) | It prints the specified boolean value. |
| void print(char c) | It prints the specified char value. |
| void print(char[] c) | It prints the specified character [array](https://www.javatpoint.com/array-in-java) values. |
| void print(int i) | It prints the specified int value. |
| void print(long l) | It prints the specified long value. |
| void print(float f) | It prints the specified float value. |
| void print(double d) | It prints the specified double value. |
| void print(String s) | It prints the specified [string](https://www.javatpoint.com/java-string) value. |
| void print(Object obj) | It prints the specified object value. |
| void println(boolean b) | It prints the specified boolean value and terminates the line. |
| void println(char c) | It prints the specified char value and terminates the line. |
| void println(char[] c) | It prints the specified character array values and terminates the line. |
| void println(int i) | It prints the specified int value and terminates the line. |
| void println(long l) | It prints the specified long value and terminates the line. |
| void println(float f) | It prints the specified float value and terminates the line. |
| void println(double d) | It prints the specified double value and terminates the line. |
| void println(String s) | It prints the specified string value and terminates the line. |
| void println(Object obj) | It prints the specified object value and terminates the line. |
| void println() | It terminates the line only. |
| void printf(Object format, Object... args) | It writes the formatted string to the current stream. |
| void printf(Locale l, Object format, Object... args) | It writes the formatted string to the current stream. |
| void format(Object format, Object... args) | It writes the formatted string to the current stream using specified format. |
| void format(Locale l, Object format, Object... args) | It writes the formatted string to the current stream using specified format. |

## Example of java PrintStream class

In this example, we are simply printing integer and string value.

**import** java.io.FileOutputStream;

**import** java.io.PrintStream;

**public** **class** PrintStreamTest{

**public** **static** **void** main(String args[])**throws** Exception{

FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt ");

PrintStream pout=**new** PrintStream(fout);

pout.println(2016);

pout.println("Hello Java");

pout.println("Welcome to Java");

pout.close();

fout.close();

System.out.println("Success?");

}

}

Output

Play Video

Success...

The content of a text file **testout.txt** is set with the below data

2016

Hello Java

Welcome to Java

## Example of printf() method using java PrintStream class:

Let's see the simple example of printing integer value by format specifier using **printf()** method of **java.io.PrintStream** class.

**class** PrintStreamTest{

**public** **static** **void** main(String args[]){

**int** a=19;

System.out.printf("%d",a); //Note: out is the object of printstream

}

}

Output

19

# Java PrintWriter class

Java PrintWriter class is the implementation of [Writer](https://www.javatpoint.com/java-writer-class) class. It is used to print the formatted representation of [objects](https://www.javatpoint.com/object-and-class-in-java) to the text-output stream.

## Class declaration

Let's see the declaration for Java.io.PrintWriter class:

1. **public** **class** PrintWriter **extends** Writer

## Methods of PrintWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void println(boolean x) | It is used to print the boolean value. |
| void println(char[] x) | It is used to print an [array](https://www.javatpoint.com/array-in-java) of characters. |
| void println(int x) | It is used to print an integer. |
| PrintWriter append(char c) | It is used to append the specified character to the writer. |
| PrintWriter append(CharSequence ch) | It is used to append the specified character sequence to the writer. |
| PrintWriter append(CharSequence ch, int start, int end) | It is used to append a subsequence of specified character to the writer. |
| boolean checkError() | It is used to flushes the stream and check its error state. |
| protected void setError() | It is used to indicate that an error occurs. |
| protected void clearError() | It is used to clear the error state of a stream. |
| PrintWriter format(String format, Object... args) | It is used to write a formatted [string](https://www.javatpoint.com/java-string) to the writer using specified arguments and format string. |
| void print(Object obj) | It is used to print an object. |
| void flush() | It is used to flushes the stream. |
| void close() | It is used to close the stream. |

## Java PrintWriter Example

Let's see the simple example of writing the data on a **console** and in a **text file testout.txt** using Java PrintWriter class.

**import** java.io.File;

**import** java.io.PrintWriter;

**public** **class** PrintWriterExample {

**public** **static** **void** main(String[] args) **throws** Exception {

//Data to write on Console using PrintWriter

PrintWriter writer = **new** PrintWriter(System.out);

writer.write("Javatpoint provides tutorials of all technology.");

writer.flush();

writer.close();

//Data to write in File using PrintWriter

PrintWriter writer1 =**null**;

writer1 = **new** PrintWriter(**new** File("D:\\testout.txt"));

writer1.write("Like Java, Spring, Hibernate, Android, PHP etc.");

writer1.flush();

writer1.close();

}

}

Outpt

Javatpoint provides tutorials of all technology.

The content of a text file **testout.txt** is set with the data **Like Java, Spring, Hibernate, Android, PHP etc.**

# Java OutputStreamWriter

OutputStreamWriter is a [class](https://www.javatpoint.com/object-and-class-in-java) which is used to convert character stream to byte stream, the characters are encoded into byte using a specified charset. write() method calls the encoding converter which converts the character into bytes. The resulting bytes are then accumulated in a buffer before being written into the underlying output stream. The characters passed to write() methods are not buffered. We optimize the performance of OutputStreamWriter by using it with in a BufferedWriter so that to avoid frequent converter invocation.

### Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| OutputStreamWriter(OutputStream out) | It creates an OutputStreamWriter that uses the default character encoding. |
| OutputStreamWriter(OutputStream out, Charset cs) | It creates an OutputStreamWriter that uses the given charset. |
| OutputStreamWriter(OutputStream out, CharsetEncoder enc) | It creates an OutputStreamWriter that uses the given charset encoder. |
| OutputStreamWriter(OutputStream out, String charsetName) | It creates an OutputStreamWriter that uses the named charset. |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream, flushing it first. |
| void | flush() | It flushes the stream. |
| String | getEncoding() | It returns the name of the character encoding being used by this stream. |
| void | write(char[] cbuf, int off, int len) | It writes a portion of an [array](https://www.javatpoint.com/array-in-java) of characters. |
| void | write(int c) | It writes a single character. |
| void | write(String str, int off, int len) | It writes a portion of a [string](https://www.javatpoint.com/java-string). |

## Example

**public** **class** OutputStreamWriterExample {

**public** **static** **void** main(String[] args) {

**try** {

            OutputStream outputStream = **new** FileOutputStream("output.txt");

            Writer outputStreamWriter = **new** OutputStreamWriter(outputStream);

            outputStreamWriter.write("Hello World");

            outputStreamWriter.close();

        } **catch** (Exception e) {

            e.getMessage();

        }

    }

}

Output:

output.txt file will contains text "Hello World"

# Java InputStreamReader

An InputStreamReader is a bridge from byte streams to character streams: It reads bytes and decodes them into characters using a specified charset. The charset that it uses may be specified by name or may be given explicitly, or the platform's default charset may be accepted.

### Constructor

|  |  |
| --- | --- |
| **Constructor name** | **Description** |
| InputStreamReader(InputStream in) | It creates an InputStreamReader that uses the default charset. |
| InputStreamReader(InputStream in, Charset cs) | It creates an InputStreamReader that uses the given charset. |
| InputStreamReader(InputStream in, CharsetDecoder dec) | It creates an InputStreamReader that uses the given charset decoder. |
| InputStreamReader(InputStream in, String charsetName) | It creates an InputStreamReader that uses the named charset. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream and releases any system resources associated with it. |
| String | getEncoding() | It returns the name of the character encoding being used by this stream. |
| int | read() | It reads a single character. |
| int | read(char[] cbuf, int offset, int length) | It reads characters into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| boolean | ready() | It tells whether this stream is ready to be read. |

**Example**

**public** **class** InputStreamReaderExample {

**public** **static** **void** main(String[] args) {

**try**  {

            InputStream stream = **new** FileInputStream("file.txt");

            Reader reader = **new** InputStreamReader(stream);

**int** data = reader.read();

**while** (data != -1) {

                System.out.print((**char**) data);

                data = reader.read();

            }

        } **catch** (Exception e) {

            e.printStackTrace();

        }

    }

}

Output:

I love my country

The file.txt contains text "I love my country" the InputStreamReader

reads Character by character from the file

# Java File Class

The File class is an abstract representation of file and directory pathname. A pathname can be either absolute or relative.

The File class have several methods for working with directories and files such as creating new directories or files, deleting and renaming directories or files, listing the contents of a directory etc.

### Fields

|  |  |  |  |
| --- | --- | --- | --- |
| **Modifier** | **Type** | **Field** | **Description** |
| static | String | pathSeparator | It is system-dependent path-separator character, represented as a [string](https://www.javatpoint.com/java-string) for convenience. |
| static | char | pathSeparatorChar | It is system-dependent path-separator character. |
| static | String | Separator | It is system-dependent default name-separator character, represented as a string for convenience. |
| static | Char | separatorChar | It is system-dependent default name-separator character. |

### [Constructors](https://www.javatpoint.com/java-constructor)

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| File(File parent, String child) | It creates a new File instance from a parent abstract pathname and a child pathname string. |
| File(String pathname) | It creates a new File instance by converting the given pathname string into an abstract pathname. |
| File(String parent, String child) | It creates a new File instance from a parent pathname string and a child pathname string. |
| File(URI uri) | It creates a new File instance by converting the given file: URI into an abstract pathname. |

### Useful Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| static File | createTempFile(String prefix, String suffix) | It creates an empty file in the default temporary-file directory, using the given prefix and suffix to generate its name. |
| boolean | createNewFile() | It atomically creates a new, empty file named by this abstract pathname if and only if a file with this name does not yet exist. |
| boolean | canWrite() | It tests whether the application can modify the file denoted by this abstract pathname.String[] |
| boolean | canExecute() | It tests whether the application can execute the file denoted by this abstract pathname. |
| boolean | canRead() | It tests whether the application can read the file denoted by this abstract pathname. |
| boolean | isAbsolute() | It tests whether this abstract pathname is absolute. |
| boolean | isDirectory() | It tests whether the file denoted by this abstract pathname is a directory. |
| boolean | isFile() | It tests whether the file denoted by this abstract pathname is a normal file. |
| String | getName() | It returns the name of the file or directory denoted by this abstract pathname. |
| String | getParent() | It returns the pathname string of this abstract pathname's parent, or null if this pathname does not name a parent directory. |
| Path | toPath() | It returns a java.nio.file.Path object constructed from the this abstract path. |
| URI | toURI() | It constructs a file: URI that represents this abstract pathname. |
| File[] | listFiles() | It returns an [array](https://www.javatpoint.com/array-in-java) of abstract pathnames denoting the files in the directory denoted by this abstract pathname |
| Long | getFreeSpace() | It returns the number of unallocated bytes in the partition named by this abstract path name. |
| String[] | list(FilenameFilter filter) | It returns an array of strings naming the files and directories in the directory denoted by this abstract pathname that satisfy the specified filter. |
| boolean | mkdir() | It creates the directory named by this abstract pathname. |

## Java File Example 1

**import** java.io.\*;

**public** **class** FileDemo {

**public** **static** **void** main(String[] args) {

**try** {

            File file = **new** File("javaFile123.txt");

**if** (file.createNewFile()) {

                System.out.println("New File is created!");

            } **else** {

                System.out.println("File already exists.");

            }

        } **catch** (IOException e) {

            e.printStackTrace();

        }

    }

}

Output:

New File is created!

## Java File Example 2

**import** java.io.\*;

**public** **class** FileDemo2 {

**public** **static** **void** main(String[] args) {

        String path = "";

**boolean** bool = **false**;

**try** {

            // createing  new files

            File file  = **new** File("testFile1.txt");

            file.createNewFile();

            System.out.println(file);

            // createing new canonical from file object

            File file2 = file.getCanonicalFile();

            // returns true if the file exists

            System.out.println(file2);

            bool = file2.exists();

            // returns absolute pathname

            path = file2.getAbsolutePath();

            System.out.println(bool);

            // if file exists

**if** (bool) {

                // prints

                System.out.print(path + " Exists? " + bool);

            }

        } **catch** (Exception e) {

            // if any error occurs

            e.printStackTrace();

        }

    }

}

Output:

Play Video

testFile1.txt

/home/Work/Project/File/testFile1.txt

true

/home/Work/Project/File/testFile1.txt Exists? true

## Java File Example 3

**import** java.io.\*;

**public** **class** FileExample {

**public** **static** **void** main(String[] args) {

    File f=**new** File("/Users/sonoojaiswal/Documents");

    String filenames[]=f.list();

**for**(String filename:filenames){

        System.out.println(filename);

    }

}

}

Output:

"info.properties"

"info.properties".rtf

.DS\_Store

.localized

Alok news

apache-tomcat-9.0.0.M19

apache-tomcat-9.0.0.M19.tar

bestreturn\_org.rtf

BIODATA.pages

BIODATA.pdf

BIODATA.png

struts2jars.zip

workspace

## Java File Example 4

**import** java.io.\*;

**public** **class** FileExample {

**public** **static** **void** main(String[] args) {

    File dir=**new** File("/Users/sonoojaiswal/Documents");

    File files[]=dir.listFiles();

**for**(File file:files){

        System.out.println(file.getName()+" Can Write: "+file.canWrite()+"

        Is Hidden: "+file.isHidden()+" Length: "+file.length()+" bytes");

    }

}

}

Output:

"info.properties" Can Write: true Is Hidden: false Length: 15 bytes

"info.properties".rtf Can Write: true Is Hidden: false Length: 385 bytes

.DS\_Store Can Write: true Is Hidden: true Length: 36868 bytes

.localized Can Write: true Is Hidden: true Length: 0 bytes

Alok news Can Write: true Is Hidden: false Length: 850 bytes

apache-tomcat-9.0.0.M19 Can Write: true Is Hidden: false Length: 476 bytes

apache-tomcat-9.0.0.M19.tar Can Write: true Is Hidden: false Length: 13711360 bytes

bestreturn\_org.rtf Can Write: true Is Hidden: false Length: 389 bytes

BIODATA.pages Can Write: true Is Hidden: false Length: 707985 bytes

BIODATA.pdf Can Write: true Is Hidden: false Length: 69681 bytes

BIODATA.png Can Write: true Is Hidden: false Length: 282125 bytes

workspace Can Write: true Is Hidden: false Length: 1972 bytes

# StringTokenizer in Java

[StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java#StringTokenizer)

[Methods of StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java#Methods)

[Example of StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java#Example)

The **java.util.StringTokenizer** class allows you to break a String into tokens. It is simple way to break a String. It is a legacy class of Java.

It doesn't provide the facility to differentiate numbers, quoted strings, identifiers etc. like StreamTokenizer class. We will discuss about the StreamTokenizer class in I/O chapter.

In the StringTokenizer class, the delimiters can be provided at the time of creation or one by one to the tokens.

![StringTokenizer in Java](data:image/png;base64,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)

### Constructors of the StringTokenizer Class

There are 3 constructors defined in the StringTokenizer class.

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringTokenizer(String str) | It creates StringTokenizer with specified string. |
| StringTokenizer(String str, String delim) | It creates StringTokenizer with specified string and delimiter. |
| StringTokenizer(String str, String delim, boolean returnValue) | It creates StringTokenizer with specified string, delimiter and returnValue. If return value is true, delimiter characters are considered to be tokens. If it is false, delimiter characters serve to separate tokens. |

### Methods of the StringTokenizer Class

The six useful methods of the StringTokenizer class are as follows:

![StringTokenizer in Java](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Methods** | **Description** |
| boolean hasMoreTokens() | It checks if there is more tokens available. |
| String nextToken() | It returns the next token from the StringTokenizer object. |
| String nextToken(String delim) | It returns the next token based on the delimiter. |
| boolean hasMoreElements() | It is the same as hasMoreTokens() method. |
| Object nextElement() | It is the same as nextToken() but its return type is Object. |
| int countTokens() | It returns the total number of tokens. |

### Example of StringTokenizer Class

Let's see an example of the StringTokenizer class that tokenizes a string "my name is khan" on the basis of whitespace.

**Simple.java**

**import** java.util.StringTokenizer;

**public** **class** Simple{

**public** **static** **void** main(String args[]){

   StringTokenizer st = **new** StringTokenizer("my name is khan"," ");

**while** (st.hasMoreTokens()) {

         System.out.println(st.nextToken());

     }

   }

}

**Output:**

my

name

is

khan

The above Java code, demonstrates the use of StringTokenizer class and its methods hasMoreTokens() and nextToken().

### Example of nextToken(String delim) method of the StringTokenizer class

**Test.java**

**import** java.util.\*;

**public** **class** Test {

**public** **static** **void** main(String[] args) {

       StringTokenizer st = **new** StringTokenizer("my,name,is,khan");

      // printing next token

      System.out.println("Next token is : " + st.nextToken(","));

   }

}

**Output:**

Next token is : my

### Example of hasMoreTokens() method of the StringTokenizer class

This method returns true if more tokens are available in the tokenizer String otherwise returns false.

**StringTokenizer1.java**

**import** java.util.StringTokenizer;

**public** **class** StringTokenizer1

{

 /\* Driver Code \*/

**public** **static** **void** main(String args[])

 {

   /\* StringTokenizer object \*/

   StringTokenizer st = **new** StringTokenizer("Demonstrating methods from StringTokenizer class"," ");

     /\* Checks if the String has any more tokens \*/

**while** (st.hasMoreTokens())

     {

         System.out.println(st.nextToken());

     }

 }    }

**Output:**

Demonstrating

methods

from

StringTokenizer

class

The above Java program shows the use of two methods hasMoreTokens() and nextToken() of StringTokenizer class.

### Example of hasMoreElements() method of the StringTokenizer class

This method returns the same value as hasMoreTokens() method of StringTokenizer class. The only difference is this class can implement the Enumeration interface.

**StringTokenizer2.java**

**import** java.util.StringTokenizer;

**public** **class** StringTokenizer2

{

**public** **static** **void** main(String args[])

 {

   StringTokenizer st = **new** StringTokenizer("Hello everyone I am a Java developer"," ");

**while** (st.hasMoreElements())

     {

         System.out.println(st.nextToken());

     }

 }

}

**Output:**

Hello

everyone

I

am

a

Java

developer

The above code demonstrates the use of hasMoreElements() method.

### Example of nextElement() method of the StringTokenizer class

nextElement() returns the next token object in the tokenizer String. It can implement Enumeration interface.

**StringTokenizer3.java**

**import** java.util.StringTokenizer;

**public** **class** StringTokenizer3

{

 /\* Driver Code \*/

**public** **static** **void** main(String args[])

 {

   /\* StringTokenizer object \*/

   StringTokenizer st = **new** StringTokenizer("Hello Everyone Have a nice day"," ");

     /\* Checks if the String has any more tokens \*/

**while** (st.hasMoreTokens())

     {

         /\* Prints the elements from the String \*/

         System.out.println(st.nextElement());

     }

 }

}

**Output:**

Hello

Everyone

Have

a

nice

day

The above code demonstrates the use of nextElement() method.

### Example of countTokens() method of the StringTokenizer class

This method calculates the number of tokens present in the tokenizer String.

**StringTokenizer4.java**

**import** java.util.StringTokenizer;

**public** **class** StringTokenizer3

{

 /\* Driver Code \*/

**public** **static** **void** main(String args[])

 {

   /\* StringTokenizer object \*/

   StringTokenizer st = **new** StringTokenizer("Hello Everyone Have a nice day"," ");

         /\* Prints the number of tokens present in the String \*/

         System.out.println("Total number of Tokens: "+st.countTokens());

 }

}

**Output:**

Total number of Tokens: 6

The above Java code demonstrates the countTokens() method of StringTokenizer() class.