**PySpark Assignments**

(By: Y. Kanakaraju, Created: Nov 2022, For: CTS Academy)

**Spark Core – RDD**

1. From the given Car details dataset, compute the ‘Average Weight’ of ‘American Cars’ for each ‘Make’. Do not use ‘groupBy’ transformation

The output should look like: (ford, 3540), (buick, 2800) etc.

* Dataset: **cars.tsv**

**Spark SQL – DataFrames**

Solve the following two assignments (2 and 3) using the dataset:   
**online-retail-dataset.csv**

The dataset may be downloaded from the following URL: <https://archive.ics.uci.edu/ml/machine-learning-databases/00352/>

Save the excel file as CSV file.

1. Show the **top 25 products that recorded highest monthly sales** by volume in any month. The same product may appear multiple times if it recorded highest sales in different months.
   1. Data required: StockCode, InvoiceMonth and TotalQuantity
   2. A produce is identified by StockCode column.
   3. Total Quantity is the sum of Quantity in that month.
   4. Sample output:  
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2. Fetch **TotalSaleValue and TotalOrders for each month in the year 2011**. Arrange the data in the descending order of TotalSaleValue. TotalSaleValue is the sum of all SaleValue in each month. Use DataFrame API methods only (do not use SQL queries).
   1. Data required: InvoiceMonth, TotalSaleValue, TotalOrders
   2. SaleValue is derived as UnitPrice \* Quantity
   3. Arrange the data in the descending order of TotalSaleValue.
   4. Round TotalSaleValue to one decimal place.
   5. Sample Output:  
      ![](data:image/png;base64,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)

**Structured Streaming**Solve the assignments 4 and 5 using Spark Structured Streaming API (do not use DStreams API).

1. Create a real time data pipeline creating a stream of words along with timestamps printed on the console reading from lines of text ingested into a socket.   
   Streaming Source: **Socket** (localhost:9999), Sink: **Console**
   1. Ingest data into socket using the netcat Linux utility (nc –lk 9999)
   2. As you write data into the socket, you should output each word with corresponding timestamp on to the console.
   3. Use ‘append’ output mode.
   4. Use trigger interval of 5 seconds.
2. Create a pipeline to ingest data into Kafka from a Rate source at a rate of 5 rows per second.  
   Streaming Source: **Rate**, Sink: **Kafka**
   1. Start zookeeper and Kafka server services.
   2. Create a Kafka topic called ‘topic1’
   3. Write a structured streaming application to write data from a Rate source into the Kafka topic. Use timestamp as key.

**Weightage:**

* Assignment 1: 15% (RDD API)
* Assignment 2: 15% (Spark SQL)
* Assignment 3: 20% (Spark SQL)
* Assignment 4: 25% (Structured Streaming)
* Assignment 5: 25% (Structured Streaming)

**Assignment Submission Guidelines**

* Please submit all the solutions in **a single text file created using Notepad**.
* Clearly mention your Associate ID the dates of the training batch you attended towards the top of the submitted file.
* Mention the assignment number followed the by source-code. Simply put all your source-code in text format.
* Separate each assignment with a horizontal line.
* No need to show/print the output.
* Even if you practiced on Jupyter Notebook or Databricks, still submit the code in a notepad file only. Just copy and paste all the code in the text file.
* Do not submit notebook files (.pynb files), word documents and image files.

**Sample submission format (for your understanding)**

Associate ID: 123456  
Dates: PySpark from 01-Nov-2022 to 10-Nov-2022

**Assignment 1:**

import pyspark

from pyspark import SparkContext

avgerage\_rdd = sc.textFile('/FileStore/tables/cars-1.tsv').map(lambda x: x.split('\t')).filter(lambda x: x[9] == 'American').map(lambda x: (x[0], int(x[6]))).mapValues(lambda x: (x,1)).reduceByKey(lambda x,y: (x[0]+y[0], x[1]+y[1])).mapValues(lambda x: x[0]/x[1])

avgerage\_rdd.collect()

**Assignment 2**

with s1 as

(

select \*,

CONCAT(YEAR(str\_to\_date(InvoiceDate,"%d-%m-%Y")),'-',MONTH(str\_to\_date(InvoiceDate,"%d-%m-%Y")))

as InvoiceMonth from onlineretail

)

select StockCode, InvoiceMonth, SUM(Quantity) over(partition by InvoiceMonth, StockCode) as TotalQuantity

from s1

order by TotalQuantity desc

limit 25;

**Assignment 3**

import pyspark

from pyspark import SparkContext

from pyspark.sql.functions import \*

df = spark.read.csv("/FileStore/tables/Online\_Retail\_CSV.csv",header = "True",inferSchema= "True").withColumn("salesvalue", round(col("Quantity")\*col("UnitPrice"),2)).withColumn("InvoiceMonth",concat(year(to\_timestamp(col("InvoiceDate"), 'dd-MM-yyyy HH:mm')),lit("-"),month(to\_timestamp(col("InvoiceDate"), 'dd-MM-yyyy HH:mm')))).groupBy("InvoiceMonth").agg(round(sum("salesvalue"),2).alias("TotalSaleValue"),count("InvoiceNo").alias("TotalOrders")).sort("TotalSaleValue",ascending = False).filter("InvoiceMonth like '2011%'")

df.show()

**Assignment 4**

from pyspark import SparkConf, SparkContext

from pyspark.streaming import StreamingContext

conf = SparkConf().setAppName("WordStream").setMaster("local[2]")

sc = SparkContext(conf=conf)

ssc = StreamingContext(sc, 5)

In this example, we are using a local cluster with 2 worker threads and a batch interval of 5 seconds.

lines = ssc.socketTextStream("localhost", 9999)

import time

def add\_timestamp(word):

return (word, time.time())

words = lines.flatMap(lambda line: line.split(" "))

words\_with\_timestamps = words.map(add\_timestamp)

ssc.start()

!nc -lk 9999

ssc.awaitTermination()

**Assignment 5**

from pyspark.sql import SparkSession

from pyspark.sql.functions import from\_json, to\_json, struct

from pyspark.sql.types import StructType, StructField, StringType, DoubleType, TimestampType

spark = SparkSession.builder.appName("KafkaWriter").getOrCreate()

schema = StructType([

StructField("timestamp", TimestampType()),

StructField("value", DoubleType())

])

rateDF = spark.readStream.format("rate").option("rowsPerSecond", 5).load()

# Transform the data and write to Kafka

query = rateDF.selectExpr("CAST(timestamp AS TIMESTAMP) as key", "to\_json(struct(\*)) AS value") \

.writeStream.format("kafka") \

.option("kafka.bootstrap.servers", "localhost:9092") \

.option("topic", "topic1") \

.option("checkpointLocation", "/tmp/checkpoint") \

.start()

query.awaitTermination()