TensorFlow初步学习总结

曲力 深圳基带部 2016.03

**一、准备工作**

1、Tensorflow的安装可以在网上自行搜索

首先在linux系统上安装tensorflow的docker镜像（docker镜像在WXCOP社区可以下载）。

常用的命令：

创建镜像：sudo docker run -i -t --name=quli\_tensorflow tensor\_flow

启动镜像：docker start quli\_tensorflow

停止镜像：docker stop quli\_tensorflow

查看当前运行镜像：docker ps

连接镜像：docker attach quli\_tensorflow

退出镜像：Ctrl+P+Q

从镜像中复制文件到本地：docker cp 18f3e1c0d2cb:/usr/lib/python2.7 /home/quli/mnist

从本地复制文件到镜像中：docker inspect -f '{{.Id}}' 18f3e1c0d2cb （查询出完整ID）

cp docker/docker-start.sh （Host本地目录）/var/lib/docker/aufs/mnt/（固定格式）a77a72ac178c1e35708d2af446197c10239b0b1bd8932104578e334b83eb93a2/root/（容器目录）

从windows向linux系统拷贝代码文件时需要用dos2unix.exe工具进行转换， 之后上传到FTP，再从FTP拷贝到linux本地。

包含三个场所：windows本地、linux本地、镜像内部

2、下载数据文件，放到本地目录中/tmp/mnist

'train-images-idx3-ubyte.gz'   训练集图片

'train-labels-idx1-ubyte.gz' 训练集标签

't10k-images-idx3-ubyte.gz' 测试集图片

't10k-labels-idx1-ubyte.gz'  测试集标签

3、下载input\_data文件，放到python安装目录

注：input\_data版本有所不同，import失败的话可以换另一个版本的试一下

**二、手写数字识别实验**

基本思想，可以参考tensorflow的入门文档。

1. **理解mnist的数据结构及代码**
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在train-images.idx3-ubyte中，第一个数为32位的整数（魔数，图片类型的数），第二个数为32位的整数（图片的个数），第三和第四个也是32为的整数（分别代表图片的行数和列数），接下来的都是一个字节的无符号数（即像素，值域为0~255），因此，为了输出其中的图片，我们只需要依次获取魔数和图片的个数，然后获取图片的长和宽，最后逐个像素读取就可以了。

代码如下：

#!/usr/bin/env python

# -\*- coding: utf-8 -\*-

from PIL import Image

import struct

def read\_image(filename):

f = open(filename, 'rb')

index = 0

buf = f.read()

f.close()

magic, images, rows, columns = struct.unpack\_from('>IIII' , buf , index)

index += struct.calcsize('>IIII')

for i in range(images):

image = Image.new('L', (columns, rows))

for x in range(rows):

for y in range(columns):

image.putpixel((y, x), int(struct.unpack\_from('>B', buf, index)[0]))

index += struct.calcsize('>B')

print ('save ' + str(i) + 'image')

image.save(str(i) + '.png')

def read\_label(filename, saveFilename):

f = open(filename, 'rb')

index = 0

buf = f.read()

f.close()

magic, labels = struct.unpack\_from('>II' , buf , index)

index += struct.calcsize('>II')

labelArr = [0] \* labels

for x in range(labels):

labelArr[x] = int(struct.unpack\_from('>B', buf, index)[0])

index += struct.calcsize('>B')

save = open(saveFilename, 'w')

save.write(','.join(map(lambda x: str(x), labelArr)))

save.write('\n')

save.close()

print ('save labels success')

if \_\_name\_\_ == '\_\_main\_\_':

read\_image(r'E:\prac\t10k-images-idx3-ubyte\t10k-images.idx3-ubyte')

read\_label(r'E:\prac\t10k-labels-idx1-ubyte\t10k-labels.idx1-ubyte', r'E:\prac\label.txt')

注：首先打开文件，然后分别读取魔数，图片个数，以及行数和列数，在struct中，可以看到，使用了’>IIII’，这是什么意思呢？意思就是使用大端规则，读取四个整形数（Integer），如果要读取一个字节，则可以用’>B’（当然，这里用没用大端规则都是一样的，因此只有两个或两个以上的字节才有用）。

然后对于每张图片，先创建一张空白的图片，其中的’L’代表这张图片是灰度图，最后逐个像素读取，然后写进空白图片里，最后保存图片，就可以了

1. **手工制作图片验证训练模型**

Tensorflow使用的数据集都是二进制形式保存在文件中，将训练集中的数据（训练图片和对应标签）作为输入，经过迭代得到对于100个交叉熵的和来说最小的结果，即W和b，再将测试集中的数据（测试图片和对应标签）输入，每个图片都是一个像素矩阵x（28\*28），根据y=Wx+b计算出y值，判断y和y\_（标签矩阵）最大值的index是否一致（是则记为1，不是则记为0），再对这些值求平均，就可以算出正确的概率。

如果用手工制作图片验证模型，需要先得出W和b的值，再根据y=Wx+b算出y，再对y进行softmax，求出分别代表数字0-9的概率。

1）打印w和b值代码如下

#!/usr/bin/env python

import input\_data

import tensorflow as tf

import numpy as np

#导入Minst数据集

mnist = input\_data.read\_data\_sets("/tmp/mnist", one\_hot=True)

#输入变量，把28\*28的图片变成一维数组（丢失结构信息）

x = tf.placeholder("float", [None, 784])

#权重矩阵，把28\*28=784的一维输入，变成0-9这10个数字的输出

W = tf.Variable(tf.zeros([784,10]))

#偏置量矩阵

b = tf.Variable(tf.zeros([10]))

#核心运算，其实就是softmax（x\*w+b）

y = tf.nn.softmax(tf.matmul(x,W) + b)

#这个是训练集的正确结果，用于存放图像对应label的矩阵

y\_ = tf.placeholder("float", [None,10])

#交叉熵，作为损失函数

cross\_entropy = -tf.reduce\_sum(y\_\*tf.log(y))

#梯度下降算法，最小化交叉熵

train\_step = tf.train.GradientDescentOptimizer(0.01).minimize(cross\_entropy)

#初始化，在run之前必须进行的

init = tf.initialize\_all\_variables()

#创建session以便运算

sess = tf.Session()

sess.run(init)

#迭代1000次

for i in range(1000):

#获取训练数据集的图片输入和正确表示数字

batch\_xs, batch\_ys = mnist.train.next\_batch(100)

#运行刚才建立的梯度下降算法，x赋值为图片输入，y\_赋值为正确的表示数字

sess.run(train\_step, feed\_dict={x: batch\_xs, y\_: batch\_ys})

#tf.argmax获取最大值的索引。比较运算后的结果和本身结果是否相同。

#这步的结果应该是[1,1,1,1,1,1,1,1,0,1...........1,1,0,1]这种形式。

#1代表正确，0代表错误

correct\_prediction = tf.equal(tf.argmax(y,1), tf.argmax(y\_,1))

#tf.cast先将数据转换成float，防止求平均不准确。

#tf.reduce\_mean由于只有一个参数，就是上面那个数组的平均值。

accuracy = tf.reduce\_mean(tf.cast(correct\_prediction, "float"))

#m就是W的值（784个list，每个list有10个值）

m = W.eval(sess)

#此处c并不是空值，需要将图像的灰度值矩阵输入

c = []

#将m组合成一个矩阵

w = np.matrix(m)

#p就是b的值（1个list，包含10个值）

p = b.eval(sess)

#将p组合成一个矩阵

B = np.matrix(p)

#直接计算y的softmax值，其中dot(c,W)代表矩阵相乘

result = tf.nn.softmax(np.dot(c,w) + B)

#计算c\*w+b

r = np.dot(c,w) + B

print result

print r

#选取测试集中的数据来验证概率

print sess.run(accuracy, feed\_dict={x: mnist.test.images, y\_: mnist.test.labels})

**2）手工制作图片的像素矩阵获取**

对于灰度图片：

from PIL import Image

import sys

im = Image.open(r'E:\prac\img\002.jpg')

width = im.size[0]

height = im.size[1]

print (width)

print (height)

count = 0

arr = []

for h in range(0, width):

for w in range(0, height):

pixel = im.getpixel((w, h))

arr.append(pixel)

print (arr)

print (len(arr))

fl = open(r'E:\prac\img\0002.txt','w+')

fl.write(str(arr))

对于彩色图片：

from PIL import Image

im = Image.open(r'E:\prac\img\09.jpg')

im\_L = im.convert('L') #进行灰度转换，将RGB值转换为灰度值

width = im\_L.size[0]

height = im\_L.size[1]

print (width)

print (height)

arr = []

for h in range(0, height):

for w in range(0, width):

pixel = im\_L.getpixel((w, h))

arr.append(pixel)

print (arr)

print (len(arr))

fl = open(r'E:\prac\img\09.txt','w+')

fl.write(str(arr))

3）通过对像素矩阵与训练的权重参数（w/b）计算y，然后进行softmax回归，得到某一数字的概率值

import math

def softmax():

x = [1,2,3,4,5,6,7,8,9]

max = 0.0;

sum = 0.0;

for i in range(0,len(x)):

if(max < x[i]):

max = x[i]

for i in range(0,len(x)):

x[i] = math.exp(x[i] - max)

sum += x[i]

for i in range(0,len(x)):

x[i] /= sum

return x,sum

实验结果：

![](data:image/png;base64,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)

注：该模型对于mnist测试库图片的识别概率大概是91%左右，而对于自制图片，识别概率并不高，可能是制作图片本身的问题造成的。

# 三、卷积神经网络方法识别手写数字

卷积神经网络的原理还不是很理解，但是这个方法的正确率可以达到99%以上，缺点是运行耗时很长（6万个数据图片训练时间大概在8个小时），硬件条件允许的话，卷积神经网络是一个不错的选择。

代码如下：

from tensorflow.examples.tutorials.mnist import input\_data

mnist = input\_data.read\_data\_sets('MNIST\_data', one\_hot=True)

import tensorflow as tf

sess = tf.InteractiveSession()

def weight\_variable(shape):

initial = tf.truncated\_normal(shape, stddev=0.1)

return tf.Variable(initial)

def bias\_variable(shape):

initial = tf.constant(0.1, shape=shape)

return tf.Variable(initial)

def conv2d(x, W):

return tf.nn.conv2d(x, W, strides=[1, 1, 1, 1], padding='SAME')

def max\_pool\_2x2(x):

return tf.nn.max\_pool(x, ksize=[1, 2, 2, 1],strides=[1, 2, 2, 1], padding='SAME')

W\_conv1 = weight\_variable([5, 5, 1, 32])

b\_conv1 = bias\_variable([32])

x\_image = tf.reshape(x, [-1,28,28,1])

h\_conv1 = tf.nn.relu(conv2d(x\_image, W\_conv1) + b\_conv1)

h\_pool1 = max\_pool\_2x2(h\_conv1)

W\_conv2 = weight\_variable([5, 5, 32, 64])

b\_conv2 = bias\_variable([64])

h\_conv2 = tf.nn.relu(conv2d(h\_pool1, W\_conv2) + b\_conv2)

h\_pool2 = max\_pool\_2x2(h\_conv2)

W\_fc1 = weight\_variable([7 \* 7 \* 64, 1024])

b\_fc1 = bias\_variable([1024])

h\_pool2\_flat = tf.reshape(h\_pool2, [-1, 7\*7\*64])

h\_fc1 = tf.nn.relu(tf.matmul(h\_pool2\_flat, W\_fc1) + b\_fc1)

keep\_prob = tf.placeholder(tf.float32)

h\_fc1\_drop = tf.nn.dropout(h\_fc1, keep\_prob)

W\_fc2 = weight\_variable([1024, 10])

b\_fc2 = bias\_variable([10])

y\_conv=tf.nn.softmax(tf.matmul(h\_fc1\_drop, W\_fc2) + b\_fc2)

cross\_entropy = -tf.reduce\_sum(y\_\*tf.log(y\_conv))

train\_step = tf.train.AdamOptimizer(1e-4).minimize(cross\_entropy)

correct\_prediction = tf.equal(tf.argmax(y\_conv,1), tf.argmax(y\_,1))

accuracy = tf.reduce\_mean(tf.cast(correct\_prediction, tf.float32))

sess.run(tf.initialize\_all\_variables())

for i in range(20000):

batch = mnist.train.next\_batch(50)

if i%100 == 0:

train\_accuracy = accuracy.eval(feed\_dict={x:batch[0], y\_: batch[1], keep\_prob: 1.0})

print("step %d, training accuracy %g"%(i, train\_accuracy))

train\_step.run(feed\_dict={x: batch[0], y\_: batch[1], keep\_prob: 0.5})

print("test accuracy %g"%accuracy.eval(feed\_dict={x: mnist.test.images, y\_: mnist.test.labels, keep\_prob: 1.0}))

===END===