**无聊，谈一些面向对象设计思想的高级话题**

**元类，类的模板**  
  
**1 什么是元类**  
  
      我们说，面向对象本质上是过程化方法的高级阶段，其目的还是为了重用代码。或者说，同过程化相比，面向对象是更高一级的抽象，它把相似的对象归为一个类型，描述的是一种通用的“泛化”关系。那么，更高的一个层次上，我们说，如果是相似的类呢？那又应该如何处理？  
      面向对象概念中从来不缺乏描述类与类之间相似性的机制，比如继承和接口、比如原型，但是JavaScript中有没有一种机制，可以描述类的“创建型”泛化关系呢？答案是有的，它就是我们所说的“元类”。  
      所谓的元类，是一种特殊的类，它的作用是构造一组类，这组类都具有同样的特征。元类和类的关系就像类和对象的关系一样，是一种创建型的泛化关系。  
  
**2 元类：构造类的类**  
  
      之前我们已经知道，JavaScript中的函数也是对象，它们是Function类型的实例。而在JavaScript的面向对象中，函数本身被作为类型。因此，从关系上来讲，Function就是一个元类，它是由JavaScript语言本身提供的。  
      但是，从Function的实现角度来讲，它又不适合作为创造类的元类，因为它的构造方法十分繁琐，是通过字符串来直接生成函数的，例如：  
        //TODO:（因为太无聊了，所以连这个也省略了）  
  
      于是，我们考虑其他的方式。还是回想第7章的那个规则——“构造函数通常没有返回值，它们只是初始化由this值传递进来的对象，并且什么也不返回。如果函数有返回值，被返回的对象就成了new表达式的值”——如果我们在构造函数里返回一个函数或者闭包，那么会怎么样？答案是令人吃惊的，那样我们就创建了一个用来构造类的类，也就是我们所说的“元类”。  
      例如：  
![](data:image/x-wmf;base64,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)  
   提示：您可以先修改部分代码再运行  
  
在上面的例子里，我们创建了一个叫做Singleton的元类，它抽象的是一种设计模式，我们用它来构造了类SessionFactory，它遵循了单例模式，因此不允许被实例化，当我们尝试去实例化它时，系统就报告了异常。  
  
**3 为什么要用元类**  
  
      单纯从上面的例子来看，似乎使用元类的理由还不够充分，但是仔细思考一下，当你使用元类思想处理一些足够复杂的问题时，它带来好处就显而易见了，你可以像普通对象一样继承你的类，你也可以给你的元类指定原型，元类的静态方法对应于对象的类方法，必要的时候你可以派生一系列的类（而不是对象），再用这些类去创造形形色色的对象。总而言之，元类思想提升了你抽象建模的能力，它是一种非常强大的高层次的抽象方法，下面一个小节里，通过一些稍微复杂的例子演示这种思想能够的创造的奇迹：  
       （尤其无聊，干脆连这个也省略了 ^^）  
  
[[i] 本帖最后由 月影 于 2007-4-15 13:53 编辑 [/i]]

一个稍微复杂一点的例子 看起来很像C++模板的Group类

**QUOTE:**

function ClassA()  
{  
    this.constructor=ClassA;  
    this.v="!!";  
    this.run=function(){  
        alert(this.v);  
    }  
    this.clone=function(){  
        var r=new ClassA();  
        r.v=this.v;  
        return r;  
    }  
}  
var a=new ClassA();  
var b=new ClassA();  
var ClassAGroup=new Template\_Group(ClassA);  
var ag=new ClassAGroup();  
a.v="a";  
b.v="b";  
ag.add(a);  
ag.add(b);  
var ag2=ag.clone().clone().clone();  
ag2.run();

Template\_Group从一个类（构造器）构造一个新的类  
这个新的类是原来的类的对象的集合 可以通过add 和remove为它添加新的成员或者移除成员  
这个新的类拥有跟原来的类相同的方法  调用它的方法时 它会调用每个成员的方法  
如果成员的方法有返回值 并且返回值是对象类型的话 它会返回一个Group