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最近，我面试了一个有五年 Web 应用程序开发经验的软件开发人员。四年半来她一直在从事 JavaScript 相关的工作，她自认为 JavaScript 技能非常好，但在不久之后我就发现实际上她对 JavaScript 知之甚少。话虽这样说，但我确实没有责备她的意思。JavaScript 真的是很有趣。很多人（包括我自己，直到最近！）都认为自己很擅长 JavaScript 语言，因为他们都知道 C/C++/C#，或者有一些以前的编程经验。  
在某种程度上，这种假设并不是完全没有根据的。用 JavaScript 很容易做些简单的事情。入门的门槛很低，该语言很宽松，它不需要您知道很多细节就可以开始用它进行编码。甚至非编程人员也可能用它在几个小时内为主页编写一些有用的脚本。  
的确，直到最近，仅仅凭借 MSDN® DHTML 参考资料和我的 C++/C# 经验，我也总能勉强利用这点 JavaScript 知识完成一些任务。只是当我开始编写真实的 AJAX 应用程序时，我才意识到实际上我的 JavaScript 知识还非常不够。这个新一代的 Web 应用程序的复杂性和交互性需要程序员以完全不同的方法来编写 JavaScript 代码。它们是真正的 JavaScript 应用程序！我们在编写一次性脚本时一直采用的方法已完全不再有效。  
面向对象编程 (OOP) 是一种流行的编程方法，很多 JavaScript 库中都使用这种方法，以便更好地管理和维护基本代码。JavaScript 支持 OOP，但与诸如 C++、C# 或 Visual Basic® 等流行的 Microsoft® .NET Framework 兼容语言相比，它支持 OOP 的方式非常不同，因此主要使用这些语言的开发人员开始可能会觉得在 JavaScript 中使用 OOP 很奇怪而且不直观。我写本文就是为了深入讨论 JavaScript 语言实际上如何支持面向对象编程，以及您如何使用这一支持在 JavaScript 中高效地进行面向对象开发。下面首先讨论对象（还能先讨论其他别的什么呢？）。  
  
JavaScript 对象是词典  
在 C++ 或 C# 中，在谈论对象时，是指类或结构的实例。对象有不同的属性和方法，具体取决于将它们实例化的模板（即类）。而 JavaScript 对象却不是这样。在 JavaScript 中，对象只是一组名称/值对，就是说，将 JavaScript 对象视为包含字符串关键字的词典。我们可以使用熟悉的“.”（点）运算符或“[]”运算符，来获得和设置对象的属性，这是在处理词典时通常采用的方法。以下代码段

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var userObject = new Object();  
userObject.lastLoginTime = new Date();  
alert(userObject.lastLoginTime);

的功能与下面的代码段完全相同：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var userObject = {}; // equivalent to new Object()  
userObject[“lastLoginTime”] = new Date();  
alert(userObject[“lastLoginTime”]);

我们还可以直接在 userObject 的定义中定义 lastLoginTime 属性，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var userObject = { “lastLoginTime”: new Date() };  
alert(userObject.lastLoginTime);

注意，它与 C# 3.0 对象初始值非常相似。而且，熟悉 Python 的人会发现在第二和第三个代码段中实例化 userObject 的方法与在 Python 中指定词典的方法完全相同。唯一的差异是 JavaScript 对象/词典只接受字符串关键字，而不是像 Python 词典那样接受可哈希化的对象。  
这些示例还显示 JavaScript 对象比 C++ 或 C# 对象具有更大的可延展性。您不必预先声明属性 lastLoginTime — 如果 userObject 没有该名称的属性，该属性将被直接添加到 userObject。如果记住 JavaScript 对象是词典，您就不会对此感到吃惊了，毕竟，我们一直在向词典添加新关键字（和其各自的值）。  
这样，我们就有了对象属性。对象方法呢？同样，JavaScript 与 C++/C# 不同。若要理解对象方法，首先需要仔细了解一下 JavaScript 函数。  
  
JavaScript 函数是最棒的  
在很多编程语言中，函数和对象通常被视为两样不同的东西。在 JavaScript 中，其差别很模糊 — JavaScript 函数实际上是具有与它关联的可执行代码的对象。请如此看待普通函数：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function func(x) {  
    alert(x);  
}  
func(“blah”);

这就是通常在 JavaScript 中定义函数的方法。但是，还可以按以下方法定义该函数，您在此创建匿名函数对象，并将它赋给变量 func

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var func = function(x) {  
    alert(x);  
};  
func(“blah2”);

甚至也可以像下面这样，使用 Function 构造函数：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var func = new Function(“x”, “alert(x);”);  
func(“blah3”);

此示例表明函数实际上只是支持函数调用操作的对象。最后一个使用 Function 构造函数来定义函数的方法并不常用，但它展示的可能性非常有趣，因为您可能注意到，该函数的主体正是 Function 构造函数的 String 参数。这意味着，您可以在运行时构造任意函数。  
为了进一步演示函数是对象，您可以像对其他任何 JavaScript 对象一样，在函数中设置或添加属性：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function sayHi(x) {  
    alert(“Hi, “ + x + “!”);  
}  
sayHi.text = “Hello World!”;  
sayHi[“text2”] = “Hello World... again.”;  
  
alert(sayHi[“text”]); // displays “Hello World!”  
alert(sayHi.text2); // displays “Hello World... again.”

作为对象，函数还可以赋给变量、作为参数传递给其他函数、作为其他函数的值返回，并可以作为对象的属性或数组的元素进行存储等等。**图 1** 提供了这样一个示例。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 1 JavaScript 中的函数是最棒的

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var myDog = {  
    “name” : “Spot”,  
    “bark” : function() { alert(“Woof!”); },  
    “displayFullName” : function() {  
        alert(this.name + “ The Alpha Dog”);  
    },  
    “chaseMrPostman” : function() {   
        // implementation beyond the scope of this article   
    }      
};  
myDog.displayFullName();   
myDog.bark(); // Woof!

记住这一点后，向对象添加方法将是很容易的事情：只需选择名称，然后将函数赋给该名称。因此，我通过将匿名函数分别赋给相应的方法名称，在对象中定义了三个方法：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

alert(“NaN is NaN: “ + isNaN(NaN));  
  
function x() {  
    this.isNaN = function() {   
        return “not anymore!”;  
    };  
}  
// alert!!! trampling the Global object!!!  
x();  
  
alert(“NaN is NaN: “ + isNaN(NaN));

C++/C# 开发人员应当很熟悉 displayFullName 函数中使用的“this”关键字 — 它引用一个对象，通过对象调用方法（使用 Visual Basic 的开发人员也应当很熟悉它，它在 Visual Basic 中叫做“Me”）。因此在上面的示例中，displayFullName 中的“this”的值是 myDog 对象。但是，“this”的值不是静态的。通过不同对象调用“this”时，它的值也会更改以便指向相应的对象，如**图 2** 所示。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 2 “this”随对象更改而更改

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

alert(“NaN is NaN: “ + isNaN(NaN));  
  
function x() {  
    this.isNaN = function() {   
        return “not anymore!”;  
    };  
}  
// alert!!! trampling the Global object!!!  
x();  
  
alert(“NaN is NaN: “ + isNaN(NaN));

**图 2** 中的最后一行表示的是将函数作为对象的方法进行调用的另一种方式。请记住，JavaScript 中的函数是对象。每个函数对象都有一个名为 call 的方法，它将函数作为第一个参数的方法进行调用。就是说，作为函数第一个参数传递给 call 的任何对象都将在函数调用中成为“this”的值。这一技术对于调用基类构造函数来说非常有用，稍后将对此进行介绍。  
有一点需要记住，绝不要调用包含“this”（却没有所属对象）的函数。否则，将违反全局命名空间，因为在该调用中，“this”将引用全局对象，而这必然会给您的应用程序带来灾难。例如，下面的脚本将更改 JavaScript 的全局函数 isNaN 的行为。一定不要这样做！

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

Dog spot = new Dog();

到这里，我们已经介绍了如何创建对象，包括它的属性和方法。但如果注意上面的所有代码段，您会发现属性和方法是在对象定义本身中进行硬编码的。但如果需要更好地控制对象的创建，该怎么做呢？例如，您可能需要根据某些参数来计算对象的属性值。或者，可能需要将对象的属性初始化为仅在运行时才能获得的值。也可能需要创建对象的多个实例（此要求非常常见）。  
在 C# 中，我们使用类来实例化对象实例。但 JavaScript 与此不同，因为它没有类。您将在下一节中看到，您可以充分利用这一情况：函数在与“new”运算符一起使用时，函数将充当构造函数。  
  
构造函数而不是类  
前面提到过，有关 JavaScript OOP 的最奇怪的事情是，JavaScript 不像 C# 或 C++ 那样，它没有类。在 C# 中，在执行类似下面的操作时：  
  
Dog spot = new Dog();  
将返回一个对象，该对象是 Dog 类的实例。但在 JavaScript 中，本来就没有类。与访问类最近似的方法是定义构造函数，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function DogConstructor(name) {  
    this.name = name;  
    this.respondTo = function(name) {  
        if(this.name == name) {  
            alert(“Woof”);          
        }  
    };  
}  
  
var spot = new DogConstructor(“Spot”);  
spot.respondTo(“Rover”); // nope  
spot.respondTo(“Spot”); // yeah!

那么，结果会怎样呢？暂时忽略 DogConstructor 函数定义，看一看这一行：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var spot = new DogConstructor(“Spot”);

“new”运算符执行的操作很简单。首先，它创建一个新的空对象。然后执行紧随其后的函数调用，将新的空对象设置为该函数中“this”的值。换句话说，可以认为上面这行包含“new”运算符的代码与下面两行代码的功能相当：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

// create an empty object  
var spot = {};   
// call the function as a method of the empty object  
DogConstructor.call(spot, “Spot”);

正如在 DogConstructor 主体中看到的那样，调用此函数将初始化对象，在调用期间关键字“this”将引用此对象。这样，就可以为对象创建模板！只要需要创建类似的对象，就可以与构造函数一起调用“new”，返回的结果将是一个完全初始化的对象。这与类非常相似，不是吗？实际上，在 JavaScript 中构造函数的名称通常就是所模拟的类的名称，因此在上面的示例中，可以直接命名构造函数 Dog：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

// Think of this as class Dog  
function Dog(name) {  
    // instance variable   
    this.name = name;  
    // instance method? Hmmm...  
    this.respondTo = function(name) {  
        if(this.name == name) {  
            alert(“Woof”);          
        }  
    };  
}  
  
var spot = new Dog(“Spot”);

在上面的 Dog 定义中，我定义了名为 name 的实例变量。使用 Dog 作为其构造函数所创建的每个对象都有它自己的实例变量名称副本（前面提到过，它就是对象词典的条目）。这就是希望的结果。毕竟，每个对象都需要它自己的实例变量副本来表示其状态。但如果看看下一行，就会发现每个 Dog 实例也都有它自己的 respondTo 方法副本，这是个浪费；您只需要一个可供各个 Dog 实例共享的 respondTo 实例！通过在 Dog 以外定义 respondTo，可以避免此问题，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function respondTo() {  
    // respondTo definition  
}  
  
function Dog(name) {  
    this.name = name;  
    // attached this function as a method of the object  
    this.respondTo = respondTo;  
}

这样，所有 Dog 实例（即用构造函数 Dog 创建的所有实例）都可以共享 respondTo 方法的一个实例。但随着方法数的增加，维护工作将越来越难。最后，基本代码中将有很多全局函数，而且随着“类”的增加，事情只会变得更加糟糕（如果它们的方法具有相似的名称，则尤甚）。但使用原型对象可以更好地解决这个问题，这是下一节的主题。  
  
原型  
在使用 JavaScript 的面向对象编程中，原型对象是个核心概念。在 JavaScript 中对象是作为现有示例（即原型）对象的副本而创建的，该名称就来自于这一概念。此原型对象的任何属性和方法都将显示为从原型的构造函数创建的对象的属性和方法。可以说，这些对象从其原型继承了属性和方法。当您创建如下所示的新 Dog 对象时：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var buddy = new Dog(“Buddy“);

buddy 所引用的对象将从它的原型继承属性和方法，尽管仅从这一行可能无法明确判断原型来自哪里。对象 buddy 的原型来自构造函数（在这里是函数 Dog）的属性。   
在 JavaScript 中，每个函数都有名为“prototype”的属性，用于引用原型对象。此原型对象又有名为“constructor”的属性，它反过来引用函数本身。这是一种循环引用，**图 3** 更好地说明了这种循环关系。  
![http://i.msdn.microsoft.com/cc163419.fig03.gif](data:image/gif;base64,R0lGODlhTwFlANU6AC+3v0BAQM7gY47LX9/rl8DAwAAAAF/Bj4CAgP///z/B87/q+77WL3/W9/Dw8NDQ0BAQECAgIODg4GBgYA+y8B+38V/L9aCgoJCQkHBwcDAwMLCwsN/0/Z/g+VBQUI/b+K/l+i+88u/5/k/G9M/v/G/Q9gArOwCBswBWd5rOU1O+m3bGd+fwsqbQR9voiu/1zCOJjwCi4LLTOwBslQCX0ZqoShdbXzQ3GGdwMQCt7////wAAAAAAAAAAAAAAAAAAACH5BAEAADoALAAAAABPAWUAAAb/QJ1wSCwaj8ik0vgIOJ/QqHRKrVqv2Kx2y+16v+AwOLMsm8/otK6AULvf8Lh8Tq/b78gAfl9n8/+AgYKDhG96hYhGfomMjY6PkIeQhIuTlpeYmWaSmnuVnaChooWco3Ofpqmqq2mlrGqor7Kzq660SgUOfgW3vb6atr9FFxBOGhHCycqIwcsOEAbRF8vU1XvNyxnREA7W3t9w2MoS0RPg5+hl4soBBhLp8PFD68kb9PL4v/fCD/n+3/v+CRwIKiDBgwgdGTwiAcO0hBAjxllYZIOBCWQCXchI58IEJxMwvKPjAYOOkgILqJRoaE4AD3wcbBipI4MGOwEiqLzQ7mGc/wLIdEjglq+AgQhODGjYwBINRSIG2ngywIuPEyIYqMoJ4HOCVHlGqzpAYMAnpgtBlzzQULXRUyHtkPbLwJGukCYPPChlOqSAXghkLmhQGmAuRwcToHlom+ECgggQJnQzcpVIBJh3/06g6SADBMAYMjpwN0QwviZahySerMOBY75DXCN4oMtI7QcILrCuvfIuApFDHkyg2rbh7CENDWDIJaGtjgf9budm7Vt3KzlGJ+TSUZn7IaMaaA8faRGDAwf9ki/vVtmBhgASOhvoxx3wmshHugtBAOEuYAcS5DSZBxrE59l3aQllQD4RHGWdgnw9UMxjEYwkAVKP6aVIVBE8Bv8BfUZlEMFDiWUwnFQiGlDZBRcdKIRghEFnAGwQmGTUYx7Sp8MEHQro1BxRzSNJZUbxNZpJOkTAUV+peSdEVqxpgFkANwnhWX6lkCUEgbEp91yTSD1ZSpNKSIDAmWimqeaabLbp5ptwqtnONhm8E+QzHL0HlyQNbjhklUYFMBl/5KWmpRBFCjGUVGENIeWLBnQT6DxVEjOZBuac8ZYQQe4pJKJNBvkAmaC2VZkHnBza3aFF6FdTUBB85WRWRFSGwJjOJVGAdir16uuvwAYr7LDEFuvrcNsgYGcbFtHEYnwzDsEqk7A1u0a0QmBqWaasikgEj6WWFulJmCUqhLUBcPT/2I9ydOqkp9e2FWSjRdD7rn6qSjLtp9tyKutV09qKqxmx0NKgBj6Nysu0Ydm7b7xM8mKvu++yiu+CEAvxjHnY2ttoNCBHw24c7nZHZKhtHLmhqYdcOQSq8Orw8LuQVvXoELFmnCSCRJBzRsGyoOacy1AO0Sw5sD1sr7X22ucotxifVKWVQdlbE8JpLU1azi21+1VW74z6HcpCJEbfZKPCVtlQmbLI16pR13qIcGUZXfeOEIykQYEyq6gxaS9OvQTQstib1UPkIHlSUGEK0SeioH4Frs48on03qyyeHUGmVpOTLpOSBzW5G5vq4K57xaQ7trxSIaaUnnAVEzNQEWgA/4FPcB+BrIoT6PgkBMdEoKMDf906ZFey4pL8LdkhIOKIWEXl14f+BXDrYE96aVSsu3bcpAO1b0BMpjqUR58Ht2+w92SjaVcr4NdyPxxfQwWwQQHLjXzHAzSdoUv/z6ENEqATiAIAsFUcAYqiiEKw5dHCARg40wVyhaiPKKtnETRTf55TmGttAAMB6B1yLhgbEE7ALDrgCUcu4IGSUMcvHmBNC4lQJBP6DoJOOI6mmrIE1qSNCChByc8cKJAJYIaGpGJE5pBIQZfwUAkT0AACEkM+7BAxHg/QDQSxxURIkEVx4cJD6fyhi9/4zooEKUAAoGG/I+AFEh6ATXA6KMYnMv+CcHZExxjzOEQ++mOPfhzcFQPpDUASEgl4PCQ1DKnIeg2ykeyAJB8SKUl9AEIAmMykJjfJyU568pOgDKUoR0lKTdYAB6XcpAtY4YJUuvKVsIwlLG8QSxYsgQEAyKUud8nLXvryl8AMpjCHCcwVpICYvYSBDZDJSxUIgBUCyIE0p0nNalrzmtjMpja3yc1sAmAA3bymCcJZTQAQ4JbkTKc618lOaR4AnOs8AQrYCYBnriKa7cynPvf5zXaOc53mROc+B0rQcL6TnfKkpz1Vgc+COvSh1OwnO/+pzoAqgQEQzehDDxrPeQJ0oaloqEZHmk+JrpOi6bRoEjBK0payk6P/6kzoR6Hp0pqmFJ4npec5L2rTnnITpumUaUVBagqR+vSoEcWpOlFKTpUigaVIjao7lUpOoaaUqKMwqlR9atKl6lSgW0UqUKvq0aHSNKxI7Wo6mRpOpx4Bqmjt6VjDadWmYlUUWo1rS9VKTrZ2061GgKtGKxBOwrp0rt2sa1vvGoq8DvahFKAAQKna16/ylKQJaEA3G5CAmiKWm4r9K2NB4ViILmABDlVAAhQwWX9adqXYVIAFKPCBBXzAsDmwgAIUAIJpKqADtjVsBTi7gAawNgcUKMECQGCBaVpgAZnV7AhKQM0GhCC3CggBcEsg2WlWoLYf6K41P7vN0HKznmeV/+ZvgyvN5C63udNsQAUsAIIOHFe9wG2AZBvAAQ40oLnDpcB/czBc4cp3mu5lbg5+m4AOHJjAtbWvd/U7YL6G06/n3Slsr9kAEvh3BAsQwXVzcFoRaDa3JmYwa4ebgOKylgIkWMAILMAB1OYWug3QrAUSYNgR8JjEC+CABWhMgu6GIMUg4IB4qUlebZp3m+i95zQ7IIISKKAEhIWxjGls4xwkgAQf4O1qpVmBzCrgA9Lkr3+bq9rlsla1x4WzNI8MghHMeMEdaPCBj2zfBphYvS0GAWst3E0MQ1nDT8UmZ+GbAw50QJrQFW4CqCvNJE8zs1NW8pwTAF/OUlMEaM4BCP96S+IfE5jTkH60NKt8zSZn88najDJDAT3iTBsZ1V4mdaNV7elqnta3DQZ2nMdMYl0Le5oc0HUJfqxaVeeA0Nw0dKwR/VZFdza+IoB0l3csXh+PGNPS5ECopUkCUvdamh/gAHJx/etpLnfdVt5tuVtN2cSW9apn7QAJrCluas7byycGMplbfF+BA/q+cl7wmMs8AmsmnOEInrTC7wvtbUrbm9QOrLWre+125+DcE5cmuAFOzXaDnOEWyLa2S45a1cb4tLalNztjQAOFntXjlw64wUfu8RBA19keT3jIQy70Yw9d5JoVesW1OYPXJprD15amvlcuzR3jlttIR7azGx3/apCLugMgGDfO+w3xbboaorIOqdTVXU1HU7PfJKf6NH3ccIMfPeFyLjOjja537yag4UqvN0kBWwTBxlfiyP2z3SkgAlVrOefYHvGOj+v1EYhAxO5OwIgTjnNsnv2haS8qoPf+ccznltg873J7ER90Yq/7xJw97gKKXE2hz767VJZs4I9KeCIYPs1f7sAHRLCA7uJcAcTnL+0rbWLDggDUeWZ0CBKgYGSrPsjizvO4Q9DfHJMAt0wW/EhDn9VpfoD6DRA08z8QfchT/QMgaECQu7vsMB89B8Nnf56Py31xs3+aIkACJ1YBHiZ/prd7XJVxhbdxI9AAdTdntdZeFmBc/9Y0gbgVAv8FfgQ2YGQmAnt3WhQwgREoTQ1oZZ4nfhpFfnhFTRVQAsYlXhhoAeCnABc4YhTQgLNFTQpAgRSgAEuWAw14XT5ITThYa8nFXXPngOLVg+K1dGingL63cVv1eCynT5/nUCrYWHrFVSiYUb03BL/3cVGHVBXQXz/Yeep0hQWVhaS1hT3lhKAHhWAYWzqHVPpVgaSXhl2IdqPVCaXlhqC3h3EIVoBIUmpIUGzoh4XoUnCIhXIoBGG4iAV1iAOViJrwh5LIT4LoiISYiRu1iWvYh5foiSkIioj4iDoQiaSYT5TIT6KYCZi4iq2VgJ0oi/vUivpkibBoi1hoiv+ViIq4xEzCOIzEWIwAsAK+6IrpxYuayHvAOADQGI3SOI3UWI3WeI3YmI3aeI0twADe+I3gGI7iOI7kKI6viAkCsI3quI7s2I7amAIy4I7yGI0pAIzMSFC4WFLneAmxeI/nlYy5aI/+aIUAqY/LOJCz+IYCiZAvVZDtpIvoyJAP6ZBOV20SuU75+JD7aAn9eJHlRJEAtZAeaVAgaVZSNpJNVZIpJZIoaXYqaVcH2ZLe9JJtxZIyeYK8t5GT0JEt2YhraJM3OV40KVoxGZQf6Yy1aJThl5NFqZTS5JOnmJROmQMZaXMnOZVHSYuXhZVLyVU6CQk8iZJQ+YtS6ZRVOVP/V8mVTzmUGVaWSnmWJjlrajlNY8lPQDmVcIlvaamWdRmQbmmUeQmTe8mVfVlSd2mWbAllX/kIYTmShfmQh/mWiRlri+kIjemRj1mRGjeXU8WUg4mVmRmSfxmUgblYTemUoVlRkQmYk+lNldkIl3mRqbmSo3mTpUmUnzmVs9lUq0marYlNEMmPnLmWSLmVc3mb5/WajBCbErmbNVmbMomcinmaSumcf9Wbtvmb1xScHDmcz6ad1vSFkOid0kmZ1GmU1tmWxqmW5ema5xmU6Xlo0NmS7QmcypkIzMmQ8Tltt3QA/vmfABqgAjqgBFqgBnqgCFqgA9ACCdqgCboC94kIPAJgjBRaoRYKACpwTBfKTCqAigTwoSAaoiI6oiRaoiZ6oiiaoiq6oiyKora0CizQojI6ozRaozZKoy8QBAA7)图 3 **每个函数的原型都有一个 Constructor 属性**   
  
现在，通过“new”运算符用函数（上面示例中为 Dog）创建对象时，所获得的对象将继承 Dog.prototype 的属性。在**图 3** 中，可以看到 Dog.prototype 对象有一个回指 Dog 函数的构造函数属性。这样，每个 Dog 对象（从 Dog.prototype 继承而来）都有一个回指 Dog 函数的构造函数属性。**图 4** 中的代码证实了这一点。**图 5** 显示了构造函数、原型对象以及用它们创建的对象之间的这一关系。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 4 对象具有其原型的属性

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var spot = new Dog(“Spot”);  
  
// Dog.prototype is the prototype of spot  
alert(Dog.prototype.isPrototypeOf(spot));  
  
// spot inherits the constructor property  
// from Dog.prototype  
alert(spot.constructor == Dog.prototype.constructor);  
alert(spot.constructor == Dog);  
  
// But constructor property doesn’t belong  
// to spot. The line below displays “false”  
alert(spot.hasOwnProperty(“constructor”));  
  
// The constructor property belongs to Dog.prototype  
// The line below displays “true”  
alert(Dog.prototype.hasOwnProperty(“constructor”));
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某些读者可能已经注意到**图 4** 中对 hasOwnProperty 和 isPrototypeOf 方法的调用。这些方法是从哪里来的呢？它们不是来自 Dog.prototype。实际上，在 Dog.prototype 和 Dog 实例中还可以调用其他方法，比如 toString、toLocaleString 和 valueOf，但它们都不来自 Dog.prototype。您会发现，就像 .NET Framework 中的 System.Object 充当所有类的最终基类一样，JavaScript 中的 Object.prototype 是所有原型的最终基础原型。（Object.prototype 的原型是 null。）  
在此示例中，请记住 Dog.prototype 是对象。它是通过调用 Object 构造函数创建的（尽管它不可见）：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

Dog.prototype = new Object();

因此，正如 Dog 实例继承 Dog.prototype 一样，Dog.prototype 继承 Object.prototype。这使得所有 Dog 实例也继承了 Object.prototype 的方法和属性。  
每个 JavaScript 对象都继承一个原型链，而所有原型都终止于 Object.prototype。注意，迄今为止您看到的这种继承是活动对象之间的继承。它不同于继承的常见概念，后者是指在声明类时类之间的发生的继承。因此，JavaScript 继承动态性更强。它使用简单算法实现这一点，如下所示：当您尝试访问对象的属性/方法时，JavaScript 将检查该属性/方法是否是在该对象中定义的。如果不是，则检查对象的原型。如果还不是，则检查该对象的原型的原型，如此继续，一直检查到 Object.prototype。**图 6** 说明了此解析过程。  
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JavaScript 动态地解析属性访问和方法调用的方式产生了一些特殊效果：

* 继承原型对象的对象上可以立即呈现对原型所做的更改，即使是在创建这些对象之后。
* 如果在对象中定义了属性/方法 X，则该对象的原型中将隐藏同名的属性/方法。例如，通过在 Dog.prototype 中定义 toString 方法，可以改写 Object.prototype 的 toString 方法。
* 更改只沿一个方向传递，即从原型到它的派生对象，但不能沿相反方向传递。

**图 7** 说明了这些效果。**图 7** 还显示了如何解决前面遇到的不需要的方法实例的问题。通过将方法放在原型内部，可以使对象共享方法，而不必使每个对象都有单独的函数对象实例。在此示例中，rover 和 spot 共享 getBreed 方法，直至在 spot 中以任何方式改写 toString 方法。此后，spot 有了它自己版本的 getBreed 方法，但 rover 对象和用新 GreatDane 创建的后续对象仍将共享在 GreatDane.prototype 对象中定义的那个 getBreed 方法实例。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 7  继承原型

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function GreatDane() { }  
  
var rover = new GreatDane();  
var spot = new GreatDane();  
  
GreatDane.prototype.getBreed = function() {  
    return “Great Dane”;  
};  
  
// Works, even though at this point  
// rover and spot are already created.  
alert(rover.getBreed());  
  
// this hides getBreed() in GreatDane.prototype  
spot.getBreed = function() {  
    return “Little Great Dane”;  
};  
alert(spot.getBreed());   
  
// but of course, the change to getBreed   
// doesn’t propagate back to GreatDane.prototype  
// and other objects inheriting from it,  
// it only happens in the spot object  
alert(rover.getBreed());

静态属性和方法  
有时，您需要绑定到类而不是实例的属性或方法，也就是，静态属性和方法。在 JavaScript 中很容易做到这一点，因为函数是可以按需要设置其属性和方法的对象。由于在 JavaScript 中构造函数表示类，因此可以通过在构造函数中设置静态方法和属性，直接将它们添加到类中，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function DateTime() { }  
  
    // set static method now()  
    DateTime.now = function() {  
        return new Date();  
    };  
  
    alert(DateTime.now());

在 JavaScript 中调用静态方法的语法与在 C# 中几乎完全相同。这不应当让人感到吃惊，因为构造函数的名称实际上是类的名称。这样，就有了类、公用属性/方法，以及静态属性/方法。还需要其他什么吗？当然，私有成员。但 JavaScript 本身并不支持私有成员（同样，也不支持受保护成员）。任何人都可以访问对象的所有属性和方法。但我们有办法让类中包含私有成员，但在此之前，您首先需要理解闭包。  
  
闭包  
我没有自觉地学习过 JavaScript。我必须快点了解它，因为我发现如果没有它，在实际工作中编写 AJAX 应用程序的准备就会不充分。开始，我感到我的编程水平好像降了几个级别。（JavaScript！我的 C++ 朋友会怎么说？）但一旦我克服最初的障碍，我就发现 JavaScript 实际上是功能强大、表现力强而且非常简练的语言。它甚至具有其他更流行的语言才刚刚开始支持的功能。  
JavaScript 的更高级功能之一是它支持闭包，这是 C# 2.0 通过它的匿名方法支持的功能。闭包是当内部函数（或 C# 中的内部匿名方法）绑定到它的外部函数的本地变量时所发生的运行时现象。很明显，除非此内部函数以某种方式可被外部函数访问，否则它没有多少意义。示例可以更好说明这一点。  
假设需要根据一个简单条件筛选一个数字序列，这个条件是：只有大于 100 的数字才能通过筛选，并忽略其余数字。为此，可以编写类似**图 8** 中的函数。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 8 根据谓词筛选元素

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function filter(pred, arr) {  
    var len = arr.length;  
    var filtered = []; // shorter version of new Array();  
    // iterate through every element in the array...  
    for(var i = 0; i < len; i++) {  
        var val = arr[i];  
        // if the element satisfies the predicate let it through  
        if(pred(val)) {  
            filtered.push(val);  
        }  
    }  
    return filtered;  
}  
  
var someRandomNumbers = [12, 32, 1, 3, 2, 2, 234, 236, 632,7, 8];  
var numbersGreaterThan100 = filter(  
    function(x) { return (x > 100) ? true : false; },   
    someRandomNumbers);  
  
// displays 234, 236, 632  
alert(numbersGreaterThan100);

但是，现在要创建不同的筛选条件，假设这次只有大于 300 的数字才能通过筛选，则可以编写下面这样的函数：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var greaterThan300 = filter(  
    function(x) { return (x > 300) ? true : false; },   
    someRandomNumbers);

然后，也许需要筛选大于 50、25、10、600 如此等等的数字，但作为一个聪明人，您会发现它们全部都有相同的谓词“greater than”，只有数字不同。因此，可以用类似下面的函数分开各个数字：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function makeGreaterThanPredicate(lowerBound) {  
    return function(numberToCheck) {  
        return (numberToCheck > lowerBound) ? true : false;  
    };  
}

这样，您就可以编写以下代码：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var greaterThan10 = makeGreaterThanPredicate(10);  
var greaterThan100 = makeGreaterThanPredicate(100);  
alert(filter(greaterThan10, someRandomNumbers));  
alert(filter(greaterThan100, someRandomNumbers));

通过观察函数 makeGreaterThanPredicate 返回的内部匿名函数，可以发现，该匿名内部函数使用 lowerBound，后者是传递给 makeGreaterThanPredicate 的参数。按照作用域的一般规则，当 makeGreaterThanPredicate 退出时，lowerBound 超出了作用域！但在这里，内部匿名函数仍然携带 lowerBound，甚至在 makeGreaterThanPredicate 退出之后的很长时间内仍然如此。这就是我们所说的闭包：因为内部函数关闭了定义它的环境（即外部函数的参数和本地变量）。  
开始可能感觉不到闭包的功能很强大。但如果应用恰当，它们就可以非常有创造性地帮您将想法转换成代码，这个过程非常有趣。在 JavaScript 中，闭包最有趣的用途之一是模拟类的私有变量。  
  
模拟私有属性  
现在介绍闭包如何帮助模拟私有成员。正常情况下，无法从函数以外访问函数内的本地变量。函数退出之后，由于各种实际原因，该本地变量将永远消失。但是，如果该本地变量被内部函数的闭包捕获，它就会生存下来。这一事实是模拟 JavaScript 私有属性的关键。假设有一个 Person 类：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function Person(name, age) {  
    this.getName = function() { return name; };  
    this.setName = function(newName) { name = newName; };  
    this.getAge = function() { return age; };  
    this.setAge = function(newAge) { age = newAge; };  
}

参数 name 和 age 是构造函数 Person 的本地变量。Person 返回时，name 和 age 应当永远消失。但是，它们被作为 Person 实例的方法而分配的四个内部函数捕获，实际上这会使 name 和 age 继续存在，但只能严格地通过这四个方法访问它们。因此，您可以：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var ray = new Person(“Ray”, 31);  
alert(ray.getName());  
alert(ray.getAge());  
ray.setName(“Younger Ray”);  
// Instant rejuvenation!  
ray.setAge(22);  
alert(ray.getName() + “ is now “ + ray.getAge() +   
      “ years old.”);

未在构造函数中初始化的私有成员可以成为构造函数的本地变量，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function Person(name, age) {  
    var occupation;  
    this.getOccupation = function() { return occupation; };  
    this.setOccupation = function(newOcc) { occupation =   
                         newOcc; };  
    
    // accessors for name and age      
}

注意，这些私有成员与我们期望从 C# 中产生的私有成员略有不同。在 C# 中，类的公用方法可以访问它的私有成员。但在 JavaScript 中，只能通过在其闭包内拥有这些私有成员的方法来访问私有成员（由于这些方法不同于普通的公用方法，它们通常被称为特权方法）。因此，在 Person 的公用方法中，仍然必须通过私有成员的特权访问器方法才能访问私有成员：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

Person.prototype.somePublicMethod = function() {  
    // doesn’t work!  
    // alert(this.name);  
    // this one below works  
    alert(this.getName());  
};

从类继承  
到这里，我们已经了解了构造函数和原型对象如何使您在 JavaScript 中模拟类。您已经看到，原型链可以确保所有对象都有 Object.prototype 的公用方法，以及如何使用闭包来模拟类的私有成员。但这里还缺少点什么。您尚未看到如何从类派生，这在 C# 中是每天必做的工作。遗憾的是，在 JavaScript 中从类继承并非像在 C# 中键入冒号即可继承那样简单，它需要进行更多操作。另一方面，JavaScript 非常灵活，可以有很多从类继承的方式。  
例如，有一个基类 Pet，它有一个派生类 Dog，如**图 9** 所示。这个在 JavaScript 中如何实现呢？Pet 类很容易。您已经看见如何实现它了：  
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[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

// class Pet  
function Pet(name) {  
    this.getName = function() { return name; };  
    this.setName = function(newName) { name = newName; };  
}  
  
Pet.prototype.toString = function() {  
    return “This pet’s name is: “ + this.getName();  
};  
// end of class Pet  
  
var parrotty = new Pet(“Parrotty the Parrot”);  
alert(parrotty);

现在，如何创建从 Pet 派生的类 Dog 呢？在**图 9** 中可以看到，Dog 有另一个属性 breed，它改写了 Pet 的 toString 方法（注意，JavaScript 的约定是方法和属性名称使用 camel 大小写，而不是在 C# 中建议的 Pascal 大小写）。**图 10** 显示如何这样做。  
![http://i.msdn.microsoft.com/Platform/Controls/CollapsibleArea/resources/plus.gif](data:image/gif;base64,R0lGODlhEAAQAJECAP///wAAAP///wAAACH5BAEAAAIALAAAAAAQABAAAAIplI+py60BowwpgIsxRTbnfXSXCIAGiVajNKra544w581hrVXT5PS+UAAAOw==)Figure 10 从 Pet 类派生

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

// class Dog : Pet   
// public Dog(string name, string breed)  
function Dog(name, breed) {  
    // think Dog : base(name)   
    Pet.call(this, name);  
    this.getBreed = function() { return breed; };  
    // Breed doesn’t change, obviously! It’s read only.  
    // this.setBreed = function(newBreed) { name = newName; };  
}  
  
// this makes Dog.prototype inherits  
// from Pet.prototype  
Dog.prototype = new Pet();  
  
// remember that Pet.prototype.constructor  
// points to Pet. We want our Dog instances’  
// constructor to point to Dog.  
Dog.prototype.constructor = Dog;  
  
// Now we override Pet.prototype.toString  
Dog.prototype.toString = function() {  
    return “This dog’s name is: “ + this.getName() +   
        “, and its breed is: “ + this.getBreed();  
};  
// end of class Dog  
  
var dog = new Dog(“Buddy”, “Great Dane”);  
// test the new toString()  
alert(dog);  
  
// Testing instanceof (similar to the is operator)  
// (dog is Dog)? yes  
alert(dog instanceof Dog);  
// (dog is Pet)? yes  
alert(dog instanceof Pet);  
// (dog is Object)? yes  
alert(dog instanceof Object);

所使用的原型 — 替换技巧正确设置了原型链，因此假如使用 C#，测试的实例将按预期运行。而且，特权方法仍然会按预期运行。  
  
模拟命名空间  
在 C++ 和 C# 中，命名空间用于尽可能地减少名称冲突。例如，在 .NET Framework 中，命名空间有助于将 Microsoft.Build.Task.Message 类与 System.Messaging.Message 区分开来。JavaScript 没有任何特定语言功能来支持命名空间，但很容易使用对象来模拟命名空间。如果要创建一个 JavaScript 库，则可以将它们包装在命名空间内，而不需要定义全局函数和类，如下所示：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var MSDNMagNS = {};  
  
MSDNMagNS.Pet = function(name) { // code here };  
MSDNMagNS.Pet.prototype.toString = function() { // code };  
  
var pet = new MSDNMagNS.Pet(“Yammer”);

命名空间的一个级别可能不是唯一的，因此可以创建嵌套的命名空间：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

var MSDNMagNS = {};  
// nested namespace “Examples”  
MSDNMagNS.Examples = {};   
  
MSDNMagNS.Examples.Pet = function(name) { // code };  
MSDNMagNS.Examples.Pet.prototype.toString = function() { // code };  
  
var pet = new MSDNMagNS.Examples.Pet(“Yammer”);

可以想象，键入这些冗长的嵌套命名空间会让人很累。 幸运的是，库用户可以很容易地为命名空间指定更短的别名：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

// MSDNMagNS.Examples and Pet definition...  
  
// think “using Eg = MSDNMagNS.Examples;”   
var Eg = MSDNMagNS.Examples;  
var pet = new Eg.Pet(“Yammer”);  
alert(pet);

如果看一下 Microsoft AJAX 库的源代码，就会发现库的作者使用了类似的技术来实现命名空间（请参阅静态方法 Type.registerNamespace 的实现）。有关详细信息，请参与侧栏“OOP 和 ASP.NET AJAX”。  
  
应当这样编写 JavaScript 代码吗？  
您已经看见 JavaScript 可以很好地支持面向对象的编程。尽管它是一种基于原型的语言，但它的灵活性和强大功能可以满足在其他流行语言中常见的基于类的编程风格。但问题是：是否应当这样编写 JavaScript 代码？在 JavaScript 中的编程方式是否应与 C# 或 C++ 中的编码方式相同？是否有更聪明的方式来模拟 JavaScript 中没有的功能？每种编程语言都各不相同，一种语言的最佳做法，对另一种语言而言则可能并非最佳。  
在 JavaScript 中，您已看到对象继承对象（与类继承类不同）。因此，使用静态继承层次结构建立很多类的方式可能并不适合 JavaScript。也许，就像 Douglas Crockford 在他的文章 [Prototypal Inheritance in JavaScript](http://javascript.crockford.com/prototypal.html) 中说的那样，JavaScript 编程方式是建立原型对象，并使用下面的简单对象函数建立新的对象，而后者则继承原始对象：

[**[复制]**](http://bbs.51js.com/viewthread.php?tid=80172&highlight=###)

**Code:**

function object(o) {  
        function F() {}  
        F.prototype = o;  
        return new F();  
    }

然后，由于 JavaScript 中的对象是可延展的，因此可以方便地在创建对象之后，根据需要用新字段和新方法增大对象。   
这的确很好，但它不可否认的是，全世界大多数开发人员更熟悉基于类的编程。实际上，基于类的编程也会在这里出现。按照即将颁发的 ECMA-262 规范第 4 版（ECMA-262 是 JavaScript 的官方规范），JavaScript 2.0 将拥有真正的类。因此，JavaScript 正在发展成为基于类的语言。但是，数年之后 JavaScript 2.0 才可能会被广泛使用。同时，必须清楚当前的 JavaScript 完全可以用基于原型的风格和基于类的风格读取和写入 JavaScript 代码。  
  
展望  
随着交互式胖客户端 AJAX 应用程序的广泛使用，JavaScript 迅速成为 .NET 开发人员最重要的工具之一。但是，它的原型性质可能一开始会让更习惯诸如 C++、C# 或 Visual Basic 等语言的开发人员感到吃惊。我已发现我的 JavaScript 学习经历给予了我丰富的体验，虽然其中也有一些挫折。如果本文能使您的体验更加顺利，我会非常高兴，因为这正是我的目标。