What is bean life cycle and explain me with neat and clear explanations and with coding examples

**ChatGPT said:**
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The **Bean Life Cycle** in Spring Framework refers to the process of creating, initializing, managing, and destroying beans within the Spring container. The container is responsible for managing the entire lifecycle of beans, from instantiation to garbage collection.

Here's a step-by-step explanation of the **Bean Life Cycle**, followed by a clear coding example:

**Bean Life Cycle Steps**

1. **Instantiation**: The Spring container creates an instance of the bean.
2. **Populating Properties**: Spring injects the required dependencies into the bean (dependency injection).
3. **Bean Initialization**:
   * Spring performs any custom initialization defined by the developer.
   * This can include setting up resources or performing specific setup tasks.
4. **Bean Ready to Use**: The bean is ready for use in the application.
5. **Bean Destruction**:
   * When the application context is closed, Spring cleans up the resources by calling custom destroy methods if defined.

**Customization in the Bean Life Cycle**

Spring allows you to hook into the life cycle by defining custom methods:

1. **@PostConstruct and @PreDestroy Annotations**: Java standard annotations for initialization and destruction callbacks.
2. **InitializingBean and DisposableBean Interfaces**:
   * Implement the afterPropertiesSet() method for initialization.
   * Implement the destroy() method for cleanup.
3. **Custom Init and Destroy Methods**: Specify init and destroy methods in the bean definition.
4. **BeanPostProcessor Interface**: Allows custom logic before and after the initialization of beans.

**Coding Example**

Here’s a simple coding example demonstrating all key concepts:

**1. Maven Dependencies**

Make sure to include the required Spring dependencies in your pom.xml:

xml

Copy code

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>5.3.29</version>

</dependency>

</dependencies>

**2. Bean Class**

java

Copy code

import jakarta.annotation.PostConstruct;

import jakarta.annotation.PreDestroy;

public class MyBean {

public MyBean() {

System.out.println("1. Bean Instantiated");

}

public void customInit() {

System.out.println("3. Custom Init Method Called");

}

public void customDestroy() {

System.out.println("6. Custom Destroy Method Called");

}

@PostConstruct

public void postConstructInit() {

System.out.println("2. @PostConstruct Method Called");

}

@PreDestroy

public void preDestroyCleanup() {

System.out.println("5. @PreDestroy Method Called");

}

}

**3. Configuration Class**

java
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import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

@Configuration

public class AppConfig {

@Bean(initMethod = "customInit", destroyMethod = "customDestroy")

public MyBean myBean() {

return new MyBean();

}

}

**4. Main Class**

java
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import org.springframework.context.annotation.AnnotationConfigApplicationContext;

public class BeanLifeCycleDemo {

public static void main(String[] args) {

System.out.println("Starting Spring Application Context...");

AnnotationConfigApplicationContext context =

new AnnotationConfigApplicationContext(AppConfig.class);

MyBean bean = context.getBean(MyBean.class);

System.out.println("4. Bean is Ready for Use");

context.close();

System.out.println("Spring Application Context Closed.");

}

}

**Output**

When you run the above code, the output will clearly show the steps of the bean life cycle:

sql
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Starting Spring Application Context...

1. Bean Instantiated

2. @PostConstruct Method Called

3. Custom Init Method Called

4. Bean is Ready for Use

5. @PreDestroy Method Called

6. Custom Destroy Method Called

Spring Application Context Closed.

**Explanation of Output**

1. **"Bean Instantiated"**: The Spring container creates an instance of the bean.
2. **"@PostConstruct Method Called"**: Initialization logic using @PostConstruct is executed.
3. **"Custom Init Method Called"**: The init method specified in the bean definition is executed.
4. **"Bean is Ready for Use"**: The bean is now available for use.
5. **"@PreDestroy Method Called"**: Cleanup logic using @PreDestroy is executed.
6. **"Custom Destroy Method Called"**: The destroy method specified in the bean definition is executed.

**Key Points**

* Use @PostConstruct and @PreDestroy for simpler initialization and destruction logic.
* The initMethod and destroyMethod attributes are great for specifying custom methods without altering the bean class.
* Always close the ApplicationContext to ensure proper cleanup of resources.

Would you like to explore BeanPostProcessor or related advanced concepts?