Contents

[Question 1 3](#_Toc158033835)

[Question 2 4](#_Toc158033836)

[Question 3 5](#_Toc158033837)

[Question 4 6](#_Toc158033838)

[Question 5: 7](#_Toc158033839)

[Question 6 8](#_Toc158033840)

[Question 7: 9](#_Toc158033841)

[Question 8 10](#_Toc158033842)

[Question 9: 11](#_Toc158033843)

[Question 10: 12](#_Toc158033844)

[Question 11: 13](#_Toc158033845)

[Question 12: 14](#_Toc158033846)

[Question 13: 15](#_Toc158033847)

[Question 14: 16](#_Toc158033848)

[Question 15: 17](#_Toc158033849)

[Question 16: 18](#_Toc158033850)

[Question 17: 19](#_Toc158033851)

[Question 18: 20](#_Toc158033852)

[Question 19: 21](#_Toc158033853)

[Question 20: 23](#_Toc158033854)

[Question 21: 24](#_Toc158033855)

[Question 22: 25](#_Toc158033856)

[Question 23: 26](#_Toc158033857)

[Question 24: 27](#_Toc158033858)

[Question 25: 28](#_Toc158033859)

[Question 26: 30](#_Toc158033860)

[Question 29: 33](#_Toc158033861)

[Question 30: 34](#_Toc158033862)

[Question 31: 35](#_Toc158033863)

[Question 32: 36](#_Toc158033864)

[Question 33: 37](#_Toc158033865)

[Question 34: 38](#_Toc158033866)

[Question 35: 39](#_Toc158033867)

[Question 36: 40](#_Toc158033868)

[Question 37: 41](#_Toc158033869)

[Question 39: 44](#_Toc158033870)

[Question 40: 45](#_Toc158033871)

## Question 1

Which of the following statements about the Spark driver is incorrect?

* The Spark driver is the node in which the Spark application's main method runs to coordinate the Spark application.
* The Spark driver is horizontally scaled to increase overall processing throughput.
* The Spark driver contains the SparkContext object.
* The Spark driver is responsible for scheduling the execution of data by various worker nodes in cluster mode.
* The Spark driver should be as close as possible to worker nodes for optimal performance

**Explanation**

1: Correct. The Spark driver is indeed the node where the main method of the Spark application runs, and it coordinates the entire application.

2: Incorrect. The Spark driver is not horizontally scalable. It's a single point in the Spark application and does not scale like worker nodes or executors. Horizontal scaling applies to worker nodes in Spark, not to the driver.

3: Correct. The SparkContext object is indeed part of the Spark driver and is essential for initializing the environment for Spark's functionalities.

4: Correct. The driver is responsible for task scheduling and distribution among worker nodes in a cluster.

5: Correct. For optimal performance, it's recommended to have the Spark driver close to worker nodes to reduce latency in task distribution and status updates.

**Additional Information:**

The Spark driver plays a crucial role in running the application and in task distribution. It's the master node of a Spark application and is responsible for analyzing, distributing, and scheduling work to the executors.

For more information, refer to the official Apache Spark documentation at <https://spark.apache.org/docs/latest/cluster-overview.html>

## Question 2

Which of the following describes nodes in cluster-mode Spark?

* Nodes are the most granular level of execution in the Spark execution hierarchy.
* There is only one node and it hosts both the driver and executors.
* Nodes are another term for executors, so they are processing engine instances for performing computations.
* There are driver nodes and worker nodes, both of which can scale horizontally.
* Worker nodes are machines that host the executors responsible for the execution of tasks.

**Explanation**

1: Incorrect. The most granular level of execution in Spark is not the node but the task. Tasks are the smallest units of work that are sent to the executors.

2: Incorrect. In a Spark cluster, there are typically multiple nodes. The driver and executors can be on separate nodes, especially in a distributed setting.

3: Incorrect. Nodes and executors are not synonymous. Executors are JVM processes that run computations and store data for the application, and they run on nodes.

4: Incorrect. While there are driver nodes and worker nodes, only worker nodes can scale horizontally. The driver node cannot be scaled horizontally.

5: Correct. Worker nodes are indeed the machines that host the executors. These executors are responsible for the execution of tasks assigned to them by the driver.

***Additional Information:***

In a Spark cluster, nodes refer to the machines or instances in the cluster. Executors, which are launched by Spark on nodes, run the tasks. Understanding the architecture is crucial for effective Spark deployment and optimization.

For a detailed understanding, refer to the Apache Spark official documentation at <https://spark.apache.org/docs/latest/cluster-overview.html.>

## Question 3

**Which of the following statements about slots is true?**

* **There must be more slots than executors.**
* **There must be more tasks than slots.**
* **Slots are the most granular level of execution in the Spark execution hierarchy.**
* **Slots are not used in cluster mode.**
* **Slots are resources for parallelization within a Spark application.**

**Explanation**

1: Incorrect. The number of slots is not necessarily greater than the number of executors. Slots are conceptual slots within an executor where tasks are executed. The number of slots per executor depends on the cores assigned to each executor.

2: Incorrect. It's not a requirement to have more tasks than slots. Tasks are queued if there are more tasks than slots available.

3: Incorrect. The most granular level of execution in Spark is the task, not the slot. Slots are just a logical representation of resources available for task execution.

4: Incorrect. Slots are used in cluster mode. They represent the capacity of an executor to run tasks.

5: Correct. Slots are indeed resources for parallelization within a Spark application. They represent the number of tasks an executor can run in parallel, which is typically determined by the number of cores allocated to each executor.

***Additional Information:***

Understanding slots is crucial for tuning Spark applications, as they directly relate to resource allocation and task parallelism.

For more on this topic, refer to '[Learning Spark: Lightning-Fast Big Data Analysis](https://github.com/hemant-rout/BigData/blob/master/Learning%20Spark%20%20Lightning-Fast%20Big%20Data%20Analysis%20.pdf)' by Holden Karau et al.

and the Apache Spark documentation at <https://spark.apache.org/docs/latest/>.

## Question 4

Which of the following is a combination of a block of data and a set of transformers that will run on a single executor?

* **Executor**
* **Node**
* **Job**
* **Task**
* **Slot**

**Explanation**

1: Incorrect. An executor is a process in Spark that runs computations and stores data for the application but does not itself represent a combination of data block and transformers.

2: Incorrect. A node refers to a machine in a Spark cluster on which executors and drivers can run, not to a combination of data block and transformers.

3: Incorrect. A job in Spark is a parallel computation consisting of multiple tasks that gets spawned as a result of actions like collect(), count(), etc. It is a higher-level concept than what is described in the question.

4: Correct. A task in Spark is a unit of work that will be sent to one executor. Each task is a combination of data and a set of transformations to apply to that data, and it will run on a single executor.

5: Incorrect. A slot is a conceptual slot within an executor that can run one task at a time. While it is related to task execution, it does not itself represent a combination of data block and transformers.

## Question 5:

Which of the following is a group of tasks that can be executed in parallel to compute the same set of operations on potentially multiple machines?

* Job
* Slot
* Executor
* Task
* Stage

**Explanation**

1: Incorrect. A job in Spark is a collection of stages, triggered by an action like collect () or save(). It is more of a higher-level abstraction representing the entire computation.

2: Incorrect. A slot is a conceptual slot within an executor in Spark that can run one task at a time. It does not represent a group of tasks.

3: Incorrect. An executor is a process running on a worker node in Spark that executes tasks and stores data. It is not a group of tasks but rather a component that executes them.

4: Incorrect. A task is a single unit of work in Spark, and while it can be part of a group, it is not the group itself.

5: Correct. A stage in Spark is a group of tasks that can be executed in parallel. Stages are formed based on the transformations applied to RDDs and are used to optimize the execution across the cluster. Each stage can involve tasks running on multiple machines.

***Additional Information:***

Stages are an essential concept in understanding how Spark organizes computations. They are formed during the logical planning phase and are based on the wide and narrow dependencies of RDD transformations.

## Question 6

**Which of the following describes a shuffle?**

* **A shuffle is the process by which data is compared across partitions.**
* **A shuffle is the process by which data is compared across executors.**
* **A shuffle is the process by which partitions are allocated to tasks.**
* **A shuffle is the process by which partitions are ordered for write.**
* **A shuffle is the process by which tasks are ordered for execution.**

**Explanation**

1: Correct. A shuffle in Spark is a process where data is redistributed across different partitions. This typically occurs when operations like join, groupBy, or reduceByKey are executed, which require data to be **compared and aggregated across partitions.**

2: Incorrect. Shuffling is not specifically about comparing data across executors, but rather across partitions that may or may not reside on different executors.

3: Incorrect. The allocation of partitions to tasks is not a shuffle. It is part of task scheduling and execution but does not involve the redistribution of data across partitions.

4: Incorrect. The ordering of partitions for write operations is not considered a shuffle. A shuffle specifically involves redistributing data across partitions for certain types of operations.

5: Incorrect. Ordering tasks for execution is related to task scheduling and is not what defines a shuffle. Shuffling is specifically about the movement and reorganization of data across partitions.

Additional Information:

Shuffles are a critical aspect of Spark's performance, as they can be resource-intensive and affect the efficiency of data processing. Understanding when and how shuffles occur can help in optimizing Spark applications.

## Question 7:

DataFrame df is very large with a large number of partitions, more than there are executors in the cluster. Based on this situation, which of the following is incorrect? Assume there is one core per executor.

* Performance will be suboptimal because not all executors will be utilized at the same time.
* Performance will be suboptimal because not all data can be processed at the same time.
* There will be a large number of shuffle connections performed on DataFrame df when operations inducing a shuffle are called.
* There will be a lot of overhead associated with managing resources for data processing within each task.
* There might be risk of out-of-memory errors depending on the size of the executors in the cluster.

**Explanation**

1: Incorrect. When the number of partitions exceeds the number of executors, Spark can still utilize all executors effectively. Tasks will be queued and executed as resources become available, ensuring all executors can be utilized.

2: Correct, but not the answer. While not all data can be processed simultaneously due to the limit in the number of executors, this does not necessarily lead to suboptimal performance as Spark handles task scheduling efficiently.

3: Correct, but not the answer. A large number of partitions can indeed lead to numerous shuffle connections when operations that induce a shuffle are executed, potentially impacting performance.

4: Correct, but not the answer. Managing a large number of partitions can introduce overhead, particularly in the context of task scheduling and execution.

5: Correct, but not the answer. With a large number of partitions, and especially during shuffles, there is a risk of out-of-memory errors if the executors are not sized appropriately to handle the data.

*In scenarios with a large number of partitions, understanding resource management and partitioning strategies is crucial for optimal performance.*

## Question 8

Which of the following operations will **trigger** evaluation?

* **DataFrame.filter()**
* **DataFrame.distinct()**
* **DataFrame.intersect()**
* **DataFrame.join()**
* **DataFrame.count()**

**Explanation**

1: Incorrect. **DataFrame.filter()** is a transformation operation. It creates a new DataFrame representing the filtered data but does not trigger evaluation or execution until an action is called.

2: Incorrect. **DataFrame.distinct()** is also a transformation. It returns a new DataFrame with distinct rows but does not cause the actual computation to occur.

3: Incorrect. **DataFrame.intersect()** is a transformation that returns a new DataFrame with rows that exist in both DataFrames. Like other transformations, it does not trigger evaluation immediately.

4: Incorrect. **DataFrame.join()** is a transformation that combines two DataFrames based on a common key. This operation prepares the execution plan but does not execute it until an action is called.

5: Correct. **DataFrame.count()** is an **action operation**. It triggers the evaluation of any preceding transformations to return the number of rows in the DataFrame. ***Actions in Spark are operations that trigger computation and return results to the driver program.***

***Additional Information:***

Understanding the difference between transformations (which define a computation) and actions (which trigger a computation) is fundamental in Spark programming.

For further reading, refer to '[Learning Spark: Lightning-Fast Big Data Analysis](https://github.com/hemant-rout/BigData/blob/master/Learning%20Spark%20%20Lightning-Fast%20Big%20Data%20Analysis%20.pdf)' by Holden Karau et al.

and the Apache Spark documentation at https://spark.apache.org/docs/latest/.

<https://www.quora.com/What-is-best-way-to-understand-RDD-Transformations-and-actions-in-Apache-Spark>

## Question 9:

Which of the following describes the difference between transformations and actions?

* Transformations work on DataFrames/Datasets while actions are reserved for native language objects.
* There is no difference between actions and transformations.
* Actions are business logic operations that do not induce execution while transformations are execution triggers focused on returning results.
* Actions work on DataFrames/Datasets while transformations are reserved for native language objects.
* Transformations are business logic operations that do not induce execution while actions are execution triggers focused on returning results.

**Explanation**

1: Incorrect. Both transformations and actions can be applied to DataFrames/Datasets in Spark. The distinction does not lie in the types of objects they work on.

2: Incorrect. There are fundamental differences between actions and transformations in Spark's execution model.

3: Incorrect. This statement reverses the roles of transformations and actions. Actions are what trigger execution, not transformations.

4: Incorrect. Similar to option 1, this statement incorrectly categorizes the application of transformations and actions based on object types, which is not the case in Spark.

5: Correct.

**Transformations** in Spark are business logic operations that define a computation without triggering it. They are lazy and only specify the operations to be performed.

**Actions**, on the other hand, are execution triggers. When an action is called, it causes the Spark engine to execute the series of transformations defined up to that point and return results.

Understanding the distinction between transformations (lazy operations) and actions (eager operations) is key to effectively programming in Spark.

This concept is fundamental in optimizing the execution plans and improving the performance of Spark applications.

For more information, refer to the Apache Spark documentation at <https://spark.apache.org/docs/latest/programming-guide.html#transformations>

## Question 10:

**Which of the following DataFrame operations is always classified as a narrow transformation?**

* **DataFrame.sort()**
* **DataFrame.distinct()**
* **DataFrame.repartition()**
* **DataFrame.select()**
* **DataFrame.join()**

**Explanation**

1: Incorrect. DataFrame.sort() is typically a wide transformation because it may involve shuffling data across partitions to ensure global ordering.

2: Incorrect. DataFrame.distinct() is a wide transformation as it requires shuffling data to ensure all elements in the DataFrame are unique across the entire dataset.

3: Incorrect. DataFrame.repartition() is a wide transformation because it involves shuffling the data across different partitions, which usually leads to data movement across the nodes in the cluster.

4: Correct. DataFrame.select() is a narrow transformation. It does not require data to be shuffled across partitions. Each input partition will contribute to only one output partition in a select transformation.

5: Incorrect. DataFrame.join() can be a wide transformation, especially when it involves shuffling rows across different partitions to match rows based on a certain condition or key.

***Additional Information:***

Narrow transformations are those where each input partition will contribute to only one output partition. They are important for understanding the performance characteristics of Spark applications, as narrow transformations typically require less data movement than wide transformations.

<https://sparkbyexamples.com/spark/spark-rdd-transformations/>
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## Question 11:

**Spark has a few different execution/deployment modes: cluster, client, and local. Which of the following describes Spark's execution/deployment mode?**

* Spark's execution/deployment mode determines where the driver and executors are physically located when a Spark application is run
* Spark's execution/deployment mode determines which tasks are allocated to which executors in a cluster
* Spark's execution/deployment mode determines which node in a cluster of nodes is responsible for running the driver program
* Spark's execution/deployment mode determines exactly how many nodes the driver will connect to when a Spark application is run
* Spark's execution/deployment mode determines whether results are run interactively in a notebook environment or in batch

**Explanation**

1: Correct. Spark's execution/deployment mode dictates the physical location of the driver and executors when running a Spark application. In 'cluster' mode, both driver and executors run on cluster nodes. In 'client' mode, the driver runs on the client machine, and executors run on cluster nodes. In 'local' mode, both driver and executors run in a single JVM on a single machine.

2: Incorrect. Task allocation to executors is handled by Spark's task scheduler and is not directly determined by the execution/deployment mode.

3: Incorrect. While the execution/deployment mode does influence where the driver runs, it does not specifically designate a particular node in the cluster for the driver program.

4: Incorrect. The execution/deployment mode does not directly determine the number of nodes the driver will connect to. This is influenced by other factors like the number of executors configured.

5: Incorrect. The execution/deployment mode is not directly related to whether the results are run interactively or in batch. This is more about the usage pattern rather than the deployment mode.

***Additional Information:***

Understanding Spark's deployment modes is crucial for configuring and optimizing Spark applications for different environments.

More details can be found in the Apache Spark documentation at <https://spark.apache.org/docs/latest/submitting-applications.html>

## Question 12:

Which of the following describes out-of-memory errors in Spark?

* An out-of-memory error occurs when either the driver or an executor does not have enough memory to collect or process the data allocated to it.
* An out-of-memory error occurs when Spark's storage level is too lenient and allows data objects to be cached to both memory and disk.
* An out-of-memory error occurs when there are more tasks than are executors regardless of the number of worker nodes.
* An out-of-memory error occurs when the Spark application calls too many transformations in a row without calling an action regardless of the size of the data object on which the transformations are operating.
* An out-of-memory error occurs when too much data is allocated to the driver for computational purposes.

**Explanation**

1: Correct. An out-of-memory error in Spark typically happens when the driver or one of the executors runs out of memory. This can occur due to various reasons, such as processing or collecting a large dataset that exceeds the available memory.

2: Incorrect. Storage levels in Spark (memory and disk caching) do not directly cause out-of-memory errors. These levels are mechanisms to optimize the storage of RDDs, DataFrames, or Datasets.

3: Incorrect. Having more tasks than executors does not inherently cause out-of-memory errors. Spark can queue extra tasks and execute them as resources become available.

4: Incorrect. Simply chaining transformations does not lead to out-of-memory errors, as transformations in Spark are lazy and don't consume memory until an action is executed.

5: Incorrect. While allocating too much data to the driver can cause out-of-memory errors, it's not the only scenario. Executors can also run out of memory during task execution.

***Additional Information:***

Managing memory efficiently is critical in Spark to avoid out-of-memory errors. Understanding the memory requirements of different operations and properly configuring Spark's memory management settings are key.

More details can be found in :

<https://sparkbyexamples.com/spark/spark-performance-tuning/>

<https://www.sparkcodehub.com/spark-memory-management>

## Question 13:

**Which of the following is the default storage level for persist() for a non-streaming DataFrame/Dataset?**

* + MEMORY\_AND\_DISK
  + MEMORY\_AND\_DISK\_SER
  + DISK\_ONLY
  + MEMORY\_ONLY\_SER
  + MEMORY\_ONLY

**Explanation**

1: Incorrect. MEMORY\_AND\_DISK is not the default storage level for persist() in non-streaming DataFrames/Datasets, although it is a commonly used storage level for fault tolerance and performance. 2: Incorrect. MEMORY\_AND\_DISK\_SER, which includes serialization and storage in memory and disk, is not the default setting for persist(). 3: Incorrect. DISK\_ONLY is not the default storage level. It stores RDD partitions only on disk. 4: Incorrect. MEMORY\_ONLY\_SER, which stores the data serialized in memory, is not the default for persist(). 5: Correct. The default storage level for persist() for non-streaming DataFrames/Datasets in Spark is MEMORY\_ONLY. This level stores RDD partitions in memory without serialization. If the memory is not sufficient, it will not spill to disk; instead, partitions that do not fit in memory will be recomputed as needed. ***Additional Information:***

Understanding the storage levels in Spark is important for optimizing memory usage and performance. MEMORY\_ONLY is the default for its simplicity and performance, but other levels might be more suitable depending on the application's fault tolerance and data size requirements.

For more details, see the Apache Spark documentation at :

[https://spark.apache.org/docs/latest/rdd-programming-guide.html#rdd-persistence.](https://spark.apache.org/docs/latest/rdd-programming-guide.html#rdd-persistence)

<https://stackoverflow.com/questions/44338988/does-persist-on-spark-by-default-store-to-memory-or-disk>

## Question 14:

**Which of the following describes a broadcast variable?**

* **A broadcast variable is a Spark object that needs to be partitioned onto multiple worker nodes because it's too large to fit on a single worker node.**
* **A broadcast variable can only be created by an explicit call to the broadcast() operation.**
* **A broadcast variable is entirely cached on the driver node so it doesn't need to be present on any worker nodes.**
* **A broadcast variable is entirely cached on each worker node so it doesn't need to be shipped or shuffled between nodes with each stage.**
* **A broadcast variable is saved to the disk of each worker node to be easily read into memory when needed.**

**Explanation**

1: Incorrect. A broadcast variable is not partitioned across multiple worker nodes due to its size. Instead, it is a mechanism to keep a read-only variable cached on each worker node, rather than shipping a copy of it with tasks.

2: Incorrect. While a broadcast variable is typically created using the broadcast() operation, Spark's optimizer can also automatically broadcast certain variables based on their size and usage pattern.

3: Incorrect. A broadcast variable is not just cached on the driver node. It is, in fact, distributed and cached on all worker nodes to avoid the need to send this data along with every task.

4: Correct. A broadcast variable is cached on each worker node. This avoids the need to send its copy over the network repeatedly with each task, hence reducing network I/O and improving performance in distributed computations, especially when the same data is needed by multiple tasks.

5: Incorrect. A broadcast variable is not specifically saved to disk on worker nodes. It's kept in memory for efficient access, although Spark's storage mechanism can spill data to disk if memory is insufficient.

***Additional Information:***

Broadcast variables are used to improve the efficiency of joins and other operations where a common dataset needs to be used across many Spark tasks. They reduce the network overhead involved in distributing the data.

For more information, refer to the official Apache Spark documentation at <https://spark.apache.org/docs/latest/rdd-programming-guide.html#broadcast-variables>

## Question 15:

**Which of the following operations is most likely to induce a skew in the size of your data's partitions?**

1. **DataFrame.collect()**
2. **DataFrame.cache()**
3. **DataFrame.repartition(n)**
4. **DataFrame.coalesce(n)**
5. **DataFrame.persist()**

**Explanation**

1. Incorrect. **DataFrame.collect()** is an action that retrieves all elements of the DataFrame to the driver node and does not affect the partitioning of data in the cluster.
2. Incorrect. **DataFrame.cache()** is a storage-level operation that stores the DataFrame in memory for faster access, but it doesn't change the partitioning of the data.
3. Incorrect. Although **DataFrame.repartition(n)** can lead to an even distribution of data across partitions, if not chosen carefully, it can also result in data skew. However, since it involves a shuffle, it is often used with the intent to balance data across partitions.
4. Correct. **DataFrame.coalesce(n)** reduces the number of partitions, often used to avoid a full shuffle of data. It combines existing partitions and can result in larger, unevenly sized partitions if the original partitions were already skewed in size. This can lead to skew in the size of data partitions because it does not redistribute the data evenly across the new number of partitions.
5. Incorrect. **DataFrame.persist()** is similar to **cache()** in that it saves the DataFrame at a specific storage level. This does not change the partitioning or cause data skew.

**Additional Information:**

*Understanding how different operations affect the distribution of data across partitions is crucial for optimizing Spark applications. Repartitioning, in particular, should be used judiciously as it can lead to performance issues if it causes significant data skew.*

For more detailed explanations and examples, you can refer to these articles:

* [Spark By Examples](https://sparkbyexamples.com/spark/spark-repartition-vs-coalesce/)
* [Nixon Data](https://nixondata.com/knowledge/apache-spark-fundamentals/understanding-the-differences-between-repartition-and-coalesce/)
* [Rock the JVM Blog](https://blog.rockthejvm.com/repartition-coalesce/)

## Question 16:

**Which of the following data structures are Spark DataFrames built on top of?**

* **Arrays**
* **Strings**
* **RDDs**
* **Vectors**
* **SQL Tables**

**Explanation**

1: Incorrect. While arrays can be used within Spark, they are not the foundational data structure for DataFrames. DataFrames are more structured and complex than simple arrays.

2: Incorrect. Strings are a data type that can be stored in DataFrames, but they are not the underlying structure on which DataFrames are built.

3: Correct. Spark DataFrames are built on top of Resilient Distributed Datasets (RDDs). RDDs are the fundamental data structure in Spark, and DataFrames provide a higher-level abstraction over RDDs, offering a more convenient and powerful interface for data manipulation and analysis.

4: Incorrect. Vectors are used in Spark for machine learning libraries and for representing features, but they are not the foundation for DataFrames.

5: Incorrect. Although SQL tables can be represented as DataFrames in Spark, they are not the underlying data structure. DataFrames can be queried using SQL, but they are fundamentally built on top of RDDs.

***Additional Information:***

Understanding the relationship between RDDs and DataFrames is key to grasping Spark's data processing capabilities. RDDs provide the distributed, fault-tolerant backbone, while DataFrames offer a more efficient and user-friendly layer on top for handling structured data.

For more details, see the official Apache Spark documentation at <https://spark.apache.org/docs/latest/sql-programming-guide.html>

## Question 17:

**Which of the following code blocks returns a DataFrame containing only column storeId and column division from DataFrame storesDF?**

* **storesDF.select("storeId").select("division")**
* **storesDF.select(storeId, division)**
* **storesDF.select("storeId", "division")**
* **storesDF.select(col("storeId", "division"))**
* **storesDF.select(storeId).select(division)**

**Explanation**

1: Incorrect. This code block selects 'storeId' and then 'division' in two separate steps, effectively resulting in a DataFrame containing only 'division', as the second select overwrites the first.

2: Incorrect. While this looks like a valid syntax, it lacks quotes around 'storeId' and 'division', which are required to specify them as column names in string format.

3: Correct. storesDF.select("storeId", "division") correctly selects both 'storeId' and 'division' columns in a single operation, returning a DataFrame containing these two columns.

4: Incorrect. The col() function does not accept multiple column names in a single call like this. This syntax will result in an error.

5: Incorrect. Similar to option 1, this code block selects 'storeId' and then 'division' in two separate steps, ultimately resulting in a DataFrame with only 'division'.

***Additional Information:***

Selecting multiple columns in Spark can be efficiently done using the select() method with multiple column names (as strings) passed as arguments. It's important to use the correct syntax to ensure the desired columns are included in the resulting DataFrame.

More details on DataFrame operations can be found in the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.1/api/python/reference/api/pyspark.sql.DataFrame.select.html>

## Question 18:

The below code shown block contains an error. The code block is intended to return a DataFrame containing only the rows from DataFrame storesDF where the value in DataFrame storesDF's 'sqft' column is less than or equal to 25,000. Assume DataFrame storesDF is the only defined language variable. Identify the error. *Code block:*

storesDF.filter(sqft <= 25000)

* **The column name sqft needs to be quoted like storesDF.filter("sqft" <= 25000).**
* **The column name sqft needs to be quoted and wrapped in the col() function like storesDF.filter(col("sqft") <= 25000).**
* **The sign in the logical condition inside filter() needs to be changed from <= to >.**
* **The sign in the logical condition inside filter() needs to be changed from <= to >=.**
* **The column name sqft needs to be wrapped in the col() function like storesDF.filter(col(sqft) <= 25000).**

**Explanation**

1: Incorrect. Simply quoting 'sqft' will not resolve the issue. In Spark DataFrame operations, column references must be made using a column object, not just a string name.

2: Correct. The error in the code block is that the column 'sqft' needs to be referenced as a column object. This is done by wrapping the column name 'sqft' in the col() function, like storesDF.filter(col("sqft") <= 25000). This syntax is necessary for the filter condition to be properly applied to the DataFrame.

3: Incorrect. Changing the sign from <= to > would change the logic of the filter and does not address the syntax error in the column reference.

4: Incorrect. Changing the sign from <= to >= would not fix the error and would alter the intended logic of the filter condition.

5: Incorrect. While using the col() function is correct, the column name 'sqft' needs to be quoted within the col() function. Without quotes, it would be treated as a variable name, which is not defined in this context.

***Additional Information:***

Correct syntax and references are crucial in DataFrame operations in Spark. The col() function is used to refer to DataFrame columns in a programmatic way, especially within transformations and actions.

More information about DataFrame transformations can be found in the Apache Spark documentation at

<https://sparkbyexamples.com/pyspark/pyspark-where-filter/>

## Question 19:

The code block shown below should return a DataFrame containing only the rows from DataFrame storesDF where the value in column sqft is less than or equal to 25,000 OR the value in column customerSatisfaction is greater than or equal to 30.

Choose the response that correctly fills in the numbered blanks within the code block to complete this task. *Code block:*

storesDF.\_\_1\_\_(\_\_2\_\_ \_\_3\_\_ \_\_4\_\_)

* filter

(col("sqft") <= 25000)

|

(col("customerSatisfaction") >= 30)

drop

(col(sqft) <= 25000)

|

(col(customerSatisfaction) >= 30)

filter

col("sqft") <= 25000

|

col("customerSatisfaction") >= 30

filter

col("sqft") <= 25000

or

col("customerSatisfaction") >= 30

filter

(col("sqft") <= 25000)

or

(col("customerSatisfaction") >= 30)

**Explanation**

1: Correct. This option correctly uses the filter() function with the logical OR operator ('|') to combine the two conditions. Each condition is properly wrapped in parentheses and uses the col() function for column reference.

2: Incorrect. The drop() function is not used for filtering based on conditions. Also, the column names need to be in quotes when used with col().

3: Incorrect. While using filter() is correct, the conditions need to be enclosed in parentheses to ensure proper evaluation order. The '|' symbol is used for logical OR in Spark DataFrame API.

4: Incorrect. The word 'or' is not used for logical OR in Spark DataFrame API; the symbol '|' is used instead. Also, the conditions need to be enclosed in parentheses.

5: Incorrect. Although it uses filter() and encloses conditions in parentheses, the word 'or' is not the correct way to specify logical OR in Spark DataFrame API; '|' should be used instead.

***Additional Information:***

Using the correct syntax for logical operations in DataFrame transformations is crucial. The filter() function along with the col() function and proper logical operators allow for complex condition-based filtering in Spark.

## Question 20:

Which of the following operations can be used to convert a DataFrame column from one type to another type?

* **col().cast()**
* **convert()**
* **castAs()**
* **col().coerce()**
* **col()**

**Explanation**

1: Correct. The col().cast() operation is used in Spark to change the data type of a column. The col() function is used to reference a column, and the cast() method is chained to specify the new data type.

2: Incorrect. There is no convert() function in Spark's DataFrame API for data type conversion.

3: Incorrect. castAs() is not a recognized function in Spark for type conversion of DataFrame columns.

4: Incorrect. col().coerce() is not a valid operation in Spark for converting data types of DataFrame columns.

5: Incorrect. While col() is used to reference a column in Spark, it does not by itself provide a way to change the column's data type. The cast() method needs to be used in conjunction with col() for this purpose.

Additional Information:

Type conversion is a common operation in data processing, and Spark provides a flexible way to handle such conversions through the cast() method.

This can be particularly useful when dealing with data from different sources or when preparing data for analysis. More information on column operations can be found in the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.3/api/python/reference/api/pyspark.sql.Column.cast.html>

<https://sparkbyexamples.com/pyspark/pyspark-cast-column-type/>

<https://www.statology.org/pyspark-cast-multiple-columns/>

## Question 21:

**Which of the following code blocks returns a new DataFrame with a new column sqft100 that is 1/100th of column sqft in DataFrame storesDF? Note that column sqft100 is not in the original DataFrame storesDF.**

* **storesDF.withColumn("sqft100", col("sqft") \* 100)**
* **storesDF.withColumn("sqft100", sqft / 100)**
* **storesDF.withColumn(col("sqft100"), col("sqft") / 100)**
* **storesDF.withColumn("sqft100", col("sqft") / 100)**
* **storesDF.newColumn("sqft100", sqft / 100)**

**Explanation**

1: Incorrect. This code multiplies the 'sqft' column by 100, instead of dividing it by 100 to create the 'sqft100' column.

2: Incorrect. This syntax is not correct in Spark DataFrame API because 'sqft' needs to be referenced as a column object using the col() function.

3: Incorrect. The first argument in withColumn() should be a string representing the new column name, not a column object.

4: Correct. storesDF.withColumn("sqft100", col("sqft") / 100) correctly creates a new column 'sqft100' by dividing the 'sqft' column by 100. This is the proper use of withColumn() with the col() function in Spark.

5: Incorrect. There is no newColumn() function in Spark's DataFrame API. The correct method to add a new column is withColumn().

***Additional Information:***

The withColumn() function in Spark is a powerful tool for adding new columns or modifying existing ones in a DataFrame. It is commonly used for data manipulation and transformation tasks. For more detailed usage, refer to the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.3/api/python/reference/api/pyspark.sql.DataFrame.withColumn.html>

<https://sparkbyexamples.com/pyspark/pyspark-withcolumn/>

## Question 22:

Which of the following code blocks returns a new DataFrame from DataFrame storesDF where column numberOfManagers is the constant integer 1?

* storesDF.withColumn("numberOfManagers", col(1))
* storesDF.withColumn("numberOfManagers", 1)
* storesDF.withColumn("numberOfManagers", lit(1))
* storesDF.withColumn("numberOfManagers", lit("1"))
* storesDF.withColumn("numberOfManagers", IntegerType(1))

**Explanation**

1: Incorrect. The col() function is used to reference existing columns, not to create constant values.

2: Incorrect. Simply passing 1 as a value does not work in the withColumn() method in Spark's DataFrame API. The value needs to be wrapped in a function that creates a column expression.

3: Correct. The lit() function is used in Spark to create a literal column, which is a column with a constant value. storesDF.withColumn("numberOfManagers", lit(1)) correctly creates a new column with the constant integer value 1.

4: Incorrect. Using lit("1") creates a literal column with a string value of '1', not an integer.

5: Incorrect. IntegerType(1) is not a valid syntax in Spark for creating a literal value. The lit() function is the appropriate method to use for this purpose.

***Additional Information:***

The lit() function is particularly useful for adding a column with a constant value to a DataFrame, which can be important for various data manipulation and transformation tasks.

For more details on DataFrame transformations, refer to the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.3/api/python/reference/api/pyspark.sql.functions.lit.html>

<https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/>

## Question 23:

Which of the following operations can be used to split an array column into an individual DataFrame row for each element in the array?

* **extract()**
* **split()**
* explode()
* **arrays\_zip()**
* **unpack()**

**Explanation**

1: Incorrect. extract() is not a function in Spark's DataFrame API used for splitting an array column into rows.

2: Incorrect. split() is used in Spark for splitting a string into an array based on a delimiter, not for splitting an array column into multiple rows.

3: Correct. explode() is the function used in Spark to transform each element of an array column into a separate row. It 'explodes' the array into multiple rows, each containing one element from the array.

4: Incorrect. arrays\_zip() is used to merge multiple arrays into a single array of structs, not for splitting an array column into rows.

5: Incorrect. unpack() is not a recognized function in Spark for this purpose.

Additional Information:

The explode() function is useful in scenarios where you need to flatten an array and analyze or manipulate each element individually as separate rows in a DataFrame. This operation is commonly used in data transformation processes.

More details on this function can be found in the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.3/api/python/reference/api/pyspark.sql.functions.explode.html>

<https://sparkbyexamples.com/pyspark/pyspark-explode-array-and-map-columns-to-rows/>

## Question 24:

Which of the following code blocks returns a new DataFrame where column storeCategory is an all-lowercase version of column storeCategory in DataFrame storesDF?

Assume DataFrame storesDF is the only defined language variable.

* **storesDF.withColumn("storeCategory", lower(col("storeCategory")))**
* **storesDF.withColumn("storeCategory", col("storeCategory").lower())**
* **storesDF.withColumn("storeCategory", tolower(col("storeCategory")))**
* **storesDF.withColumn("storeCategory", lower("storeCategory"))**
* **storesDF.withColumn("storeCategory", lower(storeCategory))**

**Explanation**

1: Correct. The lower function is used to convert a string to lowercase in Spark, and it needs to be applied to a column object. storesDF.withColumn("storeCategory", lower(col("storeCategory"))) correctly applies the lower function to the 'storeCategory' column.

2: Incorrect. The syntax col("storeCategory").lower() is not valid in Spark. The lower function should be applied directly to the column object as an argument.

3: Incorrect. The function to convert strings to lowercase in Spark is lower, not tolower.

4: Incorrect. lower("storeCategory") will interpret "storeCategory" as a string literal, not as a reference to a column. The column needs to be referenced using the col function.

5: Incorrect. lower(storeCategory) will look for a variable named storeCategory, which is not defined. The column should be referenced as a string within the col function.

Additional Information:

The lower function is part of Spark's SQL functions library and is commonly used for string manipulation within DataFrames. It's important to use the correct syntax when applying these functions to DataFrame columns. More information can be found in the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.3/api/python/reference/api/pyspark.sql.functions.lower.html>

<https://www.skytowner.com/explore/pyspark_sql_functions_lower_method>

## Question 25:

The code block shown below contains an error. The code block is intended to return a new DataFrame where column division from DataFrame storesDF has been renamed to column state and column managerName from DataFrame storesDF has been renamed to column managerFullName. Identify the error. Code block:

(storesDF.withColumnRenamed("state", "division").withColumnRenamed("managerFullName", "managerName"))

* **Both arguments to operation withColumnRenamed() should be wrapped in the col() operation.**
* **The operations withColumnRenamed() should not be called twice, and the first argument should be ["state", "division"] and the second argument should be ["managerFullName", "managerName"].**
* **The old columns need to be explicitly dropped.**
* **The first argument to operation withColumnRenamed() should be the old column name and the second argument should be the new column name.**
* **The operation withColumnRenamed() should be replaced with withColumn().**

**Explanation**

1: Incorrect. The withColumnRenamed() operation does not require column references to be wrapped in the col() function. It takes simple string arguments.

2: Incorrect. It is valid to call withColumnRenamed() multiple times for different columns. The method does not support renaming multiple columns in a single call with array arguments.

3: Incorrect. The withColumnRenamed() operation automatically replaces the old column with the new one. Explicitly dropping the old column is not necessary.

4: Correct. The error in the code block is that the arguments to withColumnRenamed() are in the wrong order. The first argument should be the current (old) column name, and the second argument should be the new column name. The correct code should be (storesDF.withColumnRenamed("division", "state").withColumnRenamed("managerName", "managerFullName")).

5: Incorrect. The withColumnRenamed() operation is the correct method for renaming columns. withColumn() is used for different purposes, such as adding new columns or modifying existing ones.

Additional Information: Renaming columns in a DataFrame is a common operation in data manipulation. The withColumnRenamed() method provides a straightforward way to accomplish this, taking the existing column name and the new name as its arguments.

For more details, refer to the Apache Spark documentation at

<https://spark.apache.org/docs/latest/api/python/reference/pyspark.sql/api/pyspark.sql.DataFrame.withColumnRenamed.html>

<https://sparkbyexamples.com/pyspark/pyspark-rename-dataframe-column/>

## Question 26:

Which of the following code blocks returns a DataFrame where rows in DataFrame storesDF containing missing values in every column have been dropped?

* **storesDF.nadrop("all")**
* **storesDF.na.drop("all", subset = "sqft")**
* **storesDF.dropna()**
* **storesDF.na.drop()**
* **storesDF.na.drop("all")**

**Explanation**

1: Incorrect. There is a syntax error in this option. The correct function is na.drop(), not nadrop().

2: Incorrect. This code block will drop rows with missing values in the 'sqft' column only, not in every column.

3: Incorrect. storesDF.dropna() without any parameters drops rows with missing values in any column, not rows with missing values in every column.

4: Incorrect. storesDF.na.drop() behaves the same as storesDF.dropna(), dropping rows with any missing values, not necessarily in every column.

5: Correct. storesDF.na.drop("all") will drop rows where all columns have missing values. This is the correct way to target only those rows where every column contains a missing value.

Additional Information:

Handling missing data is an important aspect of data processing. The na.drop() function in Spark provides flexibility to specify how missing values should be handled, whether it's dropping rows with any missing values or only those where all values are missing. More information on handling missing data can be found in the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.2/api/python/reference/api/pyspark.sql.DataFrameNaFunctions.drop.html>

<https://sparkbyexamples.com/pyspark/pyspark-drop-rows-with-null-values/>
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Question 27:

**Which of the following operations fails to return a DataFrame where every row is unique?**

* DataFrame.distinct()
* DataFrame.drop\_duplicates(subset = None)
* DataFrame.drop\_duplicates()
* DataFrame.dropDuplicates()
* DataFrame.drop\_duplicates(subset = "all")

**Explanation**

1: Incorrect. DataFrame.distinct() returns a new DataFrame with distinct rows, effectively removing duplicates and ensuring every row is unique.

2: Incorrect. DataFrame.drop\_duplicates(subset = None) removes duplicate rows across all columns, which is the default behavior, and thus returns a DataFrame with unique rows.

3: Incorrect. DataFrame.drop\_duplicates(), without any subset specified, behaves the same as DataFrame.drop\_duplicates(subset = None), removing duplicates based on all columns.

4: Incorrect. DataFrame.dropDuplicates() is an alternative method to drop\_duplicates() in Spark and also removes duplicate rows across all columns.

5: Correct. DataFrame.drop\_duplicates(subset = "all") fails to return a DataFrame with unique rows because there is no valid 'all' keyword for the subset parameter in the drop\_duplicates() method. The subset parameter should be a column name or a list of column names, and 'all' is not recognized as such.

Additional Information:

Removing duplicates is a common operation in data processing to ensure data quality. Spark provides multiple ways to remove duplicate rows, but it is important to use the correct syntax and understand the behavior of these methods.

For more information on DataFrame operations, refer to the Apache Spark documentation at

<https://spark.apache.org/docs/3.1.2/api/python/reference/api/pyspark.sql.DataFrame.dropDuplicates.html>

<https://api-docs.databricks.com/python/pyspark/latest/pyspark.pandas/api/pyspark.pandas.DataFrame.drop_duplicates.html>
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Question 28:

**Which of the following code blocks will not always return the exact number of distinct values in column division?**

* storesDF.agg(approx\_count\_distinct(col("division")).alias("divisionDistinct"))
* storesDF.agg(approx\_count\_distinct(col("division"), 0).alias("divisionDistinct"))
* storesDF.agg(countDistinct(col("division")).alias("divisionDistinct"))
* storesDF.select("division").dropDuplicates().count()
* storesDF.select("division").distinct().count()

**Explanation**

1: Correct. The function approx\_count\_distinct() returns an approximate count of distinct items. It's useful for performance optimization with large datasets, but it does not guarantee an exact count, which is required in this question.

2: Incorrect. Despite using approx\_count\_distinct(), setting the accuracy parameter to 0 makes it functionally equivalent to countDistinct(), providing an exact count of distinct values.

3: Incorrect. countDistinct() computes the number of distinct items in a column, returning the exact count of distinct values.

4: Incorrect. The combination of select(), dropDuplicates(), and count() will accurately count the number of distinct values in the 'division' column.

5: Incorrect. select("division").distinct().count() is another valid approach to counting the exact number of distinct values in the 'division' column.

Additional Information:

When working with large datasets, approx\_count\_distinct() can be used to improve performance at the cost of exact accuracy. For exact counts, countDistinct() or distinct().count() are the appropriate methods. Details about these functions can be found in the Apache Spark documentation at

<https://sparkbyexamples.com/pyspark/pyspark-aggregate-functions/>

## Question 29:

The code block shown below should return a new DataFrame with the mean of column sqft from DataFrame storesDF in column sqftMean. Choose the response that correctly fills in the numbered blanks within the code block to complete this task. Code block:

storesDF.\_\_1\_\_(\_\_2\_\_(\_\_3\_\_).alias("sqftMean"))

agg

mean

col("sqft")

mean

col

"sqft"

withColumn

mean

col("sqft")

agg

mean

"sqft"

agg

average

col("sqft")

**Explanation**

1: Correct. The agg() function is used for aggregations in Spark, and mean() is the function for calculating the average. The col() function is correctly used to reference the 'sqft' column. The complete statement correctly performs the aggregation and aliases the result as 'sqftMean'.

2: Incorrect. mean as a standalone function is not the correct syntax for aggregations in Spark's DataFrame API.

3: Incorrect. withColumn is used for adding or replacing a column, not for aggregations like calculating the mean.

4: Incorrect. While agg() and mean() are correct, mean() requires a column object, not a string. col("sqft") should be used instead of "sqft".

5: Incorrect. The function for calculating the mean in Spark is mean(), not average(), although they might appear synonymous. col("sqft") is correctly used to reference the column.

***Additional Information:***

The agg() function along with mean() provides a way to compute aggregate statistics like the average across a DataFrame. This is a common operation in data analysis tasks. More details about aggregation functions can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-groupby-agg-aggregate-explained/>

## Question 30:

**Which of the following code blocks returns the number of rows in DataFrame storesDF?**

* **storesDF.withColumn("numberOfRows", count())**
* **storesDF.withColumn(count().alias("numberOfRows"))**
* **storesDF.countDistinct()**
* **storesDF.count()**
* **storesDF.agg(count())**

**Explanation**

1: Incorrect. storesDF.withColumn("numberOfRows", count()) is syntactically incorrect because count() cannot be used directly inside withColumn() like this, and it does not return the total number of rows.

2: Incorrect. storesDF.withColumn(count().alias("numberOfRows")) is syntactically incorrect. The withColumn method is used for adding or modifying columns, not for counting rows in a DataFrame.

3: Incorrect. storesDF.countDistinct() would be used to count distinct rows based on all columns, not the total number of rows in the DataFrame.

4: Correct. storesDF.count() is the correct method to get the number of rows in the DataFrame. It returns the total row count.

5: Incorrect. storesDF.agg(count()) is used for aggregation operations and is not the direct way to count the total number of rows in the DataFrame.

***Additional Information:***

Counting the number of rows in a DataFrame is a common operation, and Spark provides the count() method specifically for this purpose. It's a straightforward and efficient way to determine the size of the DataFrame.

More details about DataFrame operations can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-count/>

## Question 31:

Which of the following code blocks returns the sum of the values in column sqft in DataFrame storesDF grouped by distinct value in column division?

* storesDF.groupBy.agg(sum(col("sqft")))
* storesDF.groupBy("division").agg(sum())
* storesDF.agg(groupBy("division").sum(col("sqft")))
* storesDF.groupby.agg(sum(col("sqft")))
* storesDF.groupBy("division").agg(sum(col("sqft")))

**Explanation**

1: Incorrect. The syntax storesDF.groupBy.agg(sum(col("sqft"))) is incorrect. groupBy should be followed by a column name or a list of column names.

2: Incorrect. storesDF.groupBy("division").agg(sum()) is syntactically incorrect because the sum() function requires a column argument.

3: Incorrect. storesDF.agg(groupBy("division").sum(col("sqft"))) is not the correct syntax in Spark. The groupBy operation should precede the agg operation.

4: Incorrect. The correct method is groupBy(), not groupby(). Additionally, the syntax used in this option is incorrect.

5: Correct. storesDF.groupBy("division").agg(sum(col("sqft"))) correctly groups the DataFrame by the 'division' column and then aggregates the 'sqft' column by summing its values within each group. This is the proper usage of groupBy and agg methods in Spark.

***Additional Information:***

Grouping and aggregating data are fundamental operations in data analysis. Spark's groupBy and agg methods provide powerful capabilities to perform such operations efficiently.
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## Question 32:

**Which of the following code blocks returns a DataFrame containing summary statistics only for column sqft in DataFrame storesDF?**

* storesDF.summary("mean")
* storesDF.describe("sqft")
* storesDF.summary(col("sqft"))
* storesDF.describeColumn("sqft")
* storesDF.summary()

**Explanation**

1: Incorrect. storesDF.summary("mean") would provide summary statistics, but it would not be limited only to the 'sqft' column. Additionally, 'mean' alone would not generate a full summary.

2: Correct. storesDF.describe("sqft") generates summary statistics (count, mean, stddev, min, and max) specifically for the 'sqft' column.

3: Incorrect. The syntax storesDF.summary(col("sqft")) is not valid in Spark. The summary() method does not accept column objects as arguments.

4: Incorrect. There is no method named describeColumn in Spark's DataFrame API.

5: Incorrect. storesDF.summary() provides summary statistics, but it would include all columns, not just 'sqft'.

Additional Information:

The describe() function in Spark is commonly used for generating descriptive statistics for specified columns in a DataFrame. It's a helpful tool for initial data analysis and understanding the distribution of data. For more details, refer to <https://stackoverflow.com/questions/55938112/describe-a-dataframe-on-pyspark>

## Question 33:

**Which of the following operations can be used to sort the rows of a DataFrame?**

* **sort() and orderBy()**
* **orderby()**
* **sort() and orderby()**
* **orderBy()**
* **sort()**

**Explanation**

1: Correct. Both sort() and orderBy() functions can be used in Spark to sort the rows of a DataFrame. They are essentially aliases of each other and can be used interchangeably to perform sorting operations.

2: Incorrect. orderby() is not a valid function in Spark. The correct function is orderBy().

3: Incorrect. While sort() is a valid function, orderby() is not correct. The valid function is orderBy().

4: Incorrect. Although orderBy() is a correct function, it is not the only function that can be used for sorting. sort() can also be used.

5: Incorrect. While sort() is a valid function, it's not the only one that can be used for sorting. orderBy() is also a valid option.

***Additional Information:***

Sorting data is a common operation in data processing, and Spark provides flexible sorting capabilities through both the sort() and orderBy() functions.

These functions allow for sorting based on one or more columns, in ascending or descending order.

More information on sorting operations can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-orderby-and-sort-explained/>

## Question 34:

The code block shown below contains an error. The code block is intended to return a 15 percent sample of rows from DataFrame storesDF without replacement. Identify the error. Code block: storesDF.sample(True, fraction = 0.15)

* **There is no argument specified to the seed parameter.**
* **There is no argument specified to the withReplacement parameter.**
* **The sample() operation does not sample without replacement â€” sampleby() should be used instead.**
* **The sample() operation is not reproducible.**
* **The first argument True sets the sampling to be with replacement.**

**Explanation**

1: Incorrect. The absence of a seed argument does not cause an error in functionality. Specifying a seed is optional and is used for reproducibility of the sample.

2: Incorrect. The first argument in the sample() method actually represents the 'withReplacement' parameter. The issue is with the value of this parameter, not its absence.

3: Incorrect. The sample() method in Spark can be used for sampling both with and without replacement. The choice of method depends on the arguments provided, not the sampling type.

4: Incorrect. The reproducibility of the sample operation isn't the primary issue here. Reproducibility can be achieved by providing a seed value, but this is not mandatory.

5: Correct. The error in the code block is that the first argument is set to True, which implies sampling with replacement. For sampling without replacement, this argument should be False.

Additional Information:

The sample() function in Spark is used for random sampling and allows for both replacement and non-replacement sampling, controlled by the 'withReplacement' parameter.

Understanding the correct usage of parameters in this function is essential for achieving the desired sampling behavior.

## Question 35:

**Which of the following operations can be used to return the top n rows from a DataFrame?**

* **DataFrame.n()**
* **DataFrame.take(n)**
* **DataFrame.head**
* **DataFrame.show(n)**
* **DataFrame.collect(n)**

**Explanation**

1: Incorrect. DataFrame.n() is not a valid function in Spark's DataFrame API for retrieving rows.

2: Correct. DataFrame.take(n) is used to return the first n rows of a DataFrame as a list. This function is ideal for getting a specified number of rows.

3: Incorrect. DataFrame.head without an argument returns the first row of the DataFrame, and with an argument n, it returns the first n rows, but it is not labeled as such in the options.

4: Incorrect. DataFrame.show(n) displays the first n rows of the DataFrame, but it does not return them. It is used for printing the rows to the console.

5: Incorrect. DataFrame.collect(n) is not a valid method in Spark. collect() is used to retrieve all rows of a DataFrame and bring them to the driver node, which can be inefficient for large DataFrames and does not specifically retrieve the top n rows.

Additional Information:

Retrieving a specific number of rows from a DataFrame is a common operation for data inspection and analysis. The take(n) function is useful for this purpose, providing a simple way to retrieve a defined number of rows. For more details, refer to the Apache Spark documentation at <https://sparkbyexamples.com/spark/show-top-n-rows-in-spark-pyspark/>

## Question 36:

The code block shown below should extract the value for column sqft from the first row of DataFrame storesDF. Choose the response that correctly fills in the numbered blanks within the code block to complete this task. Code block: \_\_1\_\_.\_\_2\_\_.\_\_3\_\_

* **storesDF 2. first 3. col("sqft")**
* **storesDF 2. first 3. sqft**
* **storesDF 2. first 3. ["sqft"]**
* storesDF 2. first() 3. sqft
* **storesDF 2. first() 3. col("sqft")**

**Explanation**

1: Incorrect. storesDF.first followed by col("sqft") is not a valid syntax in Spark. The first() method returns a Row object, and you cannot directly apply col() on a Row.

2: Incorrect. storesDF.first followed by sqft is not valid because first is a method and should be followed by parentheses.

3: Incorrect. storesDF.first followed by ["sqft"] is not valid. The first() method returns a Row object, and a list of column names cannot be applied directly to a Row.

4: Correct. storesDF.first() returns the first Row object of the DataFrame. Accessing sqft attribute of this Row object (e.g., storesDF.first().sqft) retrieves the value of the 'sqft' column from the first row.

5: Incorrect. storesDF.first() followed by col("sqft") is not valid. The first() method returns a Row object, and col() cannot be used to extract a value from a Row.

Additional Information:

The first() method in Spark returns the first row of the DataFrame as a Row object. To access a specific column's value from this Row object, you simply use dot notation with the column name. This is an efficient way to quickly inspect values from a specific row.

## Question 37:

**Which of the following lines of code prints the schema of a DataFrame?**

* **print(storesDF)**
* **storesDF.schema**
* **print(storesDF.schema())**
* **DataFrame.printSchema()**
* **DataFrame.schema()**

**Explanation**

1: Incorrect. print(storesDF) prints the contents of the DataFrame, not its schema.

2: Correct. storesDF.schema displays the schema of the DataFrame storesDF. This property of a DataFrame object in Spark reveals the structure of the DataFrame, including column names, data types, and nullable properties.

3: Incorrect. storesDF.schema() is incorrect syntax because schema is a property, not a method, and therefore should not be followed by parentheses.

4: Incorrect. DataFrame.printSchema() is not valid syntax. printSchema is a method of DataFrame instances, not of the DataFrame class itself. It should be used as storesDF.printSchema().

5: Incorrect. DataFrame.schema() is not valid syntax. As mentioned, schema is a property, not a method. It should be accessed without parentheses.

Additional Information:

Understanding the structure of a DataFrame is crucial in data processing. The schema property provides a quick way to inspect the DataFrame's structure, which is especially helpful when dealing with complex data sources. More details about DataFrame operations can be found in <https://www.geeksforgeeks.org/how-to-check-the-schema-of-pyspark-dataframe/>

Bottom of Form

Top of Form

Question 38:

In what order should the below lines of code be run in order to create and register a SQL UDF named 'ASSESS\_PERFORMANCE' using the Python function assessPerformance and apply it to column customerSatisfaction in table stores? *Lines of code:*

1. spark.udf.register("ASSESS\_PERFORMANCE", assessPerformance)

2. spark.sql("SELECT customerSatisfaction, assessPerformance(customerSatisfaction) AS result FROM stores")

3. spark.udf.register(assessPerformance, "ASSESS\_PERFORMANCE")

4. spark.sql("SELECT customerSatisfaction, ASSESS\_PERFORMANCE(customerSatisfaction) AS result FROM stores")

* **3, 4**
* **1, 4**
* **3, 2**
* **2**
* **1, 2**

**Explanation**

* Option 1 (3,4): Incorrect. This option suggests that the UDF should be registered with the incorrect syntax, using the function name first (**assessPerformance**) followed by the UDF name in quotes (**"ASSESS\_PERFORMANCE"**). This is not the correct order for the **spark.udf.register** method. The correct order is the UDF name followed by the function name. Line 4 correctly applies the UDF in the SQL query, but it must come after the UDF has been properly registered.
* Option 2 (1,4): Correct. This is the correct sequence. The UDF is first registered with **spark.udf.register("ASSESS\_PERFORMANCE", assessPerformance)** (line 1), correctly associating the UDF name 'ASSESS\_PERFORMANCE' with the Python function **assessPerformance**. Then, the UDF is applied to the column **customerSatisfaction** in the SQL query using **spark.sql("SELECT customerSatisfaction, ASSESS\_PERFORMANCE(customerSatisfaction) AS result FROM stores")** (line 4).
* Option 3 (3,2): Incorrect. Line 3 incorrectly tries to register the UDF with the parameters reversed. The correct syntax for UDF registration is **spark.udf.register("UDF\_NAME", python\_function)**. Line 2 is not the correct way to apply the UDF and is not part of the correct answer.
* Option 4 (2): Incorrect. Line 2 alone is not sufficient because it assumes the UDF is already registered and used in a SQL query, which is not shown. The UDF must be registered before it is used in a SQL query.
* Option 5 (1,2): Incorrect. Although line 1 correctly registers the UDF, line 2 does not correctly apply the UDF in a SQL query. The proper sequence is to register the UDF first and then use it in a SQL query with the correct syntax, as shown in line 4.

**Additional Information:**

When using UDFs in Spark SQL, it is crucial to register the UDF before attempting to use it in a SQL query. The registration is done using **spark.udf.register**, with the first argument being the UDF name as a string and the second argument being the Python function that implements the UDF logic. Once registered, the UDF can be invoked in SQL queries using its name, just like any built-in SQL function. This integration of custom functions into Spark SQL enables more flexible data processing within the Spark framework.

## Question 39:

In what order should the below lines of code be run in order to create a Python UDF assessPerformanceUDF() using the integer-returning Python function assessPerformance and apply it to column customerSatisfaction in DataFrame storesDF? Lines of code:

assessPerformanceUDF = udf(assessPerformance, IntegerType)

assessPerformanceUDF = spark.register.udf("ASSESS\_PERFORMANCE", assessPerformance)

assessPerformanceUDF = udf(assessPerformance, IntegerType())

storesDF.withColumn("result", assessPerformanceUDF(col("customerSatisfaction")))

storesDF.withColumn("result", assessPerformance(col("customerSatisfaction")))

storesDF.withColumn("result", ASSESS\_PERFORMANCE(col("customerSatisfaction")))

* **3, 4**
* **2, 6**
* **3, 5**
* **1, 4**
* **2, 5**

**Explanation**

1: Correct. Line 3 correctly creates the Python UDF assessPerformanceUDF with the specified return type (IntegerType). Line 4 then applies this UDF to the 'customerSatisfaction' column in the DataFrame storesDF.

2: Incorrect. Line 2 is not the correct syntax for registering a UDF in Spark's DataFrame API. Line 6 also uses an incorrect syntax for applying a UDF in DataFrame API.

3: Incorrect. Line 3 is correct for defining the UDF, but line 5 applies the original Python function directly, not the UDF.

4: Incorrect. Line 1 uses an incorrect syntax for specifying the return type of the UDF. IntegerType should be instantiated (IntegerType()). Line 4 correctly applies the UDF to the DataFrame.

5: Incorrect. Line 2 does not correctly register a UDF in the DataFrame API. Line 5 again incorrectly applies the original Python function instead of the UDF.

Additional Information:

Creating a UDF in PySpark involves defining the UDF with the appropriate return type and then applying it to a DataFrame. The udf function is used for this purpose, and it is crucial to correctly specify the return type (e.g., IntegerType()). Once defined, the UDF can be applied to the DataFrame using withColumn.

More details can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-udf-user-defined-function/>

## Question 40:

**Which of the following operations can execute a SQL query on a table?**

* **spark.query()**
* **DataFrame.sql()**
* **spark.sql()**
* **DataFrame.createOrReplaceTempView()**
* **DataFrame.createTempView()**

**Explanation**

1: Incorrect. spark.query() is not a valid method in Spark for executing SQL queries.

2: Incorrect. DataFrame.sql() is not a valid method in Spark DataFrame API. SQL queries are executed through the SparkSession, not directly on a DataFrame.

3: Correct. spark.sql() is the method used in Spark to execute SQL queries. It allows you to run SQL queries against tables and views registered in Spark's catalog.

4: Incorrect. DataFrame.createOrReplaceTempView() is used for registering a DataFrame as a temporary view in Spark's catalog, not for executing SQL queries. This method makes the DataFrame available for SQL queries but does not execute them.

5: Incorrect. DataFrame.createTempView() is similar to createOrReplaceTempView() in that it registers a DataFrame as a temporary view, but it doesn't execute SQL queries itself.

***Additional Information:***

The spark.sql() method is a powerful feature in Spark that enables executing SQL queries on data stored in DataFrames. Before running a SQL query on a DataFrame, the DataFrame must be registered as a temporary view using createTempView() or createOrReplaceTempView(). This integration of SQL capabilities makes Spark a versatile tool for data processing and analysis.

More details can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/>

## Question 41:

Which of the following code blocks creates a single-column DataFrame from Python list years which is made up of integers?

* **spark.createDataFrame([years], IntegerType())**
* **spark.createDataFrame(years, IntegerType())**
* **spark.DataFrame(years, IntegerType())**
* **spark.createDataFrame(years)**
* **spark.createDataFrame(years, IntegerType)**

**Explanation**

1: Incorrect. spark.createDataFrame([years], IntegerType()) is not the correct syntax. Wrapping 'years' in another list changes the intended structure of the DataFrame.

2: Incorrect. spark.createDataFrame(years, IntegerType()) incorrectly uses the IntegerType() as the second argument. Spark expects a schema or column names as the second argument, not a type object.

3: Incorrect. spark.DataFrame(years, IntegerType()) is not a valid method in Spark. The correct method is createDataFrame.

4: Correct. spark.createDataFrame(years) correctly creates a DataFrame from the Python list 'years'. Spark is able to infer the schema, especially when the list consists of primitive data types like integers.

5: Incorrect. spark.createDataFrame(years, IntegerType) is incorrect because the second argument should be a schema or list of column names, not a data type class.

**Additional Information:**

When creating a DataFrame from a Python list in Spark, the createDataFrame method is used. Spark is capable of inferring the schema in many cases, which simplifies the process of DataFrame creation from native Python data structures.

For more details on DataFrame creation, refer to the Apache Spark documentation at <https://sparkbyexamples.com/spark/different-ways-to-create-a-spark-dataframe/>

## Question 42:

**Which of the following operations can be used to cache a DataFrame only in Sparkâ€™s memory assuming the default arguments can be updated?**

* **DataFrame.clearCache()**
* **DataFrame.storageLevel**
* **StorageLevel**
* **DataFrame.persist()**
* **DataFrame.cache()**

**Explanation**

1: Incorrect. DataFrame.clearCache() is not a valid Spark DataFrame operation. It does not relate to caching a DataFrame in memory.

2: Incorrect. DataFrame.storageLevel is a property that describes the current storage level of a DataFrame, but it does not cache the DataFrame in memory.

3: Incorrect. StorageLevel is a class in Spark that defines different storage levels, including memory-only storage, but it is not a method to cache a DataFrame.

4: Incorrect. DataFrame.persist() can cache a DataFrame, but without specifying the storage level, it may not cache the DataFrame only in memory. By default, persist() uses MEMORY\_AND\_DISK storage level.

5: Correct. DataFrame.cache() is the operation used to cache a DataFrame in memory. It is equivalent to calling persist() with the MEMORY\_ONLY storage level. By default, cache() stores the DataFrame only in memory.

Additional Information:

Caching DataFrames in memory is an optimization technique in Spark to speed up access to frequently accessed data. The cache() method is a convenient way to persist DataFrames in memory, which can significantly improve the performance of Spark applications, especially during iterative algorithms.

More information about caching can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-cache-explained/>

## Question 43:

The code block shown below contains an error. The code block is intended to return a new 4-partition DataFrame from the 8-partition DataFrame storesDF without inducing a shuffle. Identify the error. Code block: storesDF.repartition(4)

* **The repartition operation will only work if the DataFrame has been cached to memory.**
* **The repartition operation requires a column on which to partition rather than a number of partitions.**
* **The number of resulting partitions, 4, is not achievable for an 8-partition DataFrame.**
* **The repartition operation induced a full shuffle. The coalesce operation should be used instead.**
* **The repartition operation cannot guarantee the number of result partitions.**

**Explanation**

1: Incorrect. The repartition operation in Spark does not require that the DataFrame be cached to memory.

2: Incorrect. The repartition operation in Spark can take a number of partitions as an argument, and it does not necessarily require a column for partitioning.

3: Incorrect. Reducing the number of partitions from 8 to 4 is achievable in Spark, and there is no inherent limitation that prevents achieving a specific number of partitions.

4: Correct. The error is that the repartition operation, by its nature, induces a full shuffle of the data. If the goal is to reduce the number of partitions without a shuffle, the coalesce operation should be used instead. Coalesce is more efficient for reducing the number of partitions, as it avoids a full shuffle.

5: Incorrect. The repartition operation can guarantee the number of result partitions. It is designed to create a DataFrame with a specified number of partitions.

***Additional Information:***

Understanding the difference between repartition and coalesce is important in Spark. While both can be used to alter the number of partitions, repartition causes a full shuffle, making it more expensive than coalesce. Coalesce is preferable when reducing the number of partitions to avoid the overhead of a shuffle.

More information can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-repartition-usage/>

## Question 44:

**Which of the following code blocks will always return a new 12-partition DataFrame from the 8-partition DataFrame storesDF?**

* **storesDF.coalesce(12)**
* **storesDF.repartition()**
* **storesDF.repartition(12)**
* **storesDF.coalesce()**
* **storesDF.coalesce(12, "storeId")**

**Explanation**

1: Incorrect. The coalesce(12) operation is used to decrease the number of partitions in a DataFrame, and it cannot be used to increase the number of partitions beyond the current number, which is 8 in this case.

2: Incorrect. storesDF.repartition() without any arguments defaults to the default parallelism level of the Spark context, which may not necessarily be 12.

3: Correct. storesDF.repartition(12) will always return a DataFrame with 12 partitions. The repartition operation in Spark can increase or decrease the number of partitions and here, it increases them from 8 to 12.

4: Incorrect. storesDF.coalesce() without any arguments does not change the number of partitions. It's not relevant for explicitly setting the number of partitions.

5: Incorrect. While coalesce can decrease the number of partitions, it cannot increase them. The second argument 'storeId' is irrelevant in this context as coalesce cannot be used to increase partitions to 12.

Additional Information:

Repartitioning a DataFrame is a common operation in Spark, especially when adjusting the parallelism for subsequent transformations or actions. The repartition method is the correct approach when increasing the number of partitions, as it can shuffle data across the cluster to evenly distribute the load.

For more information, refer to the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-repartition-usage/>

## Question 45:

Which of the following Spark config properties represents the number of partitions used in wide transformations like join()?

* **spark.sql.shuffle.partitions**
* **spark.shuffle.partitions**
* **spark.shuffle.io.maxRetries**
* **spark.shuffle.file.buffer**
* **spark.default.parallelism**

**Explanation**

1: Correct. spark.sql.shuffle.partitions is the Spark configuration property that determines the number of partitions used in wide transformations such as join(). This setting controls the default number of partitions in the shuffle operation, which is critical for the performance of wide transformations.

2: Incorrect. spark.shuffle.partitions is not a valid configuration property in Spark. The correct property is spark.sql.shuffle.partitions.

3: Incorrect. spark.shuffle.io.maxRetries is related to the number of retries Spark will attempt in case of a shuffle operation failure, not the number of partitions in a shuffle.

4: Incorrect. spark.shuffle.file.buffer is a configuration for the size of the buffer used to write shuffle files, not the number of partitions.

5: Incorrect. spark.default.parallelism affects the default partition number for RDDs and certain DataFrame operations, but spark.sql.shuffle.partitions is more specific to the number of partitions used in wide transformations like join().

***Additional Information:***

Configuring the number of shuffle partitions is an important aspect of tuning Spark applications, especially for optimizing the performance of wide transformations. This setting can have a significant impact on resource utilization and execution speed.

More details can be found in the Apache Spark documentation at <https://spark.apache.org/docs/latest/sql-performance-tuning.html#other-configuration-options.>

## Question 46:

**Which of the following operations performs an inner join on two DataFrames?**

* **DataFrame.innerJoin()**
* **DataFrame.join()**
* **Standalone join() function**
* **DataFrame.merge()**
* **DataFrame.crossJoin()**

**Explanation**

1: Incorrect. DataFrame.innerJoin() is not a valid method in Spark's DataFrame API. The join operation is performed using the join() method, not innerJoin().

2: Correct. DataFrame.join() is the method used to join two DataFrames in Spark. By default, if no join type is specified, it performs an inner join.

3: Incorrect. There isn't a standalone join() function that operates outside of a DataFrame context in Spark. Join operations are methods called on DataFrame objects.

4: Incorrect. DataFrame.merge() is not a method in Spark's DataFrame API. The equivalent operation for merging two DataFrames based on common columns or keys is join().

5: Incorrect. DataFrame.crossJoin() performs a cross join, which is different from an inner join. Cross join returns all possible combinations of rows from the two DataFrames, irrespective of any match.

***Additional Information:***

Inner joins are a common operation in data processing, used to combine two DataFrames based on a common key or column. In Spark, the join() method provides functionality for various types of joins, including inner, outer, left, and right joins. More details about join operations can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-join-explained-with-examples/>

## Question 47:

**Which of the following code blocks returns a new DataFrame that is the result of an outer join between DataFrame storesDF and DataFrame employeesDF on column storeId?**

* **storesDF.join(employeesDF, "storeId", "outer")**
* **storesDF.join(employeesDF, "storeId")**
* **storesDF.join(employeesDF, "outer", col("storeId"))**
* **storesDF.join(employeesDF, "outer", storesDF.storeId == employeesDF.storeId)**
* **storesDF.merge(employeesDF, "outer", col("storeId"))**

**Explanation**

1: Correct. storesDF.join(employeesDF, "storeId", "outer") performs an outer join between storesDF and employeesDF using the 'storeId' column as the join key. This syntax correctly specifies the join type ('outer') and the column to join on.

2: Incorrect. storesDF.join(employeesDF, "storeId") defaults to an inner join, not an outer join, because the join type is not explicitly specified.

3: Incorrect. The syntax storesDF.join(employeesDF, "outer", col("storeId")) is not valid. The second argument in the join method should be the join expression or the join key as a string, not a combination of join type and column object.

4: Incorrect. While the join expression storesDF.storeId == employeesDF.storeId is valid, specifying "outer" as a separate argument in this context is incorrect. The join type should be part of the join expression if using column objects.

5: Incorrect. storesDF.merge(employeesDF, "outer", col("storeId")) uses merge(), which is not a valid method in Spark's DataFrame API. The correct method for joining DataFrames is join().

***Additional Information:***

Outer joins are used to combine two DataFrames based on a join key, including rows that do not have matching keys in both DataFrames. In Spark, the join() method with an explicit join type allows for this kind of operation.

More details about join operations can be found in the Apache Spark documentation at <https://www.geeksforgeeks.org/pyspark-join-types-join-two-dataframes/>

## Question 48:

The below code block contains an error. The code block is intended to return a new DataFrame that is the result of an inner join between DataFrame storesDF and DataFrame employeesDF on column storeId and column employeeId which are in both DataFrames. Identify the error. Code block: storesDF.join(employeesDF, [col("storeId"), col("employeeId")])

* **The join() operation is a standalone function rather than a method of DataFrame â€” the join() operation should be called where its first two arguments are storesDF and employeesDF.**
* **There must be a third argument to join() because the default to the how parameter is not "inner".**
* **The col("storeId") and col("employeeId") arguments should not be separate elements of a list â€” they should be tested to see if they're equal to one another like col("storeId") == col("employeeId").**
* **There is no DataFrame.join() operation â€” DataFrame.merge() should be used instead.**
* **The references to "storeId" and "employeeId" should not be inside the col() function â€” removing the col() function should result in a successful join.**

**Explanation**

1: Incorrect. The join() operation in Spark can be used as a method of a DataFrame. The syntax used in the code block is valid for a DataFrame method.

2: Incorrect. The default join type for the join() method in Spark is 'inner'. Therefore, a third argument specifying the join type is not necessary when performing an inner join.

3: Correct. The error in the code block is that the columns 'storeId' and 'employeeId' are being passed as separate elements of a list, suggesting they are independent join conditions. In a typical inner join on multiple columns, the columns from each DataFrame should be equated, such as storesDF.join(employeesDF, (col("storeId") == employeesDF.col("storeId")) & (col("employeeId") == employeesDF.col("employeeId"))).

4: Incorrect. DataFrame.join() is a valid operation in Spark's DataFrame API. The merge() method is not applicable in this context.

5: Incorrect. The use of col() function is appropriate for referencing columns in the join condition. Removing col() would not result in a successful join as it would not correctly reference the DataFrame columns.

*Performing joins on multiple columns requires specifying the join conditions correctly, often equating the corresponding columns from each DataFrame. Understanding how to formulate these conditions is key to successful DataFrame operations in Spark.*

## Question 49:

**Which of the following Spark properties is used to configure the broadcasting of a DataFrame without the use of the broadcast() operation?**

* **spark.sql.autoBroadcastJoinThreshold**
* **spark.sql.broadcastTimeout**
* **spark.broadcast.blockSize**
* **spark.broadcast.compress**
* **spark.executor.memoryOverhead**

**Explanation**

1: Correct. spark.sql.autoBroadcastJoinThreshold is the Spark property that configures the maximum size of a DataFrame that can be broadcasted automatically without explicitly using the broadcast() operation. If the size of a DataFrame is below this threshold, Spark will automatically broadcast it during a join operation.

2: Incorrect. spark.sql.broadcastTimeout is related to the timeout for broadcasting, but it does not control the automatic broadcasting of DataFrames.

3: Incorrect. spark.broadcast.blockSize is related to the size of each piece of data in the broadcast block, not the automatic broadcasting of DataFrames.

4: Incorrect. spark.broadcast.compress is a property that determines whether to compress broadcast variables, but it does not control automatic broadcasting of DataFrames.

5: Incorrect. spark.executor.memoryOverhead is related to the memory overhead for each executor, and it is not specific to the broadcasting of DataFrames.

Additional Information:

The autoBroadcastJoinThreshold property is a key configuration for optimizing join operations in Spark, particularly for smaller DataFrames where broadcasting can lead to more efficient joins. It is important to set this property appropriately based on the memory characteristics and the size of the DataFrames involved.

More information can be found in the Apache Spark documentation at [https://spark.apache.org/docs/latest/sql-performance-tuning.html#join-strategy-hints-for-sql-queries.](https://spark.apache.org/docs/latest/sql-performance-tuning.html#join-strategy-hints-for-sql-queries)

## Question 50:

**The code block shown below should return a new DataFrame that is the result of a cross join between DataFrame storesDF and DataFrame employeesDF. Choose the response that correctly fills in the numbered blanks within the code block to complete this task. Code block: \_\_1\_\_.\_\_2\_\_(\_\_3\_\_)**

1. **storesDF 2. crossJoin 3. employeesDF, "storeId"**

**1. storesDF 2. join 3. employeesDF, "cross"**

**1. storesDF 2. crossJoin 3. employeesDF**

**1. storesDF 2. join 3. employeesDF, "storeId", "cross"**

**1. storesDF 2. crossJoin 3. employeesDF**

**Explanation**

1: Incorrect. storesDF.crossJoin() is the correct method for a cross join, but it only requires the DataFrame to join with, not the join column. The additional "storeId" argument is not needed.

2: Incorrect. While storesDF.join() can be used for various types of joins, specifying "cross" as a join type is not the correct syntax. For a cross join, crossJoin() method or specifying the join type within join() method correctly is necessary.

3: Correct. storesDF.crossJoin(employeesDF) is the proper syntax for performing a cross join in Spark. The crossJoin() method takes only the DataFrame to be joined and does not require join conditions or types.

4: Incorrect. The syntax for a cross join is not storesDF.join(employeesDF, "storeId", "cross"). To perform a cross join using the join() method, the join type should be specified differently.

5: Incorrect. This is a repeat of option C and is also correct. storesDF.crossJoin(employeesDF) correctly performs a cross join.

***Additional Information:***

Cross joins combine every row of the first DataFrame with every row of the second DataFrame, often used for Cartesian products between two DataFrames. In Spark, crossJoin() method is specifically designed for this purpose, providing a clear and concise way to express such joins.

For more details on join types, refer to the Apache Spark documentation at

<https://blog.knoldus.com/joins-in-spark-sql-with-examples/>

## Question 51:

**Which of the following operations performs a position-wise union on two DataFrames?**

* **The standalone concat() function**
* **The standalone unionAll() function**
* **The standalone union() function**
* **DataFrame.unionByName()**
* **DataFrame.union()**

**Explanation**

1: Incorrect. The concat() function is typically used for concatenating columns or rows, but it is not the standard operation for a position-wise union of DataFrames in Spark.

2: Incorrect. unionAll() is a method in older versions of Spark, equivalent to union(), but it is not a standalone function. It's also deprecated in favor of union().

3: Incorrect. The standalone union() function is not the typical usage in Spark's DataFrame API. The union operation is used as a method of DataFrame objects.

4: Incorrect. DataFrame.unionByName() performs a union operation based on column names and not position-wise.

5: Correct. DataFrame.union() performs a position-wise union of two DataFrames. This operation concatenates rows of the second DataFrame to the first, based on column positions rather than column names.

Additional Information:

In Spark, the union() method on DataFrame is used to combine two DataFrames by appending rows of the second DataFrame to the first. It is important that the DataFrames have the same number of columns and compatible types for each column.

More information about the union operation can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-union-and-unionall/>

## Question 52:

**Which of the following code blocks writes DataFrame storesDF to file path filePath as parquet?**

* **storesDF.write.option("parquet").path(filePath)**
* **storesDF.write.path(filePath)**
* **storesDF.write().parquet(filePath)**
* **storesDF.write(filePath)**
* **storesDF.write.parquet(filePath)**

**Explanation**

1: Incorrect. The syntax storesDF.write.option("parquet").path(filePath) is not valid for writing a DataFrame in Parquet format. The option method is used for setting options but not for specifying the format directly.

2: Incorrect. storesDF.write.path(filePath) lacks the format specification and is not a valid syntax for writing a DataFrame in any specific format.

3: Incorrect. storesDF.write().parquet(filePath) contains an unnecessary pair of parentheses after write, making the syntax invalid.

4: Incorrect. storesDF.write(filePath) does not specify the format as Parquet, and it is not a valid syntax in Spark's DataFrame API.

5: Correct. storesDF.write.parquet(filePath) is the correct syntax to write a DataFrame to the specified file path in Parquet format. The parquet method directly specifies the format and takes the file path as an argument.

***Additional Information:***

Writing DataFrames to different file formats is a common operation in data processing tasks. In Spark, the DataFrameWriter provides methods like parquet() to write DataFrames in specific formats. It's important to use the correct method and syntax to ensure the DataFrame is written correctly and efficiently.

For more details on writing DataFrames, refer to the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-read-and-write-parquet-file/>

## Question 53:

The code block shown below contains an error. The code block is intended to write DataFrame storesDF to file path filePath as parquet and partition by values in column division. Identify the error. Code block:

storesDF.write.repartition("division").parquet(filePath)

* The argument division to operation repartition() should be wrapped in the col() function to return a Column object.
* There is no parquet() operation for DataFrameWriter - the save() operation should be used instead.
* There is no repartition () operation for DataFrameWriter - the partitionBy() operation should be used instead.
* DataFrame.write is an operation - it should be followed by parentheses to return a DataFrameWriter.
* The mode() operation must be called to specify that this write should not overwrite existing files.

**Explanation**

1: Incorrect. In the context of DataFrameWriter, repartition() does not require the col() function. The column name as a string is sufficient for specifying the partitioning column.

2: Incorrect. The parquet() operation is valid for DataFrameWriter in Spark and is used specifically for writing data in Parquet format.

3: Correct. The error in the code block is using repartition() instead of partitionBy(). The repartition() method is used to repartition a DataFrame, not for specifying partitioning during write operations. To partition data when writing to disk, the partitionBy() method should be used.

4: Incorrect. DataFrame.write is a method that returns a DataFrameWriter object, and it does not require parentheses. The syntax used in the code block is correct.

5: Incorrect. While specifying the mode of writing (such as overwrite, append, etc.) is important, it's not the primary issue with the code block. The main error is using repartition() instead of partitionBy() for writing partitioned data.

***Additional Information:***

When writing DataFrames to disk in Spark, partitionBy() is the correct method to use for partitioning the output data by one or more columns. This method is part of the DataFrameWriter API, which provides various options for writing data, including file format and partitioning.

More information can be found in the Apache Spark documentation at <https://sparkbyexamples.com/pyspark/pyspark-partitionby-example/>

<https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-partitionby/>

Bottom of Form

Top of Form

Question 54:

Which of the following code blocks reads a parquet at the file path filePath into a DataFrame?h

* **spark.read().parquet(filePath)**
* **spark.read().path(filePath, source = "parquet")**
* **spark.read.path(filePath, source = "parquet")**
* **spark.read.parquet(filePath)**
* **spark.read().path(filePath)**

**Explanation**

1: Incorrect. spark.read().parquet(filePath) contains unnecessary parentheses after read. The correct syntax does not use parentheses after read.

2: Incorrect. spark.read().path(filePath, source = "parquet") is not a valid syntax in Spark's DataFrame API for reading data. The format of the data source is specified differently.

3: Incorrect. spark.read.path(filePath, source = "parquet") is not valid syntax in Spark. The read method should be followed by the format-specific method like parquet().

4: Correct. spark.read.parquet(filePath) is the proper syntax for reading a Parquet file into a DataFrame in Spark. The read method is followed directly by the parquet() method, which specifies the format of the file to be read.

5: Incorrect. spark.read().path(filePath) does not specify the format of the file to read, which is essential when working with specific file types like Parquet.

***Additional Information:***

Reading data from various file formats is a fundamental operation in Spark. The DataFrameReader API provides methods like parquet() for reading data in a specific format. It's important to use the correct method that corresponds to the format of the data being read.

More information on reading data can be found in the Apache Spark documentation at <https://api-docs.databricks.com/python/pyspark/latest/pyspark.sql/api/pyspark.sql.DataFrameReader.parquet.html?highlight=parquet>

## Question 55:

**Which of the following code blocks reads JSON at the file path filePath into a DataFrame with the specified schema schema?**

* **spark.read().schema(schema).format(json).load(filePath)**
* **spark.read().schema(schema).format("json").load(filePath)**
* **spark.read.schema("schema").format("json").load(filePath)**
* **spark.read.schema("schema").format("json").load(filePath)**
* **spark.read.schema(schema).format("json").load(filePath)**

**Explanation**

1: Incorrect. The format(json) in this code block is incorrect because it should be a string ('json').

2: Correct. spark.read().schema(schema).format("json").load(filePath) correctly uses the DataFrameReader API to read JSON data with the specified schema. The schema(schema) method sets the schema, format("json") specifies the data format, and load(filePath) reads the data from the given file path.

3: Incorrect. spark.read.schema("schema").format("json").load(filePath) incorrectly uses the string 'schema' instead of the variable schema.

4: Incorrect. This option is a repetition of option 3 and has the same error with the incorrect usage of the string 'schema'.

5: Incorrect. spark.read.schema(schema).format("json").load(filePath) is close but contains unnecessary parentheses after read, which is not the standard usage in Spark.

*Reading data with a predefined schema is an important feature in Spark, as it allows users to specify the structure of the data being read. This can help with data type handling and performance optimization. The schema() method in the DataFrameReader API enables this functionality, especially for structured data formats like JSON.*

## Question 56:

Which of the following cluster configurations will ensure the completion of a Spark application in

light of a worker node failure?
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Note: each configuration has roughly the same compute power using 100GB of RAM and 200 cores.

* **Scenario #1**
* **They should all ensure completion because worker nodes are fault-tolerant.**
* **Scenario #4**
* **Scenario #5**
* **Scenario #6**

**Explanation**

The provided scenarios are:

* Scenario #1: 1 Driver & 1 Executor with 100 GB Worker Node and 200 Cores per Executor
* Scenario #4: 1 Driver & 2 Executors with 50 GB Worker Node and 100 Cores per Executor
* Scenario #5: 1 Driver & 4 Executors with 25 GB Worker Node and 50 Cores per Executor
* Scenario #6: 1 Driver & 8 Executors with 12.5 GB Worker Node and 25 Cores per Executor

The note at the bottom states that each configuration has roughly the same compute power using 100GB of RAM and 200 cores.

To answer this question, we need to consider the fault tolerance feature of Apache Spark. Fault tolerance in Spark is achieved through the use of RDDs, which are resilient and distributed across the cluster nodes. If a node fails, tasks running on that node will be rescheduled on another node, and the data will be reconstructed using lineage information.

Given the scenarios and the note that they all have roughly the same compute power, the following can be deduced:

* Scenario #1: With only one worker node, if this node fails, the entire application will halt as there are no additional nodes to take over the task.
* Scenario #4: With two worker nodes, if one fails, the remaining node can take over the task, but it may lead to resource constraints due to the halved memory and core availability.
* Scenario #5: With four worker nodes, the failure of one node can be tolerated better than in scenario #4, as there are more nodes to distribute the remaining workload.
* Scenario #6: With eight worker nodes, this scenario provides the best fault tolerance. The failure of one node will have the least impact on the available resources and the application's ability to complete.

Based on this analysis, the most fault-tolerant configuration that would ensure the completion of a Spark application in light of a worker node failure is Scenario #6.

The correct answer is option 5: Scenario #6

## Question 57:

Which of the following code blocks returns a DataFrame containing all columns from DataFrame

storesDF except for column sqft and column customerSatisfaction?

A sample of DataFrame storesDF is below:
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* **storesDF.drop("sqft", "customerSatisfaction")**
* **storesDF.select("storeId", "open", "openDate", "division")**
* **storesDF.select(-col(sqft), -col(customerSatisfaction))**
* **storesDF.drop(sqft, customerSatisfaction)**
* **storesDF.drop(col(sqft), col(customerSatisfaction))**

**Explanation**

Here is an explanation for each choice provided in the image:

**storesDF.drop("sqft", "customerSatisfaction")**

   - **Correct**. This is the proper syntax in PySpark to drop columns from a DataFrame. The `drop` method takes column names as string arguments, and this statement will return a new DataFrame without the columns "sqft" and "customerSatisfaction".

**storesDF.select("storeId", "open", "openDate", "division")**

   -**Incorrect.**This option uses the `select` method to choose specific columns to include in the resulting DataFrame. However, it does not include all other columns except "sqft" and "customerSatisfaction". It omits columns that are not listed.

**storesDF.select(-col("sqft"), -col("customerSatisfaction"))**

   - **Incorrect**. The intent here seems to be to select columns while excluding "sqft" and "customerSatisfaction" using a minus sign, which is not a valid operation in PySpark to exclude columns. The `select` method is used for inclusion, not exclusion.

***storesDF.drop(sqft, customerSatisfaction)***

   - **Incorrect**. This syntax is not correct because it does not provide the column names as strings. It implies `sqft` and `customerSatisfaction` are variables holding column objects, which is not the case here. PySpark requires column names as strings when using the `drop` method.

***storesDF.drop(col("sqft"), col("customerSatisfaction"))***

   - **Incorrect**. The `drop` method does not accept `Column` type objects returned by the `col` function. It should be passed the column names directly as strings.

*The correct choice for dropping specific columns from a DataFrame in PySpark is to use the `drop` method with the column names provided as strings, which is what choice A correctly demonstrates.*

## Question 58:

In what order should the below lines of code be run in order to return a DataFrame containing a

**column openDateString, a string representation of Java’s SimpleDateFormat?**

Note that column **openDate**is of type **integer**and represents a date in the UNIX epoch format —

the number of seconds since midnight on January 1st, 1970.

An example of Java's SimpleDateFormat is **"Sunday, Dec 4, 2008 1:05 PM"**.

A sample of storesDF is displayed below:
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Lines of code:

1. storesDF.withColumn("openDateString",

from\_unixtime(col("openDate"), simpleDateFormat))

2. simpleDateFormat = "EEEE, MMM d, yyyy h:mm a"

3. storesDF.withColumn("openDateString",

from\_unixtime(col("openDate"), SimpleDateFormat()))

4. storesDF.withColumn("openDateString",

date\_format(col("openDate"), simpleDateFormat))

5. storesDF.withColumn("openDateString",

date\_format(col("openDate"), SimpleDateFormat()))

6. simpleDateFormat = "wd, MMM d, yyyy h:mm a"

* **2, 3**
* **2, 1**
* **6, 5**
* **2, 4**
* **6, 1**

**Explanation**

To return a DataFrame with a new column `openDateString` that formats a Unix epoch time integer into a human-readable date string, the correct lines of code should define the date format first and then apply a combination of `from\_unixtime` and `date\_format` functions to transform the column. Here's the correct order based on the lines provided:

1. First, you need to define the `simpleDateFormat` with the correct format string.

2. Then, you use this format string in combination with `date\_format` and `from\_unixtime` functions to convert the integer epoch time to a formatted date string.

Given the options:

A. 2, 3

B. 2, 1

C. 6, 5

D. 2, 4

E. 6, 1

Option D is correct because line 2 defines the `simpleDateFormat` with the correct format, which matches the example given ("Sunday, Dec 4, 2008 1:05 PM"). Line 4 is the correct usage of the `date\_format` function along with the `from\_unixtime` function to convert the Unix time to a formatted date string.

Option B is incorrect because line 1 uses `from\_unixtime` with `simpleDateFormat` but does not include the necessary `date\_format` function to apply the SimpleDateFormat string.

Option A is incorrect because line 3 uses `SimpleDateFormat()`, which appears to be a class or function that is not defined or used correctly in this context.

Option C is incorrect because line 6 defines a `simpleDateFormat` that does not match the example format, and line 5 uses `SimpleDateFormat()` incorrectly.

Option E is incorrect for the same reason as option C, and line 1 is also incorrect without the use of `date\_format`.

The correct sequence, therefore, would be:  D. 2, 4

The resulting code block should look like this:

1. # Define the date format string
2. simpleDateFormat = "EEEE, MMM d, yyyy h:mm a" # Line 2
4. # Apply the date format to the 'openDate' column to create 'openDateString'
5. storesDF = storesDF.withColumn("openDateString", date\_format(from\_unixtime(col("openDate")), simpleDateFormat))

This code sets the format string and then applies it to convert the Unix epoch time in `openDate` to the desired string representation in `openDateString`.

## Question 59:

Which of the following code blocks returns a DataFrame containing a column month, an integer

representation of the month from column openDate from DataFrame storesDF?

Note that column openDate is of type integer and represents a date in the UNIX epoch format —

the number of seconds since midnight on January 1st, 1970.

A sample of storesDF is displayed below:

* **storesDF.withColumn("month", getMonth(col("openDate")))**
* **storesDF.withColumn("openTimestamp",col("openDate").cast("Timestamp")).withColumn("month",month(col("openTimestamp")))**
* **storesDF.withColumn("openDateFormat",col("openDate").cast("Date")).withColumn("month",month(col("openDateFormat")))**
* **storesDF.withColumn("month", substr(col("openDate"), 4, 2))**
* **storesDF.withColumn("month", month(col("openDate")))**

**Explanation**

The correct approach to extract the month as an integer from a UNIX epoch time in a DataFrame column involves two steps:

1. Convert the **openDate** column from UNIX epoch time (an integer representing seconds since the UNIX epoch) to a timestamp.
2. Extract the month part from the timestamp.

Considering this, let's re-evaluate the options:

A. **storesDF.withColumn("month", getMonth(col("openDate")))**

* Incorrect because **getMonth** is not a standard function in PySpark.

B. **storesDF.withColumn("openTimestamp", col("openDate").cast("Timestamp")).withColumn("month", month(col("openTimestamp")))**

* Correct. This option first casts the **openDate** column to a timestamp data type, which is necessary because the **openDate** is stored as an integer. After the casting, the **month** function is used to extract the month part from the timestamp. This will accurately return the month as an integer.

C. **storesDF.withColumn("openDateFormat", col("openDate").cast("Date")).withColumn("month", month(col("openDateFormat")))**

* Incorrect in this context because the **openDate** column should be cast to a **Timestamp** type to preserve the time information before extracting the month. Casting to a **Date** might lead to date conversion issues depending on the time zone settings.

D. **storesDF.withColumn("month", substr(col("openDate"), 4, 2))**

* Incorrect because **openDate** is an integer and not a string; therefore, substring operations are not applicable.

E. **storesDF.withColumn("month", month(col("openDate")))**

* Incorrect because **openDate** is an integer epoch time, and the **month** function expects a date or timestamp type.

## Question 60:

The code block shown below contains an error. The code block intends to return a new DataFrame where column storeCategory from DataFrame storesDF is split at the underscore character into column storeValueCategory and column storeSizeCategory. Identify the error.

A sample of DataFrame storesDF is displayed below:

**![](data:image/png;base64,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)**

Code block:

(storesDF.withColumn("storeValueCategory", col("storeCategory").split("\_")[0]

).withColumn("storeSizeCategory", col("storeCategory").split("\_")[1]))

* **The split() operation comes from the imported functions object. It accepts a string column name and split character as arguments. It is not a method of a Column object.**
* **The index values of 0 and 1 should be provided as second arguments to the split() operation rather than indexing the result.**
* **The index values of 0 and 1 are not correct — they should be 1 and 2, respectively.**
* **The withColumn() operation cannot be called twice in a row.**

**Explanation**

The correct approach to splitting a string column into separate columns in PySpark involves using the **split** function from the **pyspark.sql.functions** module and then indexing the resulting array to create new columns.

Let's analyze the provided options:

A. **Incorrect.** The **split** function is indeed available in the **pyspark.sql.functions** module, and it is used on Column objects, but it is a function that can be called directly on Column objects using the dot syntax as shown in the code block.

B. **Correct.** The **split** function returns an array column. When you want to access elements of this array, you should use the **getItem()** function with the index as its argument, not directly index the array as in Python. The correct syntax would be **col("storeCategory").split("\_").getItem(0)** and **col("storeCategory").split("\_").getItem(1)**.

C. **Incorrect.** The index values in Python and PySpark are zero-based, so the first element is at index 0 and the second element is at index 1. Therefore, the index values of 0 and 1 are correct.

D. **Incorrect.** You can chain **withColumn** operations one after the other to add multiple columns to a DataFrame in PySpark. This is a common practice and is not an error.

The error in the provided code block is related to how the results of the **split** operation are accessed. The correct method is to use the **getItem()** function instead of directly indexing the array.
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