Python L1 Assignments:

1. What will be the output of 'seclist' in print commands of below code?

mylist = range(4)

seclist = mylist

print seclist

mylist.append(4)

print seclist

seclist = mylist[:]

print seclist

mylist.append(5)

print seclist

**Ans:**

[0, 1, 2, 3]

[0, 1, 2, 3, 4]

[0, 1, 2, 3, 4]

[0, 1, 2, 3, 4]

2. What is the output of following code:

def f(n):

for x in range(n):

yield x\*\*3

for x in f(6):

print x

**Ans:**

0

1

8

27

64

125

3. Write a program to receive a string from keybord and check if the string has two 'e' in the characters.

If yes return True else False.

**Ans:**

# Python 3  
string = input("Enter String: ")  
count = string.count("e")  
if count == 2:  
 print("\nTrue")  
else:  
 print("\nFalse")

4. What is the output of following code:

counter = 1

def dolots(count):

global counter

for i in (1, 2, 3):

counter = count + i

print dolots(4)

print counter

**Ans:**

None

7

1. Write a code to read the data from input file called input.txt and count the number of characters per line, number of words per line and write these into output file called as output.txt

**Ans:**

input\_file = open('input.txt')  
output\_file = open("output.txt", "w")  
for line\_no, line in enumerate(input\_file):  
 no\_of\_words = 0  
 no\_of\_characters = 0  
 line = line.strip("\n")  
 words = line.split()  
 no\_of\_words += len(words)  
 no\_of\_characters += len(line)  
 output\_file.write(  
 "Line Number: {}\nNumber of Words/line: {}\nNumber of characters/line: {}\n\n".format((line\_no + 1),  
 no\_of\_words,  
 no\_of\_characters))  
input\_file.close()  
output\_file.close()

1. Create 3 Lists ( list1,list2,list3) with numbers and perform following operations

a) Create Maxlist by taking 2 maximum elements from each list.

b) Find average value from all the elements of Maxlist.

c) Create a MinlIst by taking 2 minimum elements from each list

d) Find the average value from all the elements of Minlist

**Ans:**

list1 = [3, 2, 1, 5, 4]  
list2 = [9, 7, 10, 6, 5]  
list3 = [15, 13, 12, 14, 11]  
  
maxlist = []  
maxlist.extend(  
 (sorted(list1)[-1], sorted(list1)[-2], sorted(list2)[-1], sorted(list2)[-2], sorted(list3)[-1], sorted(list3)[-2]))  
print("Max list by taking 2 maximum elements from each list:\n", maxlist)  
print("Average value of Max list is : ", sum(maxlist) / len(maxlist))  
  
minlist = []  
minlist.extend(  
 (sorted(list1)[0], sorted(list1)[1], sorted(list2)[0], sorted(list2)[1], sorted(list3)[0], sorted(list3)[1]))  
print("\nMin list by taking 2 maximum elements from each list:\n", minlist)  
print("Average value of Min list is : ", sum(minlist) / len(minlist))

1. Write program to convert prefix/net mask to IP

eg: input:16 output: 255.255.0.0

**Ans:**

import ipaddress  
prefix = input("Enter the Prefix-length: ")  
net4 = ipaddress.ip\_network('0.0.0.0/'+prefix)  
print(net4.netmask)

1. Create a suitable data construct to read the data from an xml document as shown below:

<bookstore shelf="New Arrivals">

<book category="COOKING">

<title lang="en">Everyday Italian</title>

<author>Giada De Laurentiis</author>

<year>2005</year>

<price>30.00</price>

</book>

<book category="CHILDREN">

<title lang="en">Harry Potter</title>

<author>J K. Rowling</author>

<year>2005</year>

<price>29.99</price>

</book>

<book category="WEB">

<title lang="en">Learning XML</title>

<author>Erik T. Ray</author>

<year>2003</year>

<price>39.95</price>

</book>

</bookstore>

**Ans:**

import xml.etree.ElementTree as ET  
tree = ET.parse('xmlfile.xml')  
root = tree.getroot()  
for books in root:  
 print("\nBook category:",books.get('category'))  
 for book in books:  
 print(' |-->',book.text)

Output:

![](data:image/png;base64,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)

1. Create a suitable object type and check for file size of 0 bytes of the directory contents as shown below

02/15/2016 10:49 PM 962 switchfinal.py

02/15/2016 10:49 PM 943 switchfinal.py.bak

01/27/2016 11:46 AM 15 t.py

03/31/2016 12:39 PM 840 t1.py

01/25/2016 10:34 AM 2,407 tc1.py

02/14/2017 09:13 AM 0 teat.py

03/15/2016 05:52 PM 5 tes.py

**Ans:**

import os  
dir = r'D:\\'  
dir\_list = os.listdir(dir)  
for obj in os.scandir(dir):  
 if obj.is\_file() and os.path.getsize(obj.path) == 0:  
 print("\t", obj.name)

10.Create a suitable object type to eliminate the duplicate elements

**Ans:**

given\_list = [1, 3, 5, 6, 3, 5, 6, 1]  
new\_list = []  
[new\_list.append(x) for x in given\_list if x not in new\_list]  
print("The original list is : ", given\_list)  
print("The list after removing duplicates : ", new\_list)