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# 1 - Extrasensory

## 1.1 Improving the Test Set

### 1.1.1 Analysis

The baseline logistic regression model provided in the starter code is initially only tested with a single user. This is not ideal as it would be expected that for a test set with only one sample there will be high variance in test metrics depending on the sample that is present. The goal of this activity is to measure and compare the mean and variance of the evaluation by test sets with a single sample and try to reduce the variance by using multiple sample test sets.

### 1.1.2 Design and Implementation

It was important when conducting this experiment to ensure that samples were exclusive between test sets, i.e. no sample should exist in more than one set. This was done by turning the samples into a list “users”. The model was fitted with the last sample in the list. The test sets with one user used the 1st 5 samples while the multi-sample sets used users 6 to 30, with each set containing 5 users. The metrics being measured were accuracy and balanced accuracy.

### 1.1.3 Results

The mean and variance of the metrics produced by the single sample test sets were the following:

|  |
| --- |
| Evaluation of accuracies of 5x1 test sets  Mean: 0.904229  Variance: 0.004208  Evaluation of balanced accuracies of 5x1 test sets  Mean: 0.696049  Variance: 0.005073 |

Figure 1.1.3a - mean and variance of metrics for single sample test sets

While the test sets with 5 samples each had the following mean and variance:

|  |
| --- |
| Evaluation of accuracies of 5x5 test sets  Mean: 0.927503  Variance: 0.000004  Evaluation of balanced accuracies of 5x5 test sets  Mean: 0.675370  Variance: 0.000155 |

Figure 1.1.3b - mean and variance of metrics for multi-sample test sets

### 1.1.4 Conclusion

As can be seen in figures 1.1.3a and 1.1.3b, the variance of the multi-user test set metrics were orders of magnitude lower than that of the single user evaluations. This was the goal of the activity and the expected outcome.

## 1.2 Validation Data & Increased Training Data

### 1.2.1 Analysis

The next exercise involves two parts; 1) introducing a validation set and 2) combining a number of users to create a larger training set. The purpose of having a validation set is to help evaluate the model during the model selection phase. Hyperparameters are adjusted and the model is evaluated using the validation set to see how the model compares to others. Using a larger training set improves the chances of producing a model with a good fit - one that generalises well and that can adequately solve the problem.

### 1.2.2 Design and Implementation

It made sense to perform the data split that creates the training, validation and test sets in a single function. This is because it produces readable code and helps prevent contamination of any of the sets.

|  |
| --- |
| def split\_data(users, train\_split, val\_split):  n\_users = len(users)  n\_train = round(n\_users \* train\_split)  n\_val = round(n\_users \* val\_split)  n\_test = n\_users - n\_train - n\_val  print(f"Total samples in dataset: {n\_users}")  print(f"Samples in train set: {n\_train}")  print(f"Samples in validation set: {n\_val}")  print(f"Samples in test set: {n\_test}")  i = 0  train\_dfs = []  while i < n\_train:  df = load\_data\_for\_user(users[i].split(".")[0])  train\_dfs.append(df)  i+=1  val\_dfs = []  while i < n\_train + n\_val:  df = load\_data\_for\_user(users[i].split(".")[0])  val\_dfs.append(df)  i+=1  test\_dfs = []  while i < n\_train + n\_val + n\_test:  df = load\_data\_for\_user(users[i].split(".")[0])  test\_dfs.append(df)  i+=1  return pd.concat(train\_dfs), pd.concat(val\_dfs), pd.concat(test\_dfs)  train\_set, val\_set, test\_set = split\_data(users, 0.6, 0.2) |

Figure 1.2.2a - split\_data function

The function “split\_data” was written which takes in a list of users, a float representing the ratio of training data, and a float for the ratio of validation data. It iteratively creates lists of dataframes for the train, validation and test sets and then returns the concatenation of each respective set. A split of 60% training data, 20% validation data and 20% test data was chosen. This should leave an adequate amount of data for training while also ensuring that variance for validation and testing is low.

|  |
| --- |
| Total samples in dataset: 60  Samples in train set: 36  Samples in validation set: 12  Samples in test set: 12 |

Figure 1.2.2b - terminal output from split\_data function

### 1.2.3 Results

A new model was trained using the larger train set and it was subsequently evaluated with the new validation set.

|  |
| --- |
| Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.9343  Evaluating model...  3879 examples with 190.0 positives  Test accuracy: 0.9371  Balanced accuracy: 0.6254 |

Figure 1.2.3a - accuracy and balanced accuracy of model with increased training data

A training accuracy of 93.43% was achieved and the validation accuracy was 93.71%. However the balanced accuracy from the validation set was only 62.54%.

### 1.2.4 Conclusion

Compared to the average accuracies and balanced accuracies recorded earlier (figures 1.1.3a and 1.1.3b) for the training set with a single user, the accuracy has slightly increased but the balanced accuracy has gone down. This is likely attributed to an increase in the number of samples in the validation set, as the balanced accuracy appears to trend downwards as the number of test samples increases. The reason normal accuracy isn’t the best metric for model evaluation is because if you have a test set with 90 samples of class A and 10 samples of class B, the accuracy will be 90% by always just giving a prediction of class A. Balanced accuracy is a better indicator of the model performance because it considers unbalanced datasets.

## 1.3 Model Selection

### 1.3.1 Analysis

Now that there is a baseline model and appropriate data split, the next step is to try and produce a better model by modifying the hyperparameters of the logistic regression model, or by trialling alternative models.

### 1.3.2 Design and Implementation

It makes sense to first experiment with changing the hyperparameters of the baseline linear regression such as the C parameter. Then a number of other models will be tested. Increasing the C parameter to 4 from 1 yielded the following accuracies from the logistic regression model:

|  |
| --- |
| Logistic Regression  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.9343  Evaluating model...  3879 examples with 190.0 positives  Test accuracy: 0.9370  Balanced accuracy: 0.6246 |

Figure 1.3.2a - logistic regression model with C=4

This marginally reduced both the accuracy and balanced accuracy in the validation set. Decreasing the C parameter to 0.01 yielded the following accuracies:

|  |
| --- |
| Logistic Regression  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.9342  Evaluating model...  66006 examples with 4259.0 positives  Validation accuracy: 0.9393  Balanced accuracy: 0.6559 |

Figure 1.3.2b - logistic regression classifier with C=0.01

Training accuracy decreased marginally but validation accuracy improved and the validation balanced accuracy increased by around 3%.

Next a decision tree model was fitted.

|  |
| --- |
| Decision Tree  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 1.0000  Evaluating model...  66006 examples with 4259.0 positives  Validation accuracy: 0.7459  Balanced accuracy: 0.5811 |

Figure 1.3.2c - decision tree classifier

The training accuracy was at 100% while the validation accuracy and balanced accuracy were 74% and 58%. This indicates that the decision tree was overfitting. To counteract this the maximum depth of the tree was set to 10 and this led to improved accuracies:

|  |
| --- |
| Decision Tree  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.9414  Evaluating model...  66006 examples with 4259.0 positives  Validation accuracy: 0.9294  Balanced accuracy: 0.6643 |

Figure 1.3.2d - decision tree classifier with max\_depth=10

Now the performance of the decision tree was roughly on par with the logistic regression classifier. The result could be further improved by using the random forest ensemble method, which uses a collection of randomised decision trees and makes predictions from the aggregate. The max depth of the random forest was set to 10 based on the results of the previous experiment. The number of trees was set to 50.

|  |
| --- |
| Random Forest  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.9436  Evaluating model...  66006 examples with 4259.0 positives  Validation accuracy: 0.9468  Balanced accuracy: 0.6824 |

Figure 1.3.2e - random forest classifier

Now the validation accuracy was slightly better than the improved logistic regression classifier, and the balanced accuracy was around 3% better.

One last model would be trialled, a gaussian naive bayes classifier. This produced good validation results:

|  |
| --- |
| Gaussian Naive Bayes  Fitting model...  194965 examples with 15091.0 positives  Training accuracy: 0.8819  Evaluating model...  66006 examples with 4259.0 positives  Validation accuracy: 0.8327  Balanced accuracy: 0.7443 |

Figure 1.3.2f - gaussian naive bayes classifier

Both the training and validation accuracy were lower than the other models, but the validation balanced accuracy was considerably higher making this model a good candidate.

### 1.3.3 Results

|  |  |  |  |
| --- | --- | --- | --- |
| Classifier | Training Accuracy | Validation Accuracy | Validation Balanced Accuracy |
| Logistic Regression C=1 | 0.9343 | 0.9371 | 0.6254 |
| Logistic Regression C=4 | 0.9343 | 0.9370 | 0.6246 |
| Logistic Regression C=0.01 | 0.9342 | 0.9393 | 0.6559 |
| Decision Tree max\_depth=None | 1.0000 | 0.7459 | 0.5811 |
| Decision Tree max\_depth=10 | 0.9414 | 0.9294 | 0.6643 |
| Random Forest n\_trees=50, max\_depth=10 | 0.9436 | 0.9468 | 0.6824 |
| Gaussian Naive Bayes | 0.8819 | 0.8327 | 0.7443 |

The above table summarises the results of the model selection experiments.

### 1.3.4 Conclusion

The logistic regression models were only able to achieve a balanced accuracy of 65.5% and this was achieved by lowering the C value which increases the amount of regularisation. The decision tree classifiers are prone to overfitting, especially in unbalanced datasets and this was rectified by limiting the maximum depth of the tree. Using a random forest rather than a single decision tree got the balanced accuracy up to 68.2%. The highest balanced accuracy of 74.4% was achieved by using a gaussian naive bayes classifier. In the next section, the two best candidates; the naive bayes and random forest will be further evaluated with the holdout test set.

## 1.4 Model Testing

### 1.4.1 Analysis

Previously when evaluating the classifiers, a validation set was being used. However by using the validation score to tune the hyperparameters, the model is implicitly being fit to the validation set. This is why having a separate holdout test set is important for getting the true final performance evaluation of the model.

### 1.4.2 Design and Implementation

The metrics included in the final performance evaluation will be:

* Accuracy - The ratio of correct predictions.
* Recall - The ratio of actual positive samples found.
* Precision - The ratio of negative samples correctly predicted as negative.
* F1 score - Weighted combination of recall and precision, needs both values to be high to achieve a good score.
* Balanced accuracy - Accuracy that takes into account unbalanced dataset; the average of recall for each class.

Even though the naive bayes appeared to be the best classifier going by balanced accuracy, the random forest will also be evaluated in case more information is revealed by the additional metrics. The evaluation function use the sklearn built-in metrics.

def get\_model\_perf(model, test\_set, acc\_sensors, target\_column):

X\_test, y\_test = get\_features\_and\_target(test\_set, acc\_sensors, target\_column)

print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')

X\_test = imputer.transform(scaler.transform(X\_test))

print(f'Test accuracy: {model.score(X\_test, y\_test):0.4f}')

y\_pred = model.predict(X\_test)

print(f'Recall: {metrics.recall\_score(y\_test, y\_pred):0.4f}')

print(f'Precision: {metrics.precision\_score(y\_test, y\_pred):0.4f}')

print(f'Balanced accuracy: {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')

print(f'F1 score: {metrics.f1\_score(y\_test, y\_pred):0.4f}')

Figure 1.4.2a - evaluation function

### 1.4.3 Results

The scores for the naive bayes model were:

|  |
| --- |
| Testing Naive Bayes Classifier...  3879 examples with 190.0 positives  Test accuracy: 0.8412  Recall: 0.7251  Precision: 0.2377  Balanced accuracy: 0.7869  F1 score: 0.3581 |

Figure 1.4.3a - naive bayes final performance

While the random forest yielded:

|  |
| --- |
| Testing Random Forest Classifier...  3879 examples with 190.0 positives  Test accuracy: 0.9573  Recall: 0.4788  Precision: 0.7298  Balanced accuracy: 0.7336  F1 score: 0.5782 |

Figure 1.4.3b - random forest final performance

### 1.4.4 Conclusion

During the model selection phase it seemed like the naive bayes was the better model due to its higher balanced accuracy. However with the additional metrics, it was revealed that while the recall is decent, precision is very low meaning that there are a lot of false positive predictions. The low precision means that the F1 score is low.

The random forest classifier on the other hand is a more well rounded model with mediocre recall and decent precision and balanced accuracy. The model that should ultimately be chosen would depend on the application. If having fewer false negative predictions is more important (e.g. medical testing) then the naive bayes model is more suitable. If having fewer false positive predictions is desirable then the random forest classifier should be selected.

## 1.5 Predicting Other Actions

### 1.5.1 Analysis

The goal of this activity is to work with the optimal model (subjectively the random forest), and try to predict some actions other than walking. This will help demonstrate the robustness of the model.

### 1.5.2 Design and Implementation

The implementation was relatively trivial, it required changing the value of ‘target\_column’ (in this case to 'label:BICYCLING') and potentially adding or removing features that are more relevant to the new activity. The first new activity to be predicted was bicycling. The features were unchanged as acceleration values should be highly correlated with cycling activity. The model was retrained and tested:

|  |
| --- |
| Testing Random Forest Classifier...  3879 examples with 1145.0 positives  Test accuracy: 0.9905  Recall: 0.6174  Precision: 0.9561  Balanced accuracy: 0.8084  F1 score: 0.7503 |

Figure 1.5.2a - results for cycling activity classification

### 1.5.3 Conclusion

The random forest classifier performed even better for bicycling activity than walking. It is assumed that this is because the acceleration features are more pronounced when the user is cycling. It demonstrates that the model is suitable for other activities.

# 2 - Planet Four

## 2.1 Train a Model

### 2.1.1 Analysis

The goal of this exercise is to train a baseline model for the classification of Martian surface features. The baseline will use the ResNet-50 convolutional neural network (CNN) architecture. The data is already split into train, validation and test sets.

### 2.1.2 Design and Implementation

First of all, the CNN was trained for 5 epochs.

|  |
| --- |
| 100%|██████████| 376/376 [01:22<00:00, 4.58it/s]  [01] train loss: 0.3947 valid loss: 0.4046 fan acc: 0.7877 blotch acc: 0.8356 both acc: 0.6529  100%|██████████| 376/376 [01:22<00:00, 4.55it/s]  [02] train loss: 0.3525 valid loss: 0.3947 fan acc: 0.8019 blotch acc: 0.8416 both acc: 0.6762  100%|██████████| 376/376 [01:22<00:00, 4.55it/s]  [03] train loss: 0.3194 valid loss: 0.4010 fan acc: 0.8042 blotch acc: 0.8353 both acc: 0.6709  100%|██████████| 376/376 [01:22<00:00, 4.53it/s]  [04] train loss: 0.2863 valid loss: 0.4094 fan acc: 0.7986 blotch acc: 0.8390 both acc: 0.6679  100%|██████████| 376/376 [01:23<00:00, 4.49it/s]  [05] train loss: 0.2520 valid loss: 0.4316 fan acc: 0.7990 blotch acc: 0.8338 both acc: 0.6623 |

Figure 2.1.2a - baseline fit for 5 epochs

Two functions were written to plot the loss and accuracy over epochs. Being able to visualise loss over time makes it easier to identify overfitting in the model.

|  |
| --- |
| def plot\_loss(avg\_train\_losses, avg\_valid\_losses):  validation\_losses = pd.DataFrame(avg\_valid\_losses)  training\_losses = pd.DataFrame(avg\_train\_losses)  plt.plot(validation\_losses)  plt.plot(training\_losses)  plt.ylabel("loss")  plt.xlabel("epoch")  plt.legend(["validation", "training"])  plt.show()  def plot\_accuracy(valid\_accuracies):  accuracies = pd.DataFrame(valid\_accuracies)  plt.plot(accuracies)  plt.ylabel("accuracy")  plt.xlabel("epoch")  plt.legend(["fan", "blotch", "both"])  plt.show() |

Figure 2.1.2a - plot functions

The option to save checkpoints of the model after each epoch was enabled. This means that it is possible to go back and select the most optimal version of the model. Finally the model was trained for another 5 epochs and the loss and accuracy were plotted.

### 2.1.3 Results

The baseline model that was trained for 10 epochs had the following loss and accuracy curves:
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Figure 2.1.3a - loss and accuracy plots of baseline CNN

As can be seen in the loss graph in figure 2.1.3a, the training loss converges towards zero steadily while the validation loss almost immediately increases. This is indicative of a strongly overfitting model. The accuracy fluctuates a bit and overall does not increase with more training. The final accuracies were fan=79.9%, blotch=83.38%, both=66.23%.

### 2.1.4 Conclusion

The baseline model is overfitting and will need to be improved. In the next section improvements will be investigated such as adding regularisation and experimenting with various hyperparameters.

## 2.2 Experiments

### 2.2.1 Analysis

There are a number of improvements that can be made to the baseline CNN such as trying different optimisers, regularisation, data augmentation, and tuning the other hyperparameters. The biggest problem with the baseline model is the strong overfitting.

### 2.2.2 Design and Implementation

The approach taken was to start with the most easily implementable enhancements. The optimiser was changed from SGD to Adam. Adam is an optimiser that takes into account both first and second order moments. A new model was trained for 10 epochs using the Adam optimiser:
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Figure 2.2.2a - loss and accuracy plots of CNN with Adam optimiser

It appears that the model is not overfitting as strongly as before as the validation loss is converging. The accuracies of this model at epoch 10 were fan=79.6%, blotch=84.38%, both=66.87%. There was not much of an improvement in accuracies but at least overfitting is reduced. This means that the model could be trained for more epochs. Training for an additional 5 epochs produced the following loss and accuracy curves:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY4AAAEGCAYAAABy53LJAAAgAElEQVR4nOzdd1zV9ffA8ddlCwIq4AIVVFQQBffee1fuzNGyLLNdtqysft/Wt69ZNkytLNPUMvdOU3OiIoILVFQUEHGhbLi/P94XvSIgyL187oXzfDzug3s/430PRvfc9wYhhBBCCCGEEEIIIYQQQgghhBBCCCGEELfptA6gNHh4eOh9fX21DkMIIazK/v37LwFeeY/baRBLqfP19SU0NFTrMIQQwqrodLoz+R23Ke1AhBBCWDdJHEIIIYpFEocQQohiKRd9HEKIsiMzM5PY2FjS0tK0DqXMcHJywsfHB3t7+yJdL4lDCGFVYmNjcXV1xdfXF52uXAwMNSu9Xk9SUhKxsbH4+fkV6R5pqhJCWJW0tDQ8PDwkaZiITqfDw8OjWDU4SRxCCKsjScO0ivvvKYmjIHo9hM6DiD+1jkQIISyKJI6C6HRw4BfY/l+tIxFCWLGKFSsCcOHCBYYNG5bvNV27dr3nJOUZM2aQkpJy63X//v25evWq6QItBkkchQl5GBIiIC5c60iEEFauZs2aLF269L7vz5s41qxZQ6VKlUwRWrFJ4ihM0FCwdYCw37SORAhhIaZOncqsWbNuvX7vvff48MMP6dGjB82bN6dJkyYsX778rvtiYmIICgoCIDU1lVGjRhEQEMCDDz5IamrqresmTZpEy5Ytady4Me+++y4AM2fO5MKFC3Tr1o1u3boBaimlS5cuAfDFF18QFBREUFAQM2bMuPV+AQEBPPnkkzRu3JjevXvf8T4lIcNxC+NcBRr0hcOLodd0sHPQOiIhhJH3V0Zy5MJ1k5YZWNONdwc1LvD8yJEjeeGFF3j22WcBWLx4MevXr2fKlCm4ublx6dIl2rZty+DBgwvsdP72229xdnbm6NGjhIeH07x581vnPvroI6pUqUJ2djY9evQgPDycKVOm8MUXX7BlyxY8PT3vKGv//v38+OOP7NmzB71eT5s2bejSpQuVK1cmKiqKhQsX8sMPPzBixAj++OMPHnnkkRL/G0mN415CxkBKEkRv1DoSIYQFaNasGRcvXuTChQscOnSIypUrU716dd58802aNm1Kz549OX/+PAkJCQWWsW3btlsf4E2bNqVp06a3zi1evJjmzZvTrFkzIiMjOXLkSKHx7NixgwcffBAXFxcqVqzIQw89xPbt2wHw8/MjJCQEgBYtWhATE1PSXx+QGse91e8BLlVVc1WjAVpHI4QwUljNwJyGDx/O0qVLiY+PZ+TIkSxYsIDExET279+Pvb09vr6+9zWz/fTp03z++efs27ePypUrM2HChBLNkHd0dLz13NbW1mRNVeaucfQFjgPRwNR8zk8AEoEww+MJo3PjgSjDY7zR8RbAYUOZMzH3niK29tB0BJxYDzeTzPpWQgjrMHLkSBYtWsTSpUsZPnw4165do2rVqtjb27NlyxbOnMl3NfJbOnfuzG+/qb7TiIgIwsPVAJzr16/j4uKCu7s7CQkJrF279tY9rq6uJCcn31VWp06d+Ouvv0hJSeHmzZssW7aMTp06mfC3vZs5E4ctMAvoBwQCow0/8/odCDE85hiOVQHeBdoArQ3PKxvOfQs8CfgbHn3NE76R4NGQkwkR9z8iQghRdjRu3Jjk5GS8vb2pUaMGY8aMITQ0lCZNmjB//nwaNWpU6P2TJk3ixo0bBAQEMG3aNFq0aAFAcHAwzZo1o1GjRjz88MN06NDh1j0TJ06kb9++tzrHczVv3pwJEybQunVr2rRpwxNPPEGzZs1M/0sbMee39XbAe0Afw+s3DD//Y3TNBKAlMDnPvaOBrsBThtffA1sNjy1AowKuy1eLFi30Jd7I6btOam7HU9tKVo4QokSOHj1KQECA1mGUOfn9u+p0uv2oz+g7mLPG4Q2cM3odaziW11AgHFgK1LrHvd6G5/cqE2AiEAqEJiYmFjf2u4WMgbhDkBBZ8rKEEMKKaT2qaiXgCzQFNgI/m7Ds2ahM2dLL664tc4uvyTCwsZM5HUKIcs+cieM8t2sQAD6GY8aSgHTD8zmoju/C7j1veF5Ymebh4qnmdIQvhuysUnlLIYSwROZMHPtQndd+gAMwCliR55oaRs8HA0cNz9cDvVEd4pUNz9cDccB1oC2qf2YccPcUTXMJHg03L8LJzaX2lkIIYWnMOY8jC9XpvR41wmoeEAlMR/U9rACmoBJGFnAZ1VmO4fkHqOSD4Z7LhufPAD8BFYC1hkfp8O8Nzh4QtgAa9Ln39UIIUQaZewLgGsPD2DSj529we7RVXvMMj7xCgaCSh3Yf7BygyQgInQspl9WSJEIIUc5o3TlufUJGQ3YGRPyhdSRCCA1cvXqVb775ptj3FWUZ9GnTprFp06b7Da3USOIorupNoVoQHFqodSRCCA0UlDiysgofNFOUZdCnT59Oz549SxRfaZDEUVw6neokP78fEo9rHY0QopRNnTqVkydPEhISQqtWrejUqRODBw8mMFAtjPHAAw/QokULGjduzOzZs2/dl7sMemHLnU+YMOHWnh2+vr68++67t5ZqP3bsGACJiYn06tWLxo0b88QTT1CnTp1by6uXFlnk8H40HQEbp6k5Hb3e1zoaIcqvtVMh/rBpy6zeBPp9XODpjz/+mIiICMLCwti6dSsDBgwgIiICPz8/AObNm0eVKlVITU2lVatWDB06FA8PjzvKKOpy556enhw4cIBvvvmGzz//nDlz5vD+++/TvXt33njjDdatW8fcuXNN+/sXgdQ47kfFquDfC8J/h5xsraMRBlnZOXyzNZqLyfe/mqgQxdW6detbSQPUpkvBwcG0bduWc+fOERUVddc9RV3u/KGHHrrrmh07djBq1CgA+vbtS+XKlfO915ykxnG/Qh6GE+vg1Baob/ltkuXBjuhLfLruOPHX0pg+RJuBd6KUFVIzKC0uLi63nm/dupVNmzaxa9cunJ2d6dq1a77Lohd1ufPc62xtbe/Zh1KapMZxvxr0hQqVZQkSC7LmcBwAS/fHcj0tU+NoRFlV0PLmANeuXaNy5co4Oztz7Ngxdu/ebfL379ChA4sXLwZgw4YNXLlyxeTvcS+SOO6XnSMEDYOjqyC18CF2wvwys3PYcCSBxjXdSMnIZklo7L1vEuI+eHh40KFDB4KCgnj11VfvONe3b1+ysrIICAhg6tSptG3b1uTv/+6777JhwwaCgoJYsmQJ1atXx9XV1eTvUxjzboJkIUyyrHp+zh+AH7rBwBnQ8lHTly+KbHtUImPn7uX7sS34YdspLians+WVrtjalIs/8XKlvC+rnp6ejq2tLXZ2duzatYtJkyYRFhZW4nKLs6y69HGURM1m4NVINVdJ4tDUmsPxODvY0qWBF5nZOUz+7SBbj1+kR0A1rUMTwqTOnj3LiBEjyMnJwcHBgR9++KHUY5DEURI6neok3zgNLkWDZ32tIyqXsrJz2BAZT/dGVXGyt6VP4+pUd3Pip50xkjhEmePv78/Bgwc1jUH6OEqq6UjQ2cAh6STXyt6YyyTdzKB/E7XYsr2tDWPb1WF71CWiEvLvxBTWTa/Xax1CmVLcf09JHCXlWh3q9YBDi2ROh0bWHo7Hyd6Grg1vb9g1qlUtHOxs+HlX/uPjhfVycnIiKSlJkoeJ6PV6kpKScHJyKvI90lRlCiGjYeljcHob1Ot27+uFyWTn6FkXGU+3hlVxdrj95+xR0ZEhwTX5Y/95Xu3TCPcK9hpGKUzJx8eH2NhYTLIltABUMvbx8bn3hQaSOEyh4QBwdFcLH0riKFX7z1whMTmdfk1q3HVufHtfluyPZUnoOZ7oVFeD6IQ52Nvb3zFTW5Q+aaoyBXsnaDIUjqyAtOtaR1OurDkch6OdDd0bVb3rXJC3O619q/Dzrhiyc6RZQwhTMXfi6AscB6KBqYVcNxTQc3u88BggzOiRA4QYzm01lJl77u5PDC0EPwxZqXCk9HayLe9ycvSsi4inSwMvKjrmX3me0MGXc5dT+fvYxVKOToiyy5yJwxaYBfQDAoHRhp95uQLPA3uMji1AJYoQYCxwGpUkco0xOm8Znwg+LcHDX5YgKUUHz10l/nrardFU+ekdWI0a7k78tPN0KUYmRNlmzsTRGlXTOAVkAIuAIflc9wHwCVDQkqajDfdaNp1OdZKf3QmXT2kdTbmw9nAcDrY2dA8ouNJpZxia+290EidkaK4QJmHOxOENnDN6HWs4Zqw5UAtYXUg5I4G82+39iKqBvEPBy6ZMRO1PHlpqoy+ajlLhHLL8PGft9Ho9ayPi6eTviZtT4SOmRrWqjaOdDT/tlKG5QpiClp3jNsAXwMuFXNMGSAEijI6NAZoAnQyPsQXcOxvVZ9LSy8urgEtMzN0b6naFsIWQk1M671lOHYq9xvmrqfmOpsqriosDD4R4s+zAea6lyKq5QpSUORPHeVRtIpeP4VguVyAI1dkdA7QFVnDnglqjuLu2kVtGMvAbqknMLFYcusDq8Dgizl8juajLdIeMgWtn4cy/5gpLoJqp7Gx09CrikiLj2/uSmpnN4tBz975YCFEoc87j2Af4A36oD/tRwMNG568BnkavtwKvoJqXQCW1EahaRS47oBJwCbAHBgKbzBA7AJ+vP87Zyym3XntWdKB2FWd8PVyo4+GCr6ez+unhTCVnB3VRowHg6KY6yf06FVCyKAm9Xs+aiDg61PfE3bloE/sCa7rRxk8NzX2so5+smitECZgzcWQBk4H1qBFW84BIYDoqOay4x/2dUX0kxj3Njoby7A1lbgLMtjTk2uc7cSYphTNJNzlzWf2MuZTC7lNJ/Hnw/B3XujnZ4eupEsqT7t0IjFjGoaA3qVXdC6+Kjuh08kFlKpEXrnPuciqTuxVvUclHO/jy9K8H2Hw0gd6Nq5spOiHKPnPPHF9jeBibVsC1XfO83opqvjJ2E2hhgriKxMXRjsCabgTWdLvrXFpmNrFXUoi5lEJM0k3OJKmf4bFX+fBqMxbbL+e3H7/mj5zOODvYUsfDhTpVnKnj6Uw9r4oMDq6Jk71taf0qZcqaw3HY2ujoFVi8D/+eAdXwrlSBn3bGSOIQogRkyZH75GRvS/2qrtSvevfOW5lZncn86mfedgyjacikW7WWqIvJ/H3sIhnZOYSdu8r/PdhEg8itm16vZ83hONrV9aCKi0Ox7s0dmvvx2mMcj0+mYfXS3TVNiLJCEocZ2NvZQvMxVN7yIeMDdFD59rzH7Bw9H6w6ws+7Yni4dW2CvN01jNT6HItPJiYphYmd693X/aNa1WLGphP8tDOG/zwkiVuI+yFrVZlL8Ej1M8+cDlsbHS/2akAVZwfeXxkpS0MX09rDcdjooHfj+9ugqZKzAw8282bZwViupmSYODohygdJHOZSqTb4dVYbPOVJDu4V7Hm1T0P2xVxhxaELGgVondZExNPGzwPPio73Xcb49r6kZebw+z4ZmivE/ZDEYU4hY+BKDJzdddep4S1r0cTbnf+sOcbN9CwNgrM+UQnJRF+8Qf8mJevYblTdjXZ1PZi/6wxZ2TJRU4jiksRhTgGDwKFivgsf2troeG9wIPHX0/hma7QGwVmfNYfj0emgjwlGRI1v78v5q6lsOmoZa2QKYU0kcZiTgwsEPgCRf0FGyl2nW9SpwkPNvPlh22nOJN3UIEDrsjYijlZ1qlDVrehbXBakZ0BVw9BcWTVXiOKSxGFuIaMhIxmOrcr39Ov9GmFvq+PD1UdLOTDrcjLxBsfik+lXwmaqXHa2NoxrV4fdpy5zNE423xKiOCRxmFvt9lCpDoQtyPd0NTcnJnf3Z+ORBP45IXsoF2Tt4TgA+gaZbuLeyFa1cLK34WdZNVeIYpHEYW42NhA8Gk79A9di873ksY6++Ho48/7KSDKypLM2P2sOx9O8diVquFcwWZlqaK4Pyw6e58pNGZorRFFJ4igNwaMAfYH7dDja2TJtUCCnEm8yf5d8+80r5tJNjsRdL3Snv/s1ob0v6Vk5LJKhuUIUmSSO0lDFD+p0gEML75rTkat7o2p0a+jFjE1RXEwuaDPE8mltRDxg2maqXA2ru9K+nge/7IqRoblCFJEkjtIS8jAkRUPsvgIveWdgIOlZ2Xy27ngpBmb51kbEEVyrEj6Vnc1S/oT2vly4lsbGIwlmKV+IskYSR2kJHAL2zgV2kgPU9arIYx39WLI/lrBzV0sxOMt17nIK4bHX6G+G2kauHgHV8KlcgR+lk1yIIpHEUVocXSFgMEQsg8zUAi97rrs/Xq6OvLcikpwcWcdqnaGZql+Q6fs3ctna6Bjfzpe9py8TeeGa2d5HiLLC3ImjL3AciAamFnLdUEDP7W1jfYFUIMzw+M7o2hbAYUOZMwHr2SEp5GFIvwbHVhd4SUVHO6b2bUTYuat3bRZVHq2JiCPI243aHuZppso1omUtKtjbytBcIYrAnInDFpgF9AMCgdGGn3m5As8De/IcPwmEGB5PGx3/FngStS2tPyo5WQffTuBeS3WSF+LBZt40q12Jj9ceK/pe52XQhaupHDx71ay1jVzuzvY81Nybv8IucFmG5ooyQK/Xm231bXMmjtaoWsEpIANYBAzJ57oPgE+AogwlqgG4AbtRNZT5wAOmCLZU2Nioobkn/4brBa+Ka2Oj471BjUm6mc5Xf5ffdaxuN1OVzm59E9r7kpGVw8K9Z0vl/YQwp41HEhg1e7dZRmmaM3F4o/YMzxVrOGasOVALyK/txg84CPwDdDIq03gWXX5l5pqI2ts8NDHRgmZkB49WP+c/AOcKHmEVXKsSI1rUYt6O00RfvFFKwVmWtRFxNKruSl2viqXyfv7VXOlY35Nfd8uqucK6ZWTl8H9rjpJ0M4PKzsXbKbMotOwctwG+AF7O51wcUBtoBrwE/IaqaRTHbFSfSUsvL68ShGliHvVgzBLIuAlze8H6t/JdABHg1b4NqWBvywerjpS7DZ8SrqcReuaKWSb9FWZCe1/irqWxQYbmCis2f1cMMUkpvD0gAHtb03/MmzNxnEfVJnL5GI7lcgWCgK1ADNAWWIH6sE8HkgzX7Uf1dzQw3O9TSJnWoX5PeGYXtHwUdn0N37aH09vvusyzoiPP9/TnnxOJ/H2sfC3/vS4iHr2eEu+9UVzdGlWldhVnfvpXOsmFdUq6kc6Xm6Po0sCLrg2rmuU9zJk49qE6r/0AB2AUKjHkugZ4okZQ+aL6LQajmpe8UJ3rAHUN5ZxC1USuo5KMDhgHLDfj72A+Tm4w8H8w3rBq7s8DYdWLkHbnSq3j2/tSv2pFpq86QnpWtgaBamPN4Tj8q1akflXXUn1fWxsd49rVYW/MZSLOy9BcYX1mbIoiJSObtwcEmO09zJk4soDJwHrgKLAYiASmoxJEYToD4aihuEtRo6ouG849A8xBdbyfBNaaOvBS5dcJJu2EdpMh9Ef4ph1Ebbx12t7WhncHBXImKYW5O8rH3hGJyensjblMv1Jupso1vGUtnB1kaK6wPsfjk1mw5wyPtKmNfzXzfekydx/HGlQTUz3gI8OxadxZ88jVFVXbAPgDaIwaitscWGl0XSiqiaseKjFZf+O/gzP0+Qge36g2f1owDJZNghSVKzv5e9E7sBpf/x1N/LWyv47V+kjVTDVAo8ThXsGeoc19WH7oAkk30jWJQYji0uv1fLj6CBUd7XihZwOzvpfMHLcktVrB09uh86sQ/jvMagNHVc58e0AgWTl6Pl5b9jd8WhsRR10vFxpUK53RVPkZ374OGbJqrrAiW48nsj3qEs/3bEBlF9OPpDImicPS2DlC97dh4hZwrQa/PwKLx1Pb8QZPda7LX2EXCI25fO9yrFTSjXR2n7pM/6Aa6HTaLQpQv6ornfw9+WXXGTJlaK6wcJnZOXyw+gh1PV0Y27aO2d9PEoelqhEMT26B7u/A8TUwqzWTPQ9Qw82Rd1dEkl1G17HaeCSB7By9ybaILYlHO/gSfz2N9ZHxWociRKF+3X2GU4k3ebN/AA525v9Yl8RhyWztofMr8PQO8KiP44qnWVblKy5diGFxaNlsQlkTEU8dD2cCaxR32o7pdW1QlToeMjRXWLarKRnM2BRFx/qe9Agwz/DbvCRxWAOvhvDYeujzH6pd2sOWCq8RvfZrrpWxNZWupmSwM/oS/TRupsplY6NjXDtfQs9c4XCsDM0VlmnGpiiS0zJ5e2BAqf1/I4nDWtjYQrtn0D2zE331YN7Rf0/Sd/3gStn5NrzxSAJZOfpSn/RXmOEtfXB2sOUnGZorLFD0xRv8svsMo1rXplH10qulS+KwNlXq4vLkGpb7vILX9UhyZrWF3d9Bjuk6cPV6PdEXk/lmazQPffMvw7/byfH4ZJOVX5C1EfF4V6pAE293s79XUbk52TOshQ8rDp3nnb8iZFKgsCj/t+Yozva2vNTLvMNv87Ir1XcTpmFjQ+fRrzP0s3p8ajuPkHWvQ+QyGPI1ePrfV5HZOXoOnL3CxiMJbDySwOlLNwFo4u3O2cspDPp6B2/1D2BcuzpmqQ5fT8tke1QiE9r7WkQzlbEXejYgOS2L30PP8cvuMzTxdmdkq1oMDqmJm5O91uGJcip3KaI3+zfCs6Jjqb63Zf0faiYtWrTQh4aG3vtCKzN/VwzTlkewvGMswRH/gaw0eOgHCLzXxHwlNSObHdGX2BAZz9/HLpJ0MwN7Wx1t63rQO7AaPQOrUcO9AonJ6by69BBbjyfSvVFVPh3W1OR/qMsOxvLi74f485n2NK9d2aRlm8q1lEz+CjvPwr1nORafTAV7WwY0rcGoVrVoUaeyxSU8UXZlZefQ78vtZGTnsOHFzjja2d77pvug0+n2c3uDvdvHzfJuFqasJo6s7BwGfrWD5LQsNj/VCKc/xkFsKAz4L7R6PN97km6ks/nYRTYeSWB7VCJpmTm4OtnRrWFVegVWo0tDr3y/Rev1en7eGcP/rT2Gm5M9nw9vatIF1J74OZTIC9f49/Xu2NhY9p+lXq8nPPYai/adY0XYeW5mZFPPy4VRrWrzUHNvPEr5258of37ZfYZ3/orgu0da0NeM+9VI4iiDiQNg18kkRv+wmxd7NuD5zt6wZAJErYcur0PXN0Cn4/Slm2w8Es/GIwnsP3OFHD3UdHeiV2A1egVWp7VflSKP/T4Wf50pCw9yIuEGj3bw5fW+jXCyL9m3neS0TFp8uIkxbWrz7qDGJSqrtN1Mz2J1eByL9p3lwNmr2Nvq6B1YnZGtatGxvqfFJ0Fhfa6lZtL1sy00rO7KwifbmrWmW1DikD4OK9eungcDmtbgm63RDG3hjc+oBehXPo/un08IO3qc11LHcyIxFYCAGm5M7u5P78BqNK7pdl9/cI2qu7Fickf+s+YoP/4bw66TScwc3YwGJVhQ7e9jF8nIytFsbaqScHG0Y0SrWoxoVYsTCcks2nuOPw/GsvpwHN6VKjCyVS2Gt/ShhnsFrUMVZcRXm6O4mprJOwMDNWseLRdfh8pyjQPg/NVUevx3Ky3rVKFWlQpsOpLAhLT5PGu3gn1O7Tna/gu6BdWhVhVnk77v38cSeHVJODfSs3hrQABj295fx/nTv+znwNkr7H6jR5n4hp6elc2GyAR+33eOHdGXsNFBlwZejGpdm+6NqpplYx1RPpy+dJPe//uHh5r58MmwpmZ/P2mqKsOJA2Dm5ii+2HgCFwdbuhr6K/rcWE6FzW9C7bYweiFUMH2n88XkNF5dEs4/JxLpYeg4L04b/830LJp/sJFRrWrx/pAgk8entbNJKSwOPceS/edIuJ6OZ0VHhrXwYWSrWvh5umgdnrAyT84PZWf0Jba82pWqrk5mfz9JHGU8cWTn6Dl8/hoBNVzvHGER8Sf8OVEN0x2zFNwL2qL9/uXk6PlpZwwfrz2GWwV7/jsimC4NirZd7+rwOJ797QCLJralbV0Pk8dmKbKyc9h6PJFF+86x5fhFsnP0tK1bhYmd69K9UTWtwxNW4N/oS4yZs4fX+jbkma71S+U9C0ocUmcuI2xtdITUqnT3sLygh+CRP+DqOZjbGxKPm/y9bWx0PNbRj+WTO1DZ2Z7x8/YyfWXRdixcExGHZ0UHWvlWMXlclsTO1oaegdWYM74lO6d259U+DTl/NZXHfgplzvZTWoenmaQb6SzdH8uN9CytQ7Fo2Tl6Plh1BJ/KFXisg5/W4Zg9cfQFjqN265tayHVDURsy5Wa2Xqi9xg8bfnY3unarocwww6N0VvWyZnW7wKOrITsD5vWBc3vN8jYBNdxY+VxHxrWrw7x/T/PArJ1EJRQ84zw1I5stxy7Sp3F1bMtA30ZRVXNz4tlu9dn4Yhf6BVXnw9VH+c/ao+j1ZXPF44Jk5+h5ZsEBXllyiI6f/M3MzVFcS83UOiyLtDj0HMfik3mjX0CJRzGagjkThy0wC+gHBAKjDT/zcgWeB/YYHbsEDAKaAOOBX/LcMwa1O2AIcNGkUZdVNYLh8Q2qn+PnwXB8nVnexsnelulDgpg7viUJ19MY+NUOftl9Jt8PxX9OJJKSkU1/KxxNZQpO9rZ8/XBzxrSpzff/nOK1peFklaO9P77dGs2e05d5voc/LetU5ouNJ+j48d98tv4Yl8vYAp4lcT0tk8/XH6eVb2WLWcfNnImjNaqmcQrIABYBQ/K57gPgE8B4T9SDwAXD80igAiCzqkqqih88tkGttrvoYTj4q9neqkdANda90Ik2dT14568Inpy//65tWNdGxFHZ2Z42fmW7maowtjY6PnwgiOd7+LNkfyxP/3qAtMx7N/FZu/1nrvC/TVEMCanJCz39mTO+FaundKRzAy++2XqSDh//zUerj3DxetnfKvleZm2JJulmhqbDb/MyZ+LwBow3jYg1HDPWHKgFrC6knKHAAcD4U+dHVDPVOxTcwT8RtT95aGJiYtGjLusqesGEVeDXGZY/C9v/C2ZqIqnq6sRPE1rxzsBAtp1IpO+X29kepf5bpGVms/moaqayK+fDU3U6HS/2asD0IY3ZfCyBsXP3cMnU8VEAACAASURBVC2l7DbZXEvNZMrCg9Ss5MSHDwTd+jBsXNOdWWOas+GFzvQNqs7cHafp+OkW3l0ewYWrqRpHrY2zSSn8uCOGoc19aOpTSetwbtHy/1gb4Avg5UKuaYyqjTxldGwMqgmrk+ExtoB7Z6P6TFp6eRVthE+54egKDy+GJsNh83RY+7pJV9c1ZmOj4/GOfix7tj3uFewZO3cvH646wt/HLnIjPYt+5bSZKj/j2vny1ehmhJ27yojvd5FQBr9t6/V63lp2mITracwc1QzXfJa38a/myv9GhvD3y115MMSbBXvO0uWzLUz9I5wzSTc1iFo7/1l7FFsbHa/1bah1KHcwZ+I4j6pN5PIxHMvlCgShOrtjgLbACm53kPsAy4BxwMk85QIkA7+hmsREcdk5wIOzod1k2Ps9/PEYZKXf+7771LimOysnd+SRtrWZs+M0UxYexL2CPe3rld0huPdjYNOa/DihNbFXUnjom52cSryhdUgmtWR/LKvC43ixVwOa3WMxS19PFz4Z1pR/XuvG6Na1+fPgebr/9x9e+j2M6IvmX+Zfa7tPJbE2Ip5JXetRzc38czaKw5yJYx/gD/gBDsAoVGLIdQ3wBHwNj93AYFTzUiVU89VU4F+je+wM9wDYAwOBCLP9BmWdjQ30+Qh6faCWZV8wDNKum+3tKjjY8uEDTfhhXEvcKtjzYDNvmUWdj47+niyc2Ja0zGyGfbeL8NirWodkEicTb/Du8kja1/Pg6S71inyfd6UKTB8SxI7XuvFoe1/WRsTT63/beHbBAY7Gme/vVUu5w29rujvxZKe6WodzF3P3tPQHZqBGWM0DPgKmo5LDijzXbgVeMZx7G3gDiDI63xu4CWxDJQ1bYBPwElBob2J5mABYYocWqT6PqgEw5g9wNe+ktOwc1a9SnobhFtepxBuMnbuXqykZfD+2JR39Pe99k4VKz8rmoW92cuFqKute6Fyib9BJN9KZ9+9pft55hhvpWfQMqMZz3esTXMty+gBKanHoOV5bGs6Xo0IYEmL6SbtFJTPHJXHcW9QmWDwOXDxh7DLwKPq3QmEeCdfTGDd3L6cu3eB/I0MY2LSm1iHdlw9WHWHujtPMGdeSnoGm+VJyLSWTn3fFMHfHaa6lZtK5gRfPda9v9ZNJb6Rn0e3zrfhUrsCfk9prOpJKZo6Le/PvCeNXQsYNNcv8/AGtIyr3qrk5sfipdoTUqsRzCw8yf5f17X2+9fhF5u44zfh2dUyWNADcne2Z0sOff6d2Z2q/Rhy5cI3h3+1i5Pe7+Df6ktVOqPxu60kSk9MtavhtXpI4xJ18Wqi5Hg7O8NNAiN6sdUTlnruzPb883oYejaoybXkkX2w8YTUfiheT03hlySEaVXfljf4BZnmPio52PN2lHttf6860gYHEJN1kzJw9jPh+F5EXrGuP+NgrKczefooHQmpa7E6YIIlD5MezPjy+EarUhd9GwKHftY6o3HOyt+W7R1owvIUPMzdH8fZfEbf6iSxVTo6elxcf4kZ6Fl+Nbmb2pTIqONjyWEc/tr3WjQ8eCOJU4k0GfbWDt/86zNUU65iJ/vHaY9jo4LW+jbQOpVCSOET+XKur9a1qt4NlE2HVi5BZPidhWQo7Wxs+HdaUp7vUY8Geszy38ECRFpLUytwdp9kedYl3BgbiX4KNvorL0c6WsW3r8PcrXRnXzpeFe8/R7fOtLNhzxqKT7f4zl1kVHsfEzvWoWcmyN/4qauJ4HnBDdabPRc3k7m2uoISFcHJXneQdnofQefBDd7h4TOuoyjWdTsfUfo14e0AAaw7HM2HePpLTLG+W+eHYa3y6/hh9G1fn4da1NYnBvYI97w1uzOopHWlQzZW3lkUwZNYO9p+5okk8hcnJ0TN95RGquTnydBfLG36bV1ETx2PAdVSyqIyarf2xuYISFsTWHnpNV0N0b1yE2V3hwHyzLVMiiuaJTnX538hg9sVcZtTs3SQmm2/yZnHdSM/iuYUH8KzoyMdDm2jewduouhuLJrZl5uhmXErOYOi3O3llySGL+jf7K+w8h2Kv8VqfRjg7WP6O3kVNHLn/5fujVqqNpJwM5RUG/j1h0r9QqzWseA7+eNyskwXFvT3YzIcfxrfkZOINhn23k7NJKVqHBMC7yyM5ezmFGSNDqOTsoHU4gKqpDQ6uyeaXuzCpaz2Wh52n++dbmbvjNJkarkicnaNn18kkPl13nKY+7jzYTLs5G8VR1A//H1ELFPoBwajJd1uBFmaKy6RkHocJ5WTDjv/Blv+DSrVg2I/g3VzrqMq1/Weu8NhP+3Cws+HnR1sTWNNNs1iWh53n+UVhTOnhz0u9GmgWx72cSrzB+yuP8M+JRBpUq8h7gxvTvl7pTLDU6/Ucir3GirALrD58gYTr6VR0tOOXx1vfcxmW0lbSCYA2qL0vTgFXgSqotaTCTRWgOUniMIOzu2Hp43AjAXq+B22fUUuYCE1EJSQzbt5ebqRlMWd8S9posA3v2aQUBszcTsPqriya2NbiVz3W6/VsOnqR6asiOXc5lQFNa/BW/wCzdUwfj09m5aELrAy/wJmkFBxsbeja0ItBwTXpEVDVIpuoSpo4OqCWMb8JPIJaDv1L4IypAjQnSRxmknJZNVsdWwX+veGBb9Wsc6GJC1dTGTt3D+eupDJtYCAjW9UqtbXAMrNzGP7dLk4m3mDt853wqexcKu9rCmmZ2czedopZW6Kx0emY3L0+T3Tyu3sb5vtwNimFleEXWBF2geMJydjooEN9TwYF16RP4+q4V7h7dWBLUtLEEY5qomoK/ATMAUYAXUwVoDlJ4jAjvR72zYH1b6ndBYf+oPb6EJq4cjODp3/dz57Tl6nj4cwLPf0ZHOxt9jXBPlt/jFlbTjLr4eYMaGqdS+XHXknho9VHWRsRj6+HM9MGBdK9UfFnuidcT2NVeBwrDl3g0Dm1QGXLOpUZHFKTfkE18HK1nj3pSpo4DqBqGdNQy5rPNTpm8SRxlIK4cFj6GCRFQ5fXoPNrYGt5Ve/yQK/Xs/noRf678QRH465Tv2pFXuzZgH5B1bExQwLZGX2JMXP3MKJFLT4Z1tTk5Ze27VGJvLcikpOJN9Vs/UGB1PFwKfSeKzczWBsRz4pD59lz+jJ6PTSu6cbg4JoMaFrDqmpgxkqaOP4B1qGG5XZC7fN9CLWhksWTxFFK0m/A2tcgbAHUbq9qH+4+WkdVbuXk6FkbEc//Np0g+uINAmq48XKvBvQIqGqyIbKXb2bQ78ttuDjaseq5jhbZTn8/MrJy+HlnDDM2nSAzW8/EznV5plu9O36/G+lZbDwSz4qwC2yPukRWjp66ni4MCq7J4JCa1POqqOFvYBolTRzVgYdRe2xsB2oDXYH5pgrQnCRxlLJDv8Pql9QckCHfQKP+WkdUrmXn6Flx6DwzNkVxJimF4FqVeLlXAzr5e5Yogej1ep6cH8q2E5dY9mx7Gtd0N2HUluHi9TT+s/YYyw6ep6a7E28OCMDORseKQxfYfPQi6Vk51HR3YlBwTQYF16RxTTfN562YkimWVa8GtDI834uqdVgFSRwaSDoJSx+FuEPQ5mk1idDOetp2y6LM7Bz+PBDLzM3RnL+aSmvfKrzcu8F9j8CavyuGacsjmTYwkMc6+pk4WsuyL+Yy05ZH3to4ysPFgQFNazA4WC1GaI4mQEtQ0sQxAvgMNXdDh2quehVYeo/7+qJGX9miOtQLmm0+1FBWK9RGTqA2cnoctUnTFGB9Mcu8RRKHRrLSYeO7sOdbqN4Uhv8ke3xYgPSsbH7fd46v/47mYnI6nfw9eakIW7kaOxp3nSGz/qVDPQ/mTWhVpr5lFyQ7R8+6iHhcnexoX8/D4ocbm0JJE8choBe3axleqN33ggu5xxY4YbgvFtXMNRo4kuc6V9Q2sQ7AZFTiCAQWovYTr2l4r9zZREUp8w6SODR2bA0sfwayM2HAFxA8UuuIBGoY6q+7z/DN1pNcvplBj0ZVebFXA4K8C29ySs3IZvDXO7iamsna5zvhWVFqkmVVSTdysuHOpqmkItzbGohGTRrMABYBQ/K57gPgEyDN6NgQw/XpwGlDOa2LUaawJI36w9P/qlrHsomwbJLqSBeacrK35YlOddn+Wjde7dOQfTGXGfjVDp5ZsJ+ohOQC7/tw9RGiLt7gixHBkjTKqaImjnWopqIJhsdqYM097vEGzhm9jjUcM9YcqGUoryj3FqXMXBNRtZfQxMTEe4QqzM7dW+0u2GUqHFoIs7vAqX9ksUQL4OJox7Pd6rP99e5M6eHPthOX6D1jGy8sOsjpSzfvuHZdRBwL9pzlqc516eTvpVHEQmtFHTv3KqofooPh9WxgWQnf2wb4ApWIzGG24YGXl5d8OlkCWzvo9gb4doQ/n4T5g6FKPWg+FoIfBlfTbSsqis+9gj0v9WrAhPa+fL/tJD/vjGFleBzDmvvwXI/62Oh0vP7HYZr6uPNy74Zahys0VJxB138YHkV1HlWbyOVjOJbLFQhCdbiDGvK7Ahh8j3sLK1NYA79O8NwBOLpCLdG+6T3Y/AE06KuSSP1eMnlQQ1VcHHijXwCPd/Tj260nWbD7LH8ejKWamxNZ2TnMHNUMB7uy3zEsCnavzvFkIL9v6zrD8cKW4bRDdWT3QH2470PNBYks4PqtwCuo5qXGwG/c7hzfDPgb3rc4ZQLSOW7xLkXDwV8g7De4eREqVodmY6DZI2r7WqGpuGupfP13NEv3x/LJ0KY8YCVLf4uSM8U8jvvRH5iBGmE1D/gImI5KDivyXGucOADeQs1UzwJeANYWUmahJHFYiexMiNqgaiFRG0CfA76doPl4CBgE9k5aR1iu5eToy+x8BZE/rRKHRZDEYYWuX1A1kIO/wJUYcKoETUdA83FQ3SpWuhHC6knikMRhnXJyIGa7SiBHVkB2OtRsBs3GQpNhal90IYRZSOKQxGH9Ui7D4SWqKSshAuwqQOMHVYd67XZQDmYvC1GaJHFI4ig79Hq4cFAlkMNLISMZPOqrZqzg0VCxqtYRClEmSOKQxFE2ZdyEI8tVEjm7C3S2UDUAqgWpvpDch3MVrSMVwupI4pDEUfYlnlBNWXFhEH8YkuNun3PzVgnEOKFU9pN90oUoREGJQ2ZZibLDqwF0f+v265uXVALJfSREQNRG0Ger8w4VoVpjo4TSVNVWHKxztzYhSoskDlF2uXhCvW7qkSszDRKPGpJJhPoZvhjS56jzOhvVX5JbK6lm+CnLoQhxiyQOUb7YO6nhvDWb3T6m18PVM0a1kwg4tw8ijFbYcfOGkIehxQTZDleUe9LHIURBUq9AQqRKJie3qNnsOh006AetHoO63aWPRJRp0jkuiUOU1JUzsP8nNYIr5ZLqXG/5mFpTS0ZtiTJIEockDmEqWelwdCXsmwtnd4Kto5qI2OoJ8GkpExFFmSGjqoQwFTtHtdxJk2GQcARC58Kh3yF8kepIb/k4NBkOjhW1jlQIsygXX42kxiHMLj1ZzSHZN1cN+3V0g+BRKolUbaR1dELcF2mqksQhSoNeD+f2qlpI5DLIzoA6HaDV49BoENg5aB2hEEUmiUMShyhtNy/BwV8hdJ4a7utSVS3I2GICVKqtdXRC3JMkDkkcQis5OXDyb9g3B6LWq2P+fVQtpF4PGdIrLJZWneN9gS9Ru/XNAT7Oc/5p4FkgG7gBTASOAGOAV42uawo0B8JQOwXWAFIN53oDF80TvhAmYGMD/j3V4+q520N6T6wFG3uwdQAbO7CxBVv7289tcp/nPZfnYWtvuN7OUJ4dBAyGBn20/s1FGWXOGoctan/wXkAsan/w0ajEkMsNuG54Phh4BpVsjDUB/gLqGV7n3WL2nqTGISxOVgYcW6UWZMzJhpws9cjOvPN1TmYh5zMNP7ONzmWpjvrUy9BmEvSaLv0q4r5pUeNoDUQDpwyvFwFDuDNxXDd67gLo8ylntOFeIcoOOwcIekg9TC0rHTa8A3u+hXO7YdiPUMXP9O8jyi1zNq56A+eMXscajuX1LHAS+BSYks/5kcDCPMd+RDVbvUPBtaaJqFpJaGJiYtGjFsLa2TlC/09h5K9w+RR83xki/9I6KlGGWEKv3CxUM9TrwNt5zrUBUoAIo2NjUM1XnQyPsQWUOxtVxWrp5eVlyniFsA4Bg+Cp7eDpD0vGw+qX1erAQpSQORPHeaCW0Wsfw7GCLAIeyHNsFHfXNnLLSAZ+QzWJCSHyU7kOPLoO2k1Wo7rm9oSkk1pHJaycORPHPsAf8AMcUElgRZ5r/I2eDwCi8sQ2gjv7N+wAT8Nze2Agd9ZGhBB52TlAn49g9O9wLVY1XR1eqnVUwoqZM3FkAZOB9cBRYDEQCUxHjaDCcD4S1V/xEjDe6P7OqD6SU0bHHA3lhRvuOQ/8YLbfQIiypGFfeHqH2u3wj8dhxXOQkaJ1VMIKyQRAIcqb7EzY8n+w4wuoGgjDfwKvhlpHJSxQQcNxLaFzXAhRmmztoee78MgfcOMizO4KYb9pHZWwIpI4hCiv6vdUTVfeLeCvSbBsEmTc1DoqYQUkcQhRnrnVgHHLocvrcGihqn0kRGodlbBwkjiEKO9sbKHbmyqBpF2DH7rD/p/VEvFC5EMShxBCqdtFNV3Vbgsrp8AfT6h1r4TIQxKHEOK2ilXhkT+h+9sQ+aea8xF3SOuohIWRxCGEuJONLXR+FcavgsxUmNMT9v4gTVfiFkkcQoj8+XZQTVd+XWDNK2q9q+R4raMSFkAShxCiYC6e8PBita/HsdUwoymsfkVtSCXKLUkcQojC2dhAh+fh2b0QPFLtYDgzBJZPlgUTyylJHEKIovGoB4O/gikHoeVjEL4Yvm6pRl9dPKp1dKIUSeIQQhRPpVrQ/zN4IRzaPQvH1sA3beH3R+BCmNbRiVIgiUMIcX9cq0PvD+GFw2oU1ql/YHYXWDAczu3VOjphRpI4hBAl4+Kh5n28GAHd34HYUJjbC34eBKe3yTDeMkgShxDCNJzcofMrKoH0/ggSj6vkMbc3nNggCaQMMXfi6AscB6KBqfmcfxo4jNqUaQcQaDjuC6QajocB3xnd08JwTzQwk3Kyp4gQVsPBBdpPhufDof/nkBwHvw1Xs9CPrICcHK0jFCVkzsRhC8wC+qESwmhuJ4ZcvwFNgBDgU+ALo3MnDcdDUAkm17fAk6htZ/1RyUkIYWnsnaD1k/DcARgyCzJuwOKx8G07NSIrO0vrCMV9MmfiaI2qFZwCMlB7hw/Jc811o+cuwL3qsjUAN2C34dr5wAOmCFYIYSZ2DtDsEXh2HwydC+jgzyfVUN4D8yErQ+sIRTGZM3F4o/YMzxVrOJbXs6jaxafAFKPjfsBB4B+gk1GZsUUoE2AiEAqEJiYmFjd2IYSp2dpBk2EwaSeM/BWc3NS+5181V2thZaZpHaEoIkvoHJ8F1ANeB942HIsDagPNgJdQTVpuxSx3Nmqv3JZeXl6miVQIUXI2NhAwCCb+A2OWgmsNtRbWzBDY/a1aWFFYNHMmjvNALaPXPoZjBVnE7WandCDJ8Hw/qkbSwHC/TzHKFEJYKp0O/HvB4xvUJlJV6sK6qWo9rH9nQvoNrSMUBTBn4tiH6rz2AxyAUcCKPNf4Gz0fAEQZnnuhOtcB6hquO4WqiVwH2qJGU40DlpshdiFEadHpoG5XeHQNTFgNVQNg4zvwZVPY/l9Iu37vMkSpsjNj2VnAZGA9KgnMAyKB6ai+hxWG8z2BTOAKMN5wb2fDdZlADmpU1WXDuWeAn4AKwFrDQwhRFvh2VI9ze+GfT2HzdFX7aPsMtHkKKlTSOkJBOZkD0aJFC31oaKjWYQghiuv8ftj2ORxfA45uKnm0fQacq2gdWbmg0+n2o/qK72AJneNCCJE/7xYweiE8tV01Z237DGY0gY3vwg0ZLakVSRxCCMtXoymM/AUm7YIGfeDfL1UCWf+W7EqoAUkcQgjrUS0Qhs1Tm0oFDoHd38CXwbDmNbgmAyxLiyQOIYT18WoAD30Pk0PVpMLQuWoeyKoX4epZraMr8yRxCCGsl0c9tQ7WcwcgZAwc+AVmNlPb2l48JivymomMqhJClB3XYlX/x/6fITsdKvuCfx/w762G+do7aR2hVSloVJUkDiFE2ZOcAMdWqn1ATm+DrFSwqwB1u6jZ6v69oVJtraO0eAUlDnNOABRCCG24VoNWT6hHZirE/AtR6+HEejixTl3jFaCSSIM+UKsN2NprG7MVkRqHEKL80OvhUhREbVCPMzshJxMc3aFeN1UT8e8FFatqHalFkBqHEELodGpEllcDtUth2nU4/Y8hkWyEI3+p62o2MySRPuq5jYwjMiY1DiGEAFUbiT+smrSiNkLsPtDngLOnoV+kF9TrDhUqax1pqZHOcUkcQojiSLkM0ZtVbSR6I6ReAZ0tBA2Fnu+Be0F7yJUd0lQlhBDF4VwFmg5Xj5xsteDikeVqt8Jjq6Dji9D+ObCvoHWkpU4a7oQQ4l5sbKFWa+jzEUzeq5qttnwEX7eGyGXlbqKhJA4hhCiOyr4wYr7adMrJHZZMgB/7Q9whrSMrNZI4hBDifvh2hKf+gYEz4NJx+L4LrJhSLpZ7N3fi6AscB6KBqfmcfxo4DIQBO4BAw/FeqL3GDxt+dje6Z6uhzDDDQwZcCyG0YWMLLR9Va2W1fQbCFsBXzWHn15CVoXV0ZmPOUVW2wAlUEohF7UE+GjhidI0bag9xgMGobWH7As2ABOACEITafjZ3CMNW4BXU9rNFIqOqhBClIvEEbHhLjcTyqA99/k/NB9FZ5wBWLXYAbI2qaZwCMoBFwJA81xjvQu8C5PYwHUQlDVD7lFcAHM0WqRBCmIJXAxizBB5eAujgtxGwYBgkHtc6MpMyZ+LwBs4ZvY7ldq3B2LPASeBTYEo+54cCB4B0o2M/opqp3qHgWtNEVK0kNDGx7Lc5CiEsSIPeMGmnqnGc2wfftoe1U9VckDLAEjrHZwH1gNeBt/Ocawx8AjxldGwM0AToZHiMLaDc2agqVksvLy9TxiuEEPdm5wDtnoUpB6DZWNjzHcxsDvvmqnkhVsycieM8UMvotY/hWEEWAQ/kuX4ZMA5VIzEuFyAZ+A3VJCaEEJbJxRMGzYCntkHVQFj9EnzfWS33bqXMmTj2Af6AH+AAjAJW5LnG3+j5ACDK8LwSsBo1Eutfo2vsAE/Dc3tgIBBh0qiFEMIcajSFCavUHJC06/DzIPj9EbgSo3VkxWbOxJEFTEaNiDoKLEZ1dE9HjaDCcD4S1V/xEjDe6Hh9YBp3Drt1NJQXbjh2HvjBjL+DEEKYjk4HgUPU7PPub6u1sL5uDZveV8nESljnGLFikuG4QgiLdP2CShrhi6BCFej8CrR83GK2uNViOK4QQojCuNWEh76HJ7dAjWBY/yZ81QIO/grZWVpHVyBJHEIIoTXv5jDuLxi3XO0+uPxZNYT36EqLXEBREocQQliKul3hyb9hxC+AXnWez+lhcSOwJHEIIYQl0ekgcDBM2gWDv4bkeDUC65cH4cJBraMDJHEIIYRlsrWD5mPVAoq9P4ILYTC7q1rG/VK0pqFJ4hBCCEtm7wTtJ8PzYdD5NTixAWa1hpXPq1FZGpDEIYQQ1sDJHbq/pRJIqyfg4AKY2Qw2TlP7o5ciSRxCCGFNKlaF/p/Cc6EQ+AD8OxO+DIFtn0PGzVIJQRKHEEJYo8q+ag7IpH/BtwP8/YFKIHt/MPsmUpI4hBDCmlVrDKMXwmOGzaPWvAKzWkH4EsjJMctbSuIQQoiyoHYbeHQNjFkKDq7w5xNqFd7rcSZ/KzuTlyiEEEIbOh3494J6PSDyT4hcBhWrmfxtJHEIIURZY2MDTYaphzmKN0upQgghyixJHEIIIYrF3ImjL3AciEbt5pfX08Bh1KZMO4BAo3NvGO47DvQpRplCCCHMyJyJwxaYBfRDJYTR3JkYQO0Z3gQIAT4FvjAcD0RtNdsYlSi+MZRXlDKFEEKYkTkTR2tUreAUkAEsAobkucZ4r0QXIHfh+SGG69OB04ZyWhexTCGEEGZkzlFV3sA5o9exQJt8rnsWtd+4A9Dd6N7dee71NjwvSpkAEw0PEhMTixO3EEKIQlhC5/gsoB7wOvC2Ccudjdort6WXl5cJixVCiPLNnDWO80Ato9c+hmMFWQR8W4R7i1OmEEIIE9OZsWw74ATQA/Xhvg94GIg0usYfiDI8HwS8i6olNEZ1nLcGagKbDdfqilBmfhKBM/f5e3gCl+7z3tJmTbGCdcVrTbGCdcVrTbGCdcVb0ljrAKXeZNMf9UF/EnjLcGw6MNjw/EvUh34YsAWVMHK9ZbjvOGoUVWFlmlNoKbyHqVhTrGBd8VpTrGBd8VpTrGBd8VpTrGWKNf3DW1OsYF3xWlOsYF3xWlOsYF3xmiVWS+gcF0IIYUVstQ7ASuzXOoBisKZYwbritaZYwbritaZYwbritaZYhRBCCCGEEEIIIYQQpmFNq/DWQg1nPoIa3vy8tuEUiS1wEFildSBFUAlYChwDjgLttA2nUC+i/gYigIWAk7bh3GUecBEVX64qwEbUnK6NQGUN4ipIfvF+hvpbCAeWof4+LEF+seZ6GbUWoGepRlTO2KLmidRFraF1CMtehbcG0Nzw3BU1z8WS4wW1PtlvWEfi+Bl4wvDcAcv5oMjLG7UoaAXD68XABO3CyVdn1N+q8Yfbp9z+cjYV+KS0gypEfvH25vaqG59gOfHmFyuoL5brUZOgJXGYUTvUP3SuNwwPa7Ec6KV1EIXwQa0G0B3LTxzuqA9jc66yYCq5C4tWQX2wrUJ9yFkaX+78cDuO+vKD4efxUo+ocHnjNfYgsKAUY7mX/GJdCgQDMZgoccg8jvzlt7KvdwHXWhpfoBmwR+tACjEDeA3I0TqQIvBDLVnzI6ppbQ5qCwBLdB74HDgLxAHXgA2aRlQ01VDxAsQbXluLx4C1WgdRiCGov4tDpixUEkfZQSsT4wAAAt5JREFUUhH4A3iBO/c6sSQDUe2w1jK23A5V/f8WlZBvYrl9XpVRHxR+qDXeXIBHNI2o+PTc3pfH0r0FZGFZNQ5jzsCbwDRTFyyJI3/FXdnXEtijksYC4E+NYylMB9RaZTGoFZG7A79qGlHhYg2P3BrcUm73J1manqhmtUQgE/V30F7TiIomgTubqi5qGEtRTUB9CRqD5Sa6eqgvEYdQ/7/5AAeA6loGVZbZoXYZ9ON253jjQu/Qlg6Yj2oCsiZdsfw+DoDtQEPD8/dQo2osURvUiCpn1N/Ez8BzmkaUv7zt8J9xZ+f4p6UeUeHyxtsXNYLREjf6Kaw/xmR9HKJgpb0Kb0l0RH3rCUetNByGit/SWUviCEEtFhcO/IVlDRfN633UUNEI4BfAUdtw7rIQ1Z+RiarJPQ54oAZLRAGbUJ37liK/eKNRfaC5/699p1l0d8ovVmOSOIQQQgghhBBCCCGEEEIIIYQQQgghhBBCCFEOWcuQZVGOyMxxIYQQxSKJQwjTeATYi5oQ9j1qaf4bwP9Qs7k3c3umcQiwm9v7OeROKKyPmgB3CLU0RD3D8Yrc3g9kAdaxUq8QQohCBAArUeuFAXwDjEPN5h9jODYN+NrwPBzoYng+ndtLxexBLdMNagMmZ1RT1TXUOkM2wC7USgFCCCGs2GTgAreXoDiOWtMqm9sb/tQ1nHNHLXueqx6qduGKWiYir66oXfFyfYv1rXgryhi7e18ihLiH3AUF82729c7/t3f3KAjEQBhAv87ewlYQvIONd7BYEASvZOV1FARP4EUstLGzSIRFrfxhRd6rNsMS0oSwM8vkbvxqF9VL67l9GEEn1DjgfZskTZJBHfeTDFP2V1NjiyT7lLTTMcm0xpdJdklOKV8csxrvpaSqAPhT85RU1CHlkqpJSnF8ldKpdpvnxfF2t91xfe82xyiPv+Ou83v3iAPwIeeuFwDfIFUFAAAAAAAAAAAAAC+7ApxG4OuSeMGfAAAAAElFTkSuQmCC)![](data:image/png;base64,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)

Figure 2.2.2b - loss and accuracy plots of CNN with Adam optimiser, extra 5 epochs

As can be seen in figure 2.2.2b, the model starts to overfit after the 10th epoch and the accuracy does not significantly improve. Another way to reduce overfitting is data augmentation. This is the practice of artificially increasing the number os samples in the training set by applying random transformations such as horizontal and vertical flips, rotations, shears and crops. Some data augmentation is already present in the baseline in the form of horizontal flips. When using data augmentation it is important to consider the type of data present. For example if trying to classify images of people standing up, it probably wouldn’t make sense to rotate the images by a large extent. But since the PlanetFour dataset is made up of aerial images, any range of rotations, horizontal and vertical flips all make sense. The data augmentation was updated.

train\_transform = transforms.Compose([

transforms.RandomHorizontalFlip(),

transforms.RandomVerticalFlip(),

transforms.RandomRotation(180),

transforms.ToTensor(),

transforms.Normalize((0.4914, 0.4822, 0.4465), (0.2023, 0.1994, 0.2010))

])

valid\_transform = transforms.Compose([

transforms.ToTensor(),

transforms.Normalize((0.4914, 0.4822, 0.4465), (0.2023, 0.1994, 0.2010))

])

And a new model was trained for 35 epochs as it was expected that convergence would be slower.
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Figure 2.2.2c - loss and accuracy plots of CNN with additional data augmentation

Figure 2.2.2c shows the loss and accuracy curves for this experiment. Adding additional data augmentation made training the model take more epochs. Overfitting was further reduced and the best model so far was produced at epoch 34 with fan=81.1%, blotch=83.5%, both=67.7%.

### 2.2.3 Conclusion

It proved difficult to increase the accuracy over the baseline model and only marginal gains were made here. However it was possible to reduce overfitting by changing the optimiser to Adam and by increasing the number of training samples with data augmentation. If there were more time and resources to work on this exercise I would add even more data augmentation (e.g. contrast, zoom) and train for a large number of epochs. Additionally I would have added a dropout layer between the last layer of ResNet 50 and the new dense layer. This would provide some regularisation but it would be expected that even more epochs would be needed to converge.

# Appendix

## Appendix A - sensor\_starter.ipynb

|  |
| --- |
| import os  import pandas as pd  import numpy as np  from pathlib import Path  import sklearn.metrics as metrics  import matplotlib.pyplot as plt  from sklearn.linear\_model import LogisticRegression  from sklearn import svm  from sklearn import tree  from sklearn.ensemble import RandomForestClassifier  from sklearn.preprocessing import StandardScaler  from sklearn.impute import SimpleImputer  from sklearn.naive\_bayes import GaussianNB  from sklearn.ensemble import VotingClassifier  from google.colab import drive, files  ## Location of the .csv.gz files  drive.mount("/content/gdrive", force\_remount=True)  data\_dir = '/content/gdrive/MyDrive/Data-Analysis-&-Machine-Learning/data/ExtraSensory/ExtraSensory.per\_uuid\_features\_labels'  users = os.listdir(data\_dir)  print(users)  ## Some utility functions  The first one loads a pandas dataframe given a user UUID. The second one extracts specified feature columns $X$ and target column $y$ from a dataframe and converts these to numpy.  def get\_user\_id(user):  return user.split(".")[0]  def load\_data\_for\_user(uuid):  return pd.read\_csv(data\_dir + "/" + (uuid + '.features\_labels.csv.gz'))  def get\_features\_and\_target(df, feature\_names, target\_name):    # select out features and target columns and convert to numpy  X = df[feature\_names].to\_numpy()  y = df[target\_name].to\_numpy()    # remove examples with no label  has\_label = ~np.isnan(y)  X = X[has\_label,:]  y = y[has\_label]  return X, y  ## Load in some data  Load in the data for a user and display the first few rows of the dataframe  df = load\_data\_for\_user('0A986513-7828-4D53-AA1F-E02D6DF9561B')  # df = load\_data\_for\_user(get\_user\_id(users[-1]))  df.head()  ## What columns are available?  print(df.columns.to\_list())  print(len(df.columns.to\_list()))  ## Feature selection  The columns that start with `label:` correspond to potential y values. Let's look at using the accelerometer features. These start with `raw\_acc:` and `watch\_acceleration:`  # acc\_sensors = [s for s in df.columns if  # s.startswith('raw\_acc:') or  # s.startswith('watch\_acceleration:')]  # # target\_column = 'label:FIX\_walking'  # target\_column = 'label:FIX\_walking'  ## Extract our training data  X\_train, y\_train = get\_features\_and\_target(df, acc\_sensors, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  ## Preprocessing  We want to make the learning problem easier by making all columns have a mean of zero and a standard deviation of one. There are also lots of missing values in this dataset. We'll use mean imputation here to get rid of them. Since our data is scaled to have zero mean, this will just zero out missing values.  scaler = StandardScaler()  imputer = SimpleImputer(strategy='mean')  X\_train = scaler.fit\_transform(X\_train)  X\_train = imputer.fit\_transform(X\_train)  ## Fitting a model  Let's fit a logistic regression model to this user. We can then test it's predictive power on a different user  clf = LogisticRegression(solver='liblinear', max\_iter=1000, C=1.0)  clf.fit(X\_train, y\_train)  ## Training accuracy  Let's see the accuracy on the training set. The score function can be used to do this:  print(f'Training accuracy: {clf.score(X\_train, y\_train):0.4f}')  Looks like the model can fit the training data reasonably well anyway. But this says nothing about how well it will generalize to new data. The dataset is also unbalanced, so this figure may be misleading. How accurate would we be if we just predicted zero each time?  1 - y\_train.sum() / y\_train.shape[0]  Oh wow. Our model may not be that great after all. Let's try to calculate balanced accuracy, which should better reflect how well the model does on the training data  y\_pred = clf.predict(X\_train)  print(f'Balanced accuracy (train): {metrics.balanced\_accuracy\_score(y\_train, y\_pred):0.4f}')  ## Testing the model  Ok, it seems our model has fit the training data well. How well does it perform on unseen test data? Let's load the data in for a different user.  df\_test = load\_data\_for\_user('11B5EC4D-4133-4289-B475-4E737182A406')  X\_test, y\_test = get\_features\_and\_target(df\_test, acc\_sensors, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  We also need to preprocess as before. \*\*Note\*\*: we are using the scaler and imputer fit to the training data here. It's very important that you do not call `fit` or `fit\_transform` here! Think about why.  X\_test = imputer.transform(scaler.transform(X\_test))  ## Test accuracy  print(f'Test accuracy: {clf.score(X\_test, y\_test):0.4f}')  y\_pred = clf.predict(X\_test)  print(f'Balanced accuracy (train): {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')  # Improving the test set  # Train models and return list of accuracies for n users  def get\_accuracies(model, test\_dfs):  accuracies = []  bal\_accuracies = []  for df in test\_dfs:  X\_test, y\_test = get\_features\_and\_target(df, acc\_sensors, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  X\_test = imputer.transform(scaler.transform(X\_test))  print(f'Test accuracy: {clf.score(X\_test, y\_test):0.4f}')  y\_pred = clf.predict(X\_test)  print(f'Balanced accuracy (train): {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')  accuracies.append(clf.score(X\_test, y\_test))  bal\_accuracies.append(metrics.balanced\_accuracy\_score(y\_test, y\_pred))  return accuracies, bal\_accuracies  test\_dfs = []  for user in users[:5]:  test\_dfs.append(load\_data\_for\_user(get\_user\_id(user)))  accuracies, bal\_accuracies = get\_accuracies(clf, test\_dfs)  # Show mean and variance of accuracies for 5 test sets with 1 user  print()  print("Evaluation of accuracies of 5x1 test sets")  print(f"Mean: {np.mean(accuracies):0.6f}")  print(f"Variance: {np.var(accuracies):0.6f}")  print("\nEvaluation of balanced accuracies of 5x1 test sets")  print(f"Mean: {np.mean(bal\_accuracies):0.6f}")  print(f"Variance: {np.var(bal\_accuracies):0.6f}")  def build\_test\_set(users, slice\_start, slice\_end):  dfs = []  for user in users[slice\_start:slice\_end]:  df = load\_data\_for\_user(user.split(".")[0])  dfs.append(df)  return pd.concat(dfs)  def test\_model(model, test\_set):  X\_test, y\_test = get\_features\_and\_target(test\_set, acc\_sensors, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  X\_test = imputer.transform(scaler.transform(X\_test))  print(f'Test accuracy: {model.score(X\_test, y\_test):0.4f}')  y\_pred = model.predict(X\_test)  print(f'Balanced accuracy: {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')  # print(f'F1 score: {metrics.f1\_score(y\_test, y\_pred):0.4f}')  # Build 5 different test sets to demonstrate mean and variance of accuracy on larger sets  test\_set1 = build\_test\_set(users, 5, 10)  test\_set2 = build\_test\_set(users, 10, 15)  test\_set3 = build\_test\_set(users, 15, 20)  test\_set4 = build\_test\_set(users, 20, 25)  test\_set5 = build\_test\_set(users, 25, 30)  dfs = [test\_set1, test\_set2, test\_set3, test\_set4, test\_set5]  accuracies, bal\_accuracies = get\_accuracies(clf, dfs)  # Show mean and variance of accuracies for 5 test sets with 5 users  print()  print("Evaluation of accuracies of 5x5 test sets")  print(f"Mean: {np.mean(accuracies):0.6f}")  print(f"Variance: {np.var(accuracies):0.6f}")  print("\nEvaluation of balanced accuracies of 5x5 test sets")  print(f"Mean: {np.mean(bal\_accuracies):0.6f}")  print(f"Variance: {np.var(bal\_accuracies):0.6f}")  # test\_model(clf, test\_set1)  ### Data Splitting  def split\_data(users, train\_split, val\_split):  n\_users = len(users)  n\_train = round(n\_users \* train\_split)  n\_val = round(n\_users \* val\_split)  n\_test = n\_users - n\_train - n\_val  print(f"Total samples in dataset: {n\_users}")  print(f"Samples in train set: {n\_train}")  print(f"Samples in validation set: {n\_val}")  print(f"Samples in test set: {n\_test}")  i = 0  train\_dfs = []  while i < n\_train:  df = load\_data\_for\_user(users[i].split(".")[0])  train\_dfs.append(df)  i+=1  val\_dfs = []  while i < n\_train + n\_val:  df = load\_data\_for\_user(users[i].split(".")[0])  val\_dfs.append(df)  i+=1  test\_dfs = []  while i < n\_train + n\_val + n\_test:  df = load\_data\_for\_user(users[i].split(".")[0])  test\_dfs.append(df)  i+=1  return pd.concat(train\_dfs), pd.concat(val\_dfs), pd.concat(test\_dfs)  train\_set, val\_set, test\_set = split\_data(users, 0.6, 0.2)  ### Model Selection  # Evaluate model with validation set  def evaluate\_model(model, val\_set, features, target\_column):  X\_test, y\_test = get\_features\_and\_target(val\_set, features, target\_column)  print(f'{y\_test.shape[0]} examples with {y\_test.sum()} positives')  X\_test = imputer.transform(scaler.transform(X\_test))  print(f'Validation accuracy: {model.score(X\_test, y\_test):0.4f}')  y\_pred = model.predict(X\_test)  print(f'Balanced accuracy: {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')  # Train logistic regression model  # It was found that reducing the C parameter increased the balanced accuracy and F1 score  def train\_lr\_model(train\_set, features, target\_column, C\_param):  X\_train, y\_train = get\_features\_and\_target(train\_set, features, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  scaler = StandardScaler()  imputer = SimpleImputer(strategy='mean')  X\_train = scaler.fit\_transform(X\_train)  X\_train = imputer.fit\_transform(X\_train)  model = LogisticRegression(solver='liblinear', max\_iter=1000, C=C\_param)  model.fit(X\_train, y\_train)  print(f'Training accuracy: {model.score(X\_train, y\_train):0.4f}')  return model  # Train decision tree model  def train\_dt\_model(train\_set, features, target\_column, max\_depth):  X\_train, y\_train = get\_features\_and\_target(train\_set, features, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  scaler = StandardScaler()  imputer = SimpleImputer(strategy='mean')  X\_train = scaler.fit\_transform(X\_train)  X\_train = imputer.fit\_transform(X\_train)  model = tree.DecisionTreeClassifier(max\_features="sqrt", max\_depth=max\_depth, min\_samples\_split=2)  model.fit(X\_train, y\_train)  print(f'Training accuracy: {model.score(X\_train, y\_train):0.4f}')  return model  # Train random forest model  def train\_rf\_model(train\_set, features, target\_column, n\_trees, max\_depth):  X\_train, y\_train = get\_features\_and\_target(train\_set, features, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  scaler = StandardScaler()  imputer = SimpleImputer(strategy='mean')  X\_train = scaler.fit\_transform(X\_train)  X\_train = imputer.fit\_transform(X\_train)  model = RandomForestClassifier(n\_estimators=n\_trees, max\_features="sqrt", max\_depth=max\_depth, min\_samples\_split=2, min\_samples\_leaf=2)  model.fit(X\_train, y\_train)  print(f'Training accuracy: {model.score(X\_train, y\_train):0.4f}')  return model  # Train naive bayes model  def train\_nb\_model(train\_set, features, target\_column):  X\_train, y\_train = get\_features\_and\_target(train\_set, features, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  scaler = StandardScaler()  imputer = SimpleImputer(strategy='mean')  X\_train = scaler.fit\_transform(X\_train)  X\_train = imputer.fit\_transform(X\_train)  model = GaussianNB()  model.fit(X\_train, y\_train)  print(f'Training accuracy: {model.score(X\_train, y\_train):0.4f}')  return model  # Train and evaluate logistic regression model  features = [s for s in train\_set.columns if  s.startswith('raw\_acc:') or  s.startswith('watch\_acceleration:')]  target\_column = 'label:BICYCLING'  print("Logistic Regression")  print("Fitting model...")  model\_lr = train\_lr\_model(train\_set, features, target\_column, 0.01)  print("\nEvaluating model...")  evaluate\_model(model\_lr, val\_set, features, target\_column)  print("Decision Tree")  print("Fitting model...")  model\_dt = train\_dt\_model(train\_set, features, target\_column, 10)  print("\nEvaluating model...")  evaluate\_model(model\_dt, val\_set, features, target\_column)  print("Random Forest")  print("Fitting model...")  model\_rf = train\_rf\_model(train\_set, features, target\_column, 50, 10)  print("\nEvaluating model...")  evaluate\_model(model\_rf, val\_set, features, target\_column)  print("Gaussian Naive Bayes")  print("Fitting model...")  model\_nb = train\_nb\_model(train\_set, features, target\_column)  print("\nEvaluating model...")  evaluate\_model(model\_nb, val\_set, features, target\_column)  def get\_model\_perf(model, test\_set, features, target\_column):  X\_test, y\_test = get\_features\_and\_target(test\_set, features, target\_column)  print(f'{y\_train.shape[0]} examples with {y\_train.sum()} positives')  X\_test = imputer.transform(scaler.transform(X\_test))  print(f'Test accuracy: {model.score(X\_test, y\_test):0.4f}')  y\_pred = model.predict(X\_test)  print(f'Recall: {metrics.recall\_score(y\_test, y\_pred):0.4f}')  print(f'Precision: {metrics.precision\_score(y\_test, y\_pred):0.4f}')  print(f'Balanced accuracy: {metrics.balanced\_accuracy\_score(y\_test, y\_pred):0.4f}')  print(f'F1 score: {metrics.f1\_score(y\_test, y\_pred):0.4f}')  # print(metrics.confusion\_matrix(y\_test, y\_pred))  # print(metrics.classification\_report(y\_test, y\_pred, digits=3))  print("Testing Random Forest Classifier...")  get\_model\_perf(model\_rf, test\_set, features, target\_column)  print("Testing Naive Bayes Classifier...")  get\_model\_perf(model\_nb, test\_set, features, target\_column) |

## Appendix B - planetfour.ipynb

|  |
| --- |
| ## Planet four image classification  # !tar -xvf '/content/gdrive/MyDrive/ML/data/PlanetFour/planetfour.tar' -C '/content/gdrive/MyDrive/ML/data/PlanetFour/split/'  # !ls '/content/gdrive/MyDrive/ML/data/PlanetFour/split/planetfour'  #!ls '/content/gdrive/MyDrive/ML/data/PlanetFour/'  import numpy as np  import matplotlib.pyplot as plt  import pandas as pd  import os  import torch  import torch.nn.functional as F  import torch.nn as nn  import torch.optim as optim  import torchvision.transforms as transforms  import torchvision.models as models  import sklearn.metrics as metrics  import tqdm  from torch.utils.data import DataLoader  from torchvision.datasets.folder import pil\_loader  from pathlib import Path  from PIL import Image  from google.colab import drive, files  Change the device to "cpu" if you want to train on a CPU instead of a GPU.  device = 'cuda'  print(torch.cuda.device\_count())  print(torch.cuda.get\_device\_name())  drive.mount("/content/gdrive", force\_remount=True)  data\_dir = '/content/gdrive/MyDrive/ML/data/PlanetFour/split/planetfour'  # # Print num samples in each set  # train\_dir = f"{data\_dir}/train"  # valid\_dir = f"{data\_dir}/valid"  # test\_dir = f"{data\_dir}/test"  # print(f"Training samples: {len(os.listdir(train\_dir))}")  # print(f"Validation samples: {len(os.listdir(valid\_dir))}")  # print(f"Test samples: {len(os.listdir(test\_dir))}")  ## Dataset  Here we define a custom Dataset object for the Planet Four data. You can read more about this in the PyTorch documentation: https://pytorch.org/tutorials/beginner/basics/data\_tutorial.html  class PlanetFourDataset(object):  def \_\_init\_\_(self, split='train', transform=None, loader=pil\_loader):  super().\_\_init\_\_()  self.split = split  self.base\_dir = Path(data\_dir)  self.image\_dir = f"{self.base\_dir}/{self.split}"  self.labels\_file = f"{self.base\_dir}/{(split + '.csv')}"  self.labels\_df = pd.read\_csv(self.labels\_file)  self.transform = transform  self.loader = loader    def \_\_getitem\_\_(self, index):  row = self.labels\_df.iloc[index]  filename = f"{self.image\_dir}/{(row.tile\_id + '.jpg')}"  fans = int(row.fans)  blotches = int(row.blotches)  image = self.loader(str(filename))  if self.transform is not None:  image = self.transform(image)  return image, torch.tensor([fans, blotches], dtype=torch.float32)    def \_\_len\_\_(self):  return len(self.labels\_df)  ## Data augmentation  It is standard practice in deep learning to augment the training examples to prevent the network from overfitting. Here I use some standard augmentations such as randomly mirroring the images.  train\_transform = transforms.Compose([  transforms.RandomHorizontalFlip(),  transforms.RandomVerticalFlip(),  transforms.RandomRotation(180),  transforms.ToTensor(),  transforms.Normalize((0.4914, 0.4822, 0.4465), (0.2023, 0.1994, 0.2010))  ])  valid\_transform = transforms.Compose([  transforms.ToTensor(),  transforms.Normalize((0.4914, 0.4822, 0.4465), (0.2023, 0.1994, 0.2010))  ])  ## Data loaders  In PyTorch, the data loaders take care of spinning up threads to load batches of data into memory from the dataset object.  train\_set = PlanetFourDataset('train', transform=train\_transform)  valid\_set = PlanetFourDataset('valid', transform=train\_transform)  train\_loader = DataLoader(train\_set, batch\_size=64, shuffle=True)  valid\_loader = DataLoader(valid\_set, batch\_size=64, shuffle=False)  ## Load a pretrained model  Here we'll use ResNet50 model that has been pretrained on ImageNet and replace the final layer with a new one suited to our problem.  model = models.resnet50(pretrained=True)  model.fc = nn.Linear(2048, 2)  model.to(device);  ## Loss  Images can contain fans, blotches, both, or neither. You could treat this as a four class softmax problem, or two binary classification problems. Here I take the latter approach and use a binary cross entropy loss.  criterion = nn.BCEWithLogitsLoss()  ## Optimizer  Stochastic gradient descent with momentum  # optimizer = optim.SGD(model.parameters(), lr=0.001, momentum=0.9, weight\_decay=1e-4)  optimizer = optim.Adam(model.parameters())  ## Training and validation functions  avg\_train\_losses = []  avg\_valid\_losses = []  valid\_accuracies = []  def train\_for\_epoch(optimizer):  model.train()  train\_losses = []  for batch, target in tqdm.tqdm(train\_loader):  # data to GPU  batch = batch.to(device)  target = target.to(device)  # reset optimizer  optimizer.zero\_grad()  # forward pass  predictions = model(batch)  #breakpoint()  # calculate loss  loss = criterion(predictions, target)  # backward pass  loss.backward()  # parameter update  optimizer.step()  # track loss  train\_losses.append(float(loss.item()))  train\_losses = np.array(train\_losses)  return train\_losses  def validate():  model.eval()  valid\_losses = []  y\_true, y\_prob = [], []  with torch.no\_grad():  for batch, target in valid\_loader:  # move data to the device  batch = batch.to(device)  target = target.to(device)  # make predictions  predictions = model(batch)  # calculate loss  loss = criterion(predictions, target)    # logits -> probabilities  torch.sigmoid\_(predictions)  # track losses and predictions  valid\_losses.append(float(loss.item()))  y\_true.extend(target.cpu().numpy())  y\_prob.extend(predictions.cpu().numpy())    y\_true = np.array(y\_true)  y\_prob = np.array(y\_prob)  y\_pred = y\_prob > 0.5  valid\_losses = np.array(valid\_losses)  # calculate validation accuracy from y\_true and y\_pred  fan\_accuracy = metrics.accuracy\_score(y\_true[:,0], y\_pred[:,0])  blotch\_accuracy = metrics.accuracy\_score(y\_true[:,1], y\_pred[:,1])  exact\_accuracy = np.all(y\_true == y\_pred, axis=1).mean()  # calculate the mean validation loss  valid\_loss = valid\_losses.mean()  return valid\_loss, fan\_accuracy, blotch\_accuracy, exact\_accuracy  def train(epochs, first\_epoch=1):  for epoch in range(first\_epoch, epochs+first\_epoch):  # train  train\_loss = train\_for\_epoch(optimizer)  # validation  valid\_loss, fan\_accuracy, blotch\_accuracy, both\_accuracy = validate()  print(f'[{epoch:02d}] train loss: {train\_loss.mean():0.04f} '  f'valid loss: {valid\_loss:0.04f} ',  f'fan acc: {fan\_accuracy:0.04f} ',  f'blotch acc: {blotch\_accuracy:0.04f} ',  f'both acc: {both\_accuracy:0.04f}'  )    # update learning curves  avg\_train\_losses.append(train\_loss.mean())  avg\_valid\_losses.append(valid\_loss)  valid\_accuracies.append((fan\_accuracy, blotch\_accuracy, both\_accuracy))    # save checkpoint  torch.save(model, f'/content/gdrive/MyDrive/ML/data/PlanetFour/checkpoints/baseline\_{epoch:03d}.pkl')  ## Constant classifier accuracy  Evaluate how accurate would a $f(x) = \text{"most common class"}$ classifier be?  def constant\_clf\_accuracy():  y\_true, y\_pred = [], []  with torch.no\_grad():  for \_, target in valid\_loader:  y\_true.extend(target.cpu().numpy())  y\_pred.extend(np.ones((target.shape[0], 2), dtype=np.float32))    y\_true = np.array(y\_true)  y\_pred = np.array(y\_pred)    # calculate validation accuracy from y\_true and y\_pred  f = metrics.accuracy\_score(y\_true[:,0], y\_pred[:,0])  b = metrics.accuracy\_score(y\_true[:,1], y\_pred[:,1])  t = np.all(y\_true == y\_pred, axis=1).mean()  print(f'fan: {f} blotch: {b} both: {t}')  constant\_clf\_accuracy()  ## Train the model  Call the ``train(n)`` function to train for ``n`` epochs.  train(5)  ### Plot loss and accuracy  def plot\_loss(avg\_train\_losses, avg\_valid\_losses):  validation\_losses = pd.DataFrame(avg\_valid\_losses)  training\_losses = pd.DataFrame(avg\_train\_losses)  plt.plot(validation\_losses)  plt.plot(training\_losses)  plt.ylabel("loss")  plt.xlabel("epoch")  plt.legend(["validation", "training"])  plt.show()  def plot\_accuracy(valid\_accuracies):  accuracies = pd.DataFrame(valid\_accuracies)  plt.plot(accuracies)  plt.ylabel("accuracy")  plt.xlabel("epoch")  plt.legend(["fan", "blotch", "both"])  plt.show()  plot\_loss(avg\_train\_losses, avg\_valid\_losses)  plot\_accuracy(valid\_accuracies) |