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# Static Single Assignment Form: Brief History and Analysis

## Abstract

This document explores several original thesis documents by the progenitors(?) of *static single assignment form*, some devising the algorithm, some improving it, and others demonstrating its effectiveness in code optimization problems. Static single assignment (SSA) form is a type of intermediate representation that's used to streamline a variety of code optimization algorithms, including but not limited to constant propagation and dead code elimination. This paper looks at Kildall's simple constant propagation as an introduction to a common code optimization problem, then introduces the first thesis ever to demonstrate SSA form, and then some of the algorithmic improvements made by other researchers years after. The last section is a brief analysis of Wegman and Zadeck's sparse conditional constant propagation algorithm, which uses SSA form to improve on Kildall's original algorithm. Read this as a report that gleans a basic understanding of what is contained in these theses. It goes into depth on a number of data structures: lattices, control flow graphs, value graphs, dominance frontiers, dominator trees, and def-use chains.

## Introduction

Static single assignment form is a type of intermediate representation that is used to make code optimization simpler to compute. Called SSA form, it focuses on eliminating the complexity that is introduced to a program when multiple loads and stores are called on the same memory binding. In a way, IR code using SSA form reinterprets a program as a pure functional program, replacing each assignment to each variable in the original code with a unique immutable constant to which a value can be assigned only once.

A precursor to SSA form, and one that helps gain a beginner’s understanding of how it and some of the following algorithms work, is Kildall's lattice framework for dataflow analysis. It helps introduce the problem of constant propagation, which SSA form can be used to improve drastically, as we’ll see in Wegman et al. Alpern's thesis will introduce the basic of idea of SSA form itself, followed by some algorithmic improvements, once by Cytron et al. and then by Aycock and Horspool; and last, Wegman’s algorithm.

## Kildall's Lattice-theoretic Framework

In 1976, Kildall submitted a generalized algorithm for use in dataflow analysis problems. By this time, algorithms had been developed for a number of different code optimization problems, including constant propagation, which eliminates common subexpressions and redundant load operations, and live variable analysis (called “live expression” analysis in Kildall’s text) (Kildall 194).

Horwitz provides a detailed explanation of Kildall's algorithm that focuses on an example of its use in connection with constant propagation and live variable analysis. This paper will focus on the constant propagation algorithm. This section follows Kildall’s work, but Horwitz was used for clarification.

### Theory

In his paper, Kildall describes a program's code in the form of a single data set and a sequence of statements that each change the elements in the data set. Kildall effectively identifies what most dataflow problems have in common and breaks it up into four axioms:

Axiom 1. The variables in a program together form a program state which is subject to change over the program's course, written as an ordered tuple,

*D* ≔ (*d*1 , *d*2 , *d*3 , … , *dm*) (1)

where *m* is the number of variables in the program.

Axiom 2. The facts that need to be recorded for analysis, for each variable in the program, belong to a domain of values that form a partially ordered set.

[ ∀*d* ∈ *D* ]( *d* ∈ *S* ) (2)

[ ∀*D* ]( *D* ∈ *Sm* ) (3)

*S* ≔ { ⊤, *s*1 , *s*2 , *s*3 , … , *sn* , ⊥ } (4)

⊤ ≺ *s*1 ⪯ *s*2 ⪯ *s*3 ⪯ … ⪯ *sn* ≺ ⊥ (5)

⊤ ≔ an arbitrary *top* element, sometimes written as 0

⊥ ≔ an arbitrary *bottom* element, sometimes written as 1

Axiom 3. Each statement, or collection of statements, in the program is expected to change the program state in some way, and thus can be represented in the form of a function that maps from the domain of all program states to the domain of all program states.

[ ∀*k* ]( *fk* : *Sm* → *Sm* ) (6)

⟨ Line *k* : assign *vi* ≔ *cj* ⟩ ⇒ *fk*(*D*) ≔ (*D* − { (*vi* , \*) }) ∪ { (*vi* , *cj*) } (7)

Axiom 4. The convergence of two dataflow paths (e.g. the end of a branching statement), and thus two sets of facts, is resolved using a “meet” operation, which represents the least upper bound of two given values.

Points (2) and (4) above describe the properties of a lattice: a partially ordered set and a meet operation. In a partially ordered set (poset), any two elements have a partial ordering property (⪯), and in a lattice, every two values in the poset have a least upper bound that is also in the set. Given lattice *L*, poset *S*, and meet operation ⨅:

*L* ≔ (*S*, ⨅) (8)

[ ∀*x*, *y* ∈ *S* ]( ∃*w* ∈ *S* ∋ *w* = *x* ⨅ *y* ∧ *x* ⪯ *w* ∧ *y* ⪯ *w* ) (9)

For any *x* and *y* in *S*, there exists *w* in *S* such that *w* is the meet of *x* and *y*, and *w* is at least *x* and at least *y*.

[ ∀*x*, *y*, *w*, *z* ∈ *S* ]( *x* ⨅ *y* = *w* ∧ *x* ⨅ *y* = *z* ⇔ *w* = *z* ) (10)

The meet of any two elements is unique: only one element can be the least upper bound of two elements.

[ ∀*x* ∈ *S* ]( *x* ⨅ ⊤ = ⊤ ⨅ *x* = *x* ) (11)

[ ∀*x* ∈ *S* ]( *x* ⨅ ⊥ = ⊥ ⨅ *x* = ⊥ ) (12)

Arithmetic of lattice extrema; ⊤ is annihilated by all lattice elements in a meet; ⊥ annihilates all lattice elements in a meet.

If a lattice is “complete,” it also has a “join” operation, such that every two elements has a greatest lower bound as well as a least upper bound. The “join” operation (⨆) is a mathematical dual of the “meet” (⨅).

### Algorithm

Kildall starts by converting the program itself into a directed graph, in the vein of most previously explored dataflow algorithms at the time. This is called a control flow graph (*CFG*), given here as *CFG*(*P*), (i.e. the control flow graph of the program). Each individual code statement—namely, each statement that either branches the control flow or makes a change to a variable's value—is represented by a node in the graph, and the flow of control from one statement to the next is an edge in the graph.

| 1: *U* ← 10  2: *V* ← 20  3: while *P*  4: if *Q*  5: *U* ← *U* + 2  6: *V* ← *V* + 3  7: else  8: *U* ← *U* + 1  9: *V* ← *V* + 2  10: *U* ← 10 ∙ *U*  11: *V* ← 5 ∙ *V* |  |
| --- | --- |

F[igure 1](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_kildall_algorithm). The flowchart on the right represents the control flow graph of the program to the left. [Author’s note: All figures in this paper are original examples, made using zenflowchart.com.]

According to theory (provided by Horwitz), in order for Kildall’s algorithm to achieve a conservative solution (one that closely approximates the desired result), the dataflow functions used must be at least monotonic:

[ ∀*x*, *y* ∈ *S* ]( *x* ⪯ *y* ⇔ *fk*(*x*) ⪯ *fk*(*y*) ) (13)

This means that, for an optimistic problem like constant propagation, which assumes every binding to be constant until proven otherwise, a dataflow function cannot produce *more* constant variables than it receives, and for a pessimistic problem like live variable analysis, which assumes every binding to be dead until proven otherwise, a dataflow function cannot produce *fewer* live variables than it receives.

The ultimate goal, then, of a code-optimizing algorithm, using Kildall’s framework, is to find a meet-over-all-paths solution that represents the maximal fixed point solution. “Meet-over-all-paths” means that each node’s corresponding function has been applied to the program’s data set in control order exactly once, and the designated combining operation (typically the meet operation mentioned earlier) has been applied to all converging sets of data exactly once, so that each program statement has been visited by the algorithm exactly once (McKinley). A solution is “maximal” means that the solution contains all data points (e.g. constants or live variables, as this is what the optimizer is looking for) that can possibly be found in the program code, and the data set is at a “fixed point” means that the application of some function no longer has an effect on the data (e.g. iterating the algorithm will produce no more constants or live variables), and thus we’ve found all that this algorithm can possibly find (McKinley).

In order for the meet-over-all-paths solution (a run-through of the algorithm) to be guaranteed equivalent to the maximal fixed point solution (the ultimate goal of the algorithm), all dataflow functions must distribute over the meet operation (McKinley). If they do not necessarily distribute, then any application of a dataflow function could be seen as corrupting the output of all subsequent meet operations and thus decreasing the accuracy of the final result.

[ ∀*x*, *y* ∈ *S* ][ ∀*nk* ∈ *CFG*(*P*) ]( *fk*(*x* ⨅ *y*) = *fk*(*x*) ⨅ *fk*(*y*) ) (14)

For each node in the control flow graph of the program, the corresponding dataflow function distributes over the meet operation.

### Example: Constant Propagation

Constant propagation identifies all variables in a program that evaluate to constants at compile time. For this type of algorithm, each statement in the program is assigned a *before*-data set and an *after*-data set, meaning, what the data set looks like *before* and *after* the statement’s execution.

1: for each statement *nk* ∈ *CFG*(*P*)  
 2: *before*(*Dk*) ← ∅  
 3: *after*(*Dk*) ← ∅  
 4: for each statement *nk* ∈ *CFG*(*P*)

| 5: *before*(*Dk*) ← |  | *after*(*u*) |
| --- | --- | --- |

6: for each (*v*, *c*) ∈ *before*(*Dk*)  
 7: replace *v* with *c* in *RHS*(*nk*)  
 8: *after*(*Dk*) ← *before*(*Dk*)  
 9: for ⟨ *v* ← *LHS* ⟩ ∈ statement *nk*   
 10: *temp* ← *Evaluate*(*RHS*)  
 11: if ⊤ ≺ *temp* ≺ ⊥  
 12: *after*(*Dk*) ← (*after*(*Dk*) − { (*v*, \*) }) ∪ { (*v*, *temp*) }

Algorithm 1. Adapted from the notes by Horwitz on constant propagation.

Line 1: *CFG*(*P*) represents the control flow graph of the program *P*, which contains a node *nk* for each program statement, an additional entry node *n0*, and the control flow edges between them.

Line 5: The meet operation, applied over all of the current node’s predecessors. The ∏ represents an aggregate form of the *general* framework meet operation. Due to its optimistic approach, the particular operation for constant propagation is *set intersect.* Rather, if a variable has unmatching constant values across multiple sets, it’s ignored, because it’s not a constant. Conceptually, this is the same as assigning ⊥.

Lines 6–12: These lines represent the dataflow function *fk*: replace each *use* of a constant variable with its currently discovered constant value, then attempt to evaluate the right-hand side of the statement; if the evaluation successfully returns a constant (i.e. ⊤ ≺ *temp* ≺ ⊥, whereas ⊤ is undefined and ⊥ means *proven to vary* and thus not constant), then replace the current ordered pair (*v*, \*) with the new (*v*, *temp*).

Pseudocode Propagated Constants

1: *a* ← 18 *after*(*D*0) = { }  
 2: *b* ← 9 − (*a* / 3) *after*(*D*1) = { (*a*, 18) }  
 3: *c* ← *b* ∙ 4 *after*(*D*2) = { (*a*, 18), (*b*, 3) }  
 4: if *Q* *after*(*D*3) = { (*a*, 18), (*b*, 3), (*c*, 12) }  
 5: *c* ← *c* − 10 branch: *after*(*D*5) = { (*a*, 18), (*b*, 3), (*c*, 2) }  
 6: else  
 7: *c* ← *c* + 10 branch: *after*(*D*7) = { (*a*, 18), (*b*, 3), (*c*, 22) }  
 8: return *c* ∙ (60 / *a*) meet:

*before*(*D*8) = *after*(*D*5) ⨅ *after*(*D*7)  
 = { (*a*, 18), (*b*, 3), (*c*, 2) } ∩ { (*a*, 18), (*b*, 3), (*c*, 22) }  
 = { (*a*, 18), (*b*, 3) }  
 *after*(*D*8) = { (*a*, 18), (*b*, 3) }

Note: The above solution is a simplification of the ordered-tuple form of the solution, given in Axiom 1 of Kildall’s framework specifications:

Algorithm data Formal Kildall representation  
 *a* *b* *c*  
 ∅ ( ⊤, ⊤, ⊤ )

{ (*a*, 18), (*b*, 3) } ( 18, 3, ⊥ )

Kildall’s algorithm is naïve, namely in that it doesn’t take control logic into account. For instance, if the control predicate *Q* on Line 4 above were replaced with *c* < 10, Kildall’s algorithm would fail to notice that Line 7 would never execute and thus eliminate the meet conflict. For now, however, (18, 3, ⊥) is considered the maximal solution, since the naïve form of this algorithm doesn’t try to predict branch decisions. Later we’ll see a version of constant propagation that can detect dead branches.

### Analysis

Upon inspection, lines 4 and 6 are the source of the algorithm’s worst-case complexity, since it’s possible that Line 7 could run a total of *k* ∙ |*V*| times, *k* being the number of statements and *V* the set of variables in the program, and Line 7 could run a total of |*V*| code replacements each time it executes. This subsumes all other subprocesses in the algorithm in terms of complexity, making Kildall’s Simple Constant Propagation algorithm *O*(|*N*| ∙ |*V*|2), *N* being the set of nodes (or statements) in the program code. This confers with Wegman and Zadeck’s later analysis of the algorithm (Wegman 187).

## Alpern et al.'s Algorithm for Programatic Equivalence

In 1988, Alpern, Wegman, and Zadeck published a paper on “programmatic equivalence”. Their original intent was to introduce a method for identifying redundant code using a form of value numbering. In value numbering, unique names are given to individual assignments to variables, rather than to variables themselves. Wegman, Zadeck, and Barry Rosen would go on to formalize this algorithm in another paper the same year (“Global value numbers and redundant computations”), calling it the static single assignment form as it relates to intermediate representation. This paper will focus on the former thesis, which introduced the guiding concept.

### Value Numbering

In the value-numbering step of Alpern et al.’s algorithm, an index is applied to each instance of each variable according to how many times it has had a new value assigned to it, and all subsequent uses of the variable are replaced with the latest indexed name.

#### Example

| Pseudocode  1: *B* ← 5  2: *A* ← 10  3: *B* ← *A* + 3  4: *C* ← *B* ∙ 5  5: *D* ← (*A* ∙ 5) + 15  6: | Value-numbered Pseudocode  *B*1 ← 5 *A*1 ← 10 *B*2 ← *A*1 + 3 *C*1 ← *B*2 ∙ 5 *D*1 ← (*A*1 ∙ 5) + 15 |
| --- | --- |

According to Alpern et al., value numbering methods in use at the time of writing would have been based on symbolic equivalence, which would fail to detect instances where different code statements have equivalent evaluations (1). For instance, symbolic equivalence identifies that Line 1 is dead code, because value *B*1 is never used past that point in the program, but it fails to identify that *C*1 and *D*1 are equivalent by Line 6. Alpern et al.'s algorithm demonstrates how to determine this type of algorithmic equivalence using value numbering in a general dataflow problem.

Alpern et al.'s algorithm follows Kildall's except in the fact the program *CFG* is reduced to the point that the only edges in the graph are the ends of branching code. The nodes in this type of graph are referred to as basic blocks (2). A basic block in a *CFG* contains all contiguous statements not including branching edges.

| 1: *U* ← 10  2: *V* ← 20  3: while *P*  4: if *Q*  5: *U* ← *U* + 2  6: *V* ← *V* + 3  7: else  8: *U* ← *U* + 1  9: *V* ← *V* + 2  10: *U* ← 10 ∙ *U*  11: *V* ← 5 ∙ *V* |  |
| --- | --- |

F[igure 2](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_alpern_value_numbering_example). The same program from [Figure 1](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_kildall_algorithm) and its control flow graph to the right. Ignoring the *Entry* and *Exit* nodes, the graph is irreducible: it contains only basic blocks, which means all edges are branching edges. Note that edges converge at the end of the if-statement at Node F and at the top of the while-statement at Node B. This is where join points are located.

When a node in the *CFG* has multiple predecessors, it's labeled a join node (2). This shouldn’t be confused with the “join” in Kildall’s framework. In Kildall, *meet* operations occur at nodes that have multiple predecessors and *join* operations typically occur at nodes that have multiple successors, but in theory, which operation occurs where, depends not on the properties of the nodes themselves but on the lattice values in the data set (Horwitz).

### Phi Functions

Notice in the graph in [Figure 2](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_alpern_value_numbering_example), nodes D and E introduce conflict for variables *U* and *V*. The node that follows them, Node F, uses both *U* and *V*, but which versions of each cannot be determined. If *Q* evaluates to True, then the assignments in Node D will be used in Node F, but if *Q* evaluates to False, then the assignments in Node E will be used instead. Alpern et al. resolve this with the use of a *ϕ*-function:

*a*3 ← *ϕ*(*a*1 , *a*2)

The above statement means that, if control reaches this statement from the first branch (whichever branch is the first branch), then assign the value in *a*1 to *a*3, else assign *a*2 to *a*3. As coming examples will show, the node conflicts which *ϕ*-function are being used to resolve seem to occur exclusively as the result of a conditional construct, such as if and while, so Alpern et al. use a variant of the *ϕ*-function that includes the control predicate as its first argument:

*a*3 ← *ϕ*(*Q*, *a*1 , *a*2)

and has the meaning that, if *Q* evaluates to True, then assign the value in *a*1 to *a*3, else assign *a*2 to *a*3, implying that control would have to reach this statement from the “True”-branch in order for *a*3 to be assigned *a*1’s value, etc (3).

| 1: *U*1 ← 10  2: *V*1 ← 20  2a: *U*2 ← *U*1   2b: *V*2 ← *V*1  3: while *P*  4: if *Q*  5: *U*3 ← *U*2 + 2  6: *V*3 ← *V*2 + 3  7: else  8: *U*4 ← *U*2 + 1  9: *V*4 ← *V*2 + 2  9a: *U*5 ← *ϕ*(*Q*, *U*3 , *U*4)  9b: *V*5 ← *ϕ*(*Q*, *V*3 , *V*4)  10: *U*6 ← 10 ∙ *U*5   11: *V*6 ← 5 ∙ *V*5  11a: *U*2 ← *ϕ*(*P*, *U*1 , *U*6)  11b: *V*2 ← *ϕ*(*P*, *V*1 , *V*6) |  |
| --- | --- |

F[igure 3](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_alpern_phi_functions). The same program from [Figure 1](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_kildall_algorithm) in static single assignment form and its control flow graph to the right. Value-numbering conflicts are temporarily resolved using *ϕ*-functions in the added lines (2a, 2b, 9a, 9b, 11a, and 11b).

### Value Graphs

The goal of Alpern et al.’s thesis was to show how static single assignment form reveals algorithmic equivalence, which is a necessary step to detect redundant code statements (4). To fully accomplish this, they introduce value graphs: for each static-single-assigned value in the IR code, construct a graph that will propagate over a traversal of the *CFG*. Whenever a value is assigned to a variable, add the value to the variable’s value graph in the form of a syntax tree. (Since the *CFG* is in SSA form, this is expected to happen only once per variable.) Each node in the graph represents a function with a directed edge to each of its arguments. This includes the assignment operation. For example, the complete value graph of the statements ⟨ *x* ← *y* + 9 ⟩ and ⟨ *y* ← 2*y* ⟩ would be written as  
{ (*x* → add), (add → *y*), (add → 9), (*y* → mult), (mult → 2), (mult → *y*) } .

If two different value graphs at the *same point* in the program code are *congruent*, then the corresponding values are determined to be equivalent (4). This process can be used to resolve *ϕ*-functions completely, which up to this point in the algorithm have acted as placeholders for value-numbering conflicts.

|  |  |
| --- | --- |

F[igure 4](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_alpern_value_graphs). Value graph representations of *U5* and *V5* from [Figure 3](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_alpern_phi_functions) at Line 10 in the program code. Each node is treated as a function and points to its arguments. (Each value name is treated as a function of its assigned value.) In this example, *U5* and *V5* have very similar value graphs. Notice the subgraphs for *U3* and *V3*. If Line 6 were changed to ⟨ *V*3 ← *V*2 + 2 ⟩ in the program code in [Figure 3](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_alpern_phi_functions), then their value graphs would be congruent, and since they occur in the same basic block, *U3* could replace all uses of *V3* in the IR code.

Redundant code elimination isn’t the only code optimization problem improved by the use of SSA form. Later research would discover its general benefits in the field of code optimization, particularly, as we’ll see later, in constant propagation (Cytron 452).

## Cytron, Ferrante, Rosen, and Wegman: Minimal SSA Form

In 1991, Cytron et al. introduced their algorithms for more-robust and -efficient uses of SSA form, using the concept of control flow dominance (Cytron 457). In former SSA-building algorithms, a first step would be to add “trivial *ϕ*-functions” at each node for each variable in the program, and then going back later to remove the functions that have only one argument (e.g. ⟨ *a*3 ← *ϕ*(*a*3) ⟩) (459). Cytron et al. introduce minimal SSA form, which uses a minimal number of *ϕ*-functions, and pruned SSA form, which omits *ϕ*-functions of variables from join points where no use of those variables follow (459). Cytron et al. recommend minimal over pruned as the more efficient algorithm, when exact conflict resolution isn’t needed, and this paper only focuses on the former (459).

### Dominance Frontiers

Building minimal SSA form relies on the concept of a dominance frontier, which in turn relies on the concept of control flow dominance (455). In control flow dominance, a node in a control flow graph is said to dominate another when control must always cross the former node to reach the latter. The dominance frontier of a node, then, is the set of nodes only just beyond the nodes it dominates, rather, the immediate successors of its dominated nodes.

Given a *CFG* with nodes *X* and *Y,* if a node *X* appears on every path from Entry to *Y*, and only then, then *X* is said to dominate *Y*. Thus, in order to get to *Y*, control must flow through each of its dominators. For theoretical purposes, nodes are allowed to dominate themselves, and all other dominators are called strict dominators.

*X* dom *Y* ⇔ [ ∀*p* ∈ *CFG* ∋ *p* : *n*0 → … → *Y* ]( *X* ∈ *p* ) (15)

*X* dominates *Y* means that *X* appears on every path in the *CFG* from the root to *Y*. Control cannot reach *Y* without passing through each of its dominators.

[ ∀*X* ]( *X* dom *X* ) (16)

Domination is reflexive.

*X* dom *Y* ∧ *Y* dom *Z* ⇒ *X* dom *Z* (17)

Domination is transitive.

*X* domm *Y* ⇔ *X* dom *Y* ∧ *X* ≠ *Y* (18)

*X* strictly dominates *Y* means that *X* dominates *Y*, and *X* is not *Y*.

*DF*(*X*) = { *Y* | ( ∃*P* ∈ *Pred*(*Y*) )( *X* dom *P* ∧ ¬( *X* domm *Y* ) ) } (19)

The dominance frontier of a node *X* is the set of all nodes, *Y*, such that *X* dominates some predecessor of *Y* but does not strictly dominate *Y*. In other words, consider all the nodes *X* dominates; *Y* is in the *frontier* of one of those nodes.

### Cytron et al.’s Theorem

The crux of Cytron’s article is in proving that finding the dominance frontier of a control flow node is equivalent to finding its join points (467). The proof is not straightforward but can be described intuitively.
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[Figure 5](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_cytron_theorem). Intuition for Cytron et al.'s theorm.

In the figure above, Node C dominates D, because control must flow through C in order to reach D, and, in principle, node D dominates itself. Node E immediately follows these nodes, putting it in the frontier of the nodes dominated by C and D (and B for the same reasons), but control does not necessarily pass through C or D to reach E. Thus, E is in the dominance frontier of nodes B, C, and D.

Likewise, Node E dominates F, and F dominates F, but neither dominates A, because control could pass from F back up to A or continue down from F to G. Thus, A is in the dominance frontier of both E and F.

Cytron et al.'s theorem states that this relationship only ever occurs at join points. In a control flow graph, a node's dominance frontier is equivalent to its join point with another node, and finding the dominance frontier is a fast way of detecting this relationship.

### Cytron et al.’s Algorithm

Cytron et al.’s algorithm uses a dominator tree, which identifies the dominance relations of all the nodes in the *CFG*. In their own literature, the words *predecessor*, *successor*, and *path* always refer to the *CFG*. The words *parent*, *child*, *ancestor*, and *descendant* always refer to the dominator tree (464). This can be confusing to a reader who’s not paying attention. The parts of the algorithm that mention a node’s “children” imply that the dominance relations in the *CFG* have already been established and recorded in a separate data structure.
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│

├───*B*

│

├───*C*

│ │

│ └───*D*

│

└───*E*

│

└───*F*

│  
 └───*G*

[Figure 6](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#figur_cytron_algorithm). The dominator tree of the *CFG* example in [Figure 5](https://docs.google.com/document/d/1KTWO-wu2lIGD3O7uoYOC-RU7981JTdSNzg4hud2LEMY/edit#fig_cytron_theorem). Each node indicates which nodes it dominates in the *CFG* by branching down to them in the tree.

By the time of Cytron’s writing, algorithms for building dominator trees had been developed which run in near-linear and linear times, but neither algorithm is straightforward (464). Cytron et al. only mention them in passing. This is to show that detecting dominance relations was a simple matter at the time and wouldn’t contribute significantly to the algorithm’s complexity (at least, for large programs).

The subroutine used to build the dominance frontier, for some node in a *CFG*, starts by considering all nodes that immediately follow the node itself, then recurses over its children in the readily constructed dominator tree (465).
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Due to the reflexive property of domination, any successor that *X* does not dominate is in the dominance frontier.
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Due to the transitive property of domination, the dominance frontier of nodes that *X* does strictly dominate may also contribute to the dominance frontier. The function *idom* refers to the immediate dominator. Strict dominance is the transitive closure of immediate dominance.

#### Pseudocode

1: *DF*(*X:* node in *CFG*):  
 2: *S* ← ∅  
 3: for each node *Y* ∈ *Succ*(*X*) {{ *DFlocal* }}  
 4: if *idom*(*Y*) ≠ *X*  
 5: *S* ← *S* { *Y* }  
 6: for each node *Z* ∈ *Children*(*X*) {{ *DFup* }}  
 7: for each *Y* ∈ *DF*(*Z*)  
 8: if *idom*(*Y*) ≠ *X*  
 9: *S* ← *S* { *Y* }  
 10: return *S*

11: *PlacePhiFunctions*(*CFG*):  
 12: for each node *X* ∈ *CFG*  
 13: *HasPhiAlready*(*X*) ← 0  
 14: *LastWorklisted*(*X*) ← 0  
 15: *W* ← ∅  
 17: for each variable *V*, by number *k*  
 19: for each node *X* ∈ *CFG* that has assignments to *V*  
 20: *W* ← *W* { *X* }  
 21: *LastWorklisted*(*X*) ← *k*  
 22: while *W* ≠ ∅  
 23: take *X* from *W*  
 24: for each *Y* ∈ *DF*(*X*)  
 25: if *HasPhiAlready*(*Y*) < *k*  
 **26: place ⟨ *V* ← *ϕ*( ) ⟩ at *Y* {{ The operative line. }}**  
 27: *HasPhiAlready*(*Y*) ← *k*  
 28: if *LastWorklisted*(*Y*) < *k*  
 29: *W* ← *W* { *Y* }  
 30: *LastWorklisted*(*Y*) ← *k*

Algorithms 2 and 3. Adapted from Cytron et al., pages 466 and 470, respectively.

#### Analysis

With the use of dominance frontiers, the work of finding appropriate *ϕ*-function placements in SSA form is made slightly faster. Cytron et al. point out that Line 23 will execute as many times as there are assignment statements in the program (*Atot*), including any statements added to the IR by Line 26 (Cytron 471). Then, for each time a node *X* is taken from the worklist, every node in *DF*(*X*) is polled. Thus, the operative line is expected to execute a total number of times equivalent to

[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABfgAAAFECAMAAABMJ6/BAAADAFBMVEVHcEwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADR7hC8AAAACnRSTlMAGNZMkrtuMu+rdCwyVwAAOWVJREFUeF7tnemirKgOhZ1q2Pf9n7VPDQ5XEBSVMKgoluv70b1PlaUIIYQQQpqEJE2f04/ip3pPPwEAgF+imH6wKfl9+skJyKYfAADATwEtNyNNp58AAMAvEVbx36YfnIJ8+gEAAPwSYRX/OQnr/gIAgIOB4p+TweQHAPwyYRX/Z/rBOWimHwAAwA8ReCGzIMN63vX0k9WwZ5Xsj9Zir5NbWSX3heMaIjoBAD9MYMWfZFQg//c7/SQM6b3MkzqtqHJoaf5NPwEAgJ8htOJP/6afSMqd/UDtCJA66/9/8PYAAH6W4OuYNRUjk2XV9KOwVE1dN9+sLr9UkQaa7R1RAAAQCcEVf9OQj9hZ8XdUFdf+FVkqTsrXCgAA4BcJ7epJDG7+Yz3pj6qmCpbs74gCAIDdMBu+20Dt303TQ2x+QWv5l+mH8vp84OQHAPwqeyj+lAqqzI52qFSk7i/2XoEAAIC9oHTyltDW8w6OJgvNp35ri7dHxQAAwBHsYfEnVU5o+CKG6JmmLDUL0FjeBQD8KnONF4Kcsp/zWmtu701dNrNkzDGMSQAAEIB9FH9FuvmLSAzremb1w+QHAPwo+yj+pKq0S6gJW1+dfnIQdVmMjP5jY44AACAYOyn+9kFTV4ogCjd/R5mNInzoNWkAADgzuyn+hjL5I3HzM6pGdUkV8RQMAAA2ZD/FP/Wh98QUMV+pRn8OLz8A4BehtPH21JSbP02icfYwo38YoLC8CwD4SfZT/HTqhjyqZdR6cPfEs/wAAADbsafiJ2M6d8/QbKTK5I5imPwAgF9kT8VfjeMlFeIKoKlk8CkiOgEAv8ieij8pKTd/Ecs+LokoaFwDEgAAbMKuip8+/Dw627rT/IjoBAD8IPsqfjp1w+EZmqd0mh/LuwCA32NfxZ9U5AOjSd0g4VuNEcofM+ntnkc2U+y435LYxNlEenvmUcVXHM4vS1bX2pQeDkVzgtQNHV1G0dhKBQbujzyto+yeWZHncSoOLbdbksYVWXcwPy1ZXWvvrfhPkbqBU9WspPl3+jmIhOKWJK84Z2QN61uxLVvR8LOnS5g4kt+WrK6191f8p0jdwOhKuq6SQTBu97Z3xmUrDGTtdDE7y2wx5Tsro1tlO4zflizR2pQWDgeduiE2Nz8vKSI64yR78EMUph9HAp8u5mv65448uFMTFr/gxyVLtDYVZRMQskqfxIhwGGxsfO4/NAbj/vxfRiyxnI2MTVgbUpQOp3q3/7nHJtDAzkUk6wi1xp3nOmILLaiYs2fF4BoZxS2Nb6vcMnjvfMe8/sIzfK+xzPaj4NZffYaihufnJUu09gEWf1J9pp9IZgffHkz5as3+yMq0mMed/ZfZC6eH984yLithCvcRrrfMwK5cRrKOsPgNbv6YMjQzbtnvmPxdPFURszHjyB/zwX1if5GSda64Ms/qgcXfcwHJOtDiN7j52YJ6THxakz+yIi3lzsO42OB6dniuvyZ+l9W3FZ6kOMS0Aou4kGQRpndgmpJ6bpHG5Ytg5byTrqkTkVI1fjr4JPflZ5+m6bOdTPJ2FN2lr44yqdjgniWvGyl6BTOT2id2gpDLX3c/zZLmn3rxQMPsqgdfjftReMX4UH/aCqkWbtm519SRHj58G8pUvpJkHWX/3agm9Kz34GTP6Iq0iD/Z0m9K7E9C/mD/9ZT5wmXa9qFMve6RBv4Rioz/sH4T38bCg2us7wIHx2JH8ytbELu9+GlTiOa6hmSJ1t6qLn0pu4wIc55kJR1D/d/0k1Py6Ef4lRu+j6bbf+IrJOuG7sVz6qppqz1LF3TPc7C4Wp+t7vf2US9uhil3rW6/lmQR6jc4dKDsfXFlAJoF5lyc8Pyu3vvpncScVETkFwJ6kx+fLEa3P2UznKqV4Pk4YPdoh1bvX0yylv9yJW9yjvSgpjdgMcoseZ2JcjSd1HgLSMnSrOZJfXuLJe4JrywzOJ6rf1mqd2a/Hl/TD5Pmy6bkd9KrfHI+X1YrrF4nLmNWn+NPNNX/TL5eG2RfOdtSWVZdtpnxN1o9ViaV7gQQfQ+4mGQd5eNPRMisjp/wqUdF2u3T5lDrRaeg84mWK1bb03xucHxcHM4zD/PLKRCBr60scsbuxnIfv8KoegzrSPm9URXdsqbMG1V3mIePNMvLsabR6pfLSJZo7aNmW4zTZGg+PYUiWt6SEhHpnYmM93R8RD3dOP79OInb+BCh+vtpKlq9DVRMyqPbnzJikzh+/p6Cj6FimrKslTyNy/KNNTybiqC2KOumaspUtXB1h2xcR7JEax+p+E+TofnsPNQQKqN5FDl/XGjXmaat1hgJvbOlq6i2uno79zcu5Ut32+zCJop/lIjF/LJNXQ8po3JvzcVRJNpFS1alMth8NU+8jmQduoGrg07dMHUZglWMBJBysJ2Arn/QC16OjGXe3cjre9jnRUrunIpttkl+JTkezSBXL6ufolIqkAzsNqHWppt6VdIwaHTe9SRLUwn7wVLhaMmouQBYgNyze3a6eDuLOenAeyR27j1AmHOvyr1HM3jHJBe0fgXF1nWp0XIYHG5/yueOKIOFa+b8d//Euaa8oGS5Fy4EZJvFlrrhzEwPuJ/L/Unotn6sNssmNeDcA0Q9fhurQTumM8zSI52qO6DUqVMDKfukUv/O7jnMcHoHw9yovqBkORcuCHRajMK2pQ24Mt0qd2yTL0foh9VmWXsL1Y3q7Fbs+tfn660eOnNyiUfjRChV6uakVjS/f9YZpQ3cm0NKzuwXV5Ssg7UAPch+XWsNmOHZmN38oHHTuf9oifFgpJoctU4XrPcmTRWaLrt75m/XngnFxe/YQormd1aRAnUS666uxabRuX/5ipJ1sOJP/s2boeO5zHUFpjDZKNWO5SiOsZFv5IdljMZBt27D3cC1SwTJnK6T8dSPv8oi30uvaX338Kou/uFPK13jzZ51SclybqVQkPOUBZ4/MCdnaVFGXk23mXh0dFpim2DUZlQhLoLGt8DVvk5YgTjQaaZxfghfFz9n2El19/PsLhlmEqmVZ+W7pGT51FsQ6BnOknEMTGEDazqyZsihNmq60CTbZh1XRuYVKYEDKXMuLO2dspfxPUI/ireLn6Fs3nL/EWORi19eO1V515SsaS3sD33ejf/bgClsu8a3GqVkcpDGCOlKvVXZG9VD8LQbTOlzTe+UYX4/7L30d/Ez2DlHHV5e/mUu/kQML9NfXFOyjlf8SUmN9ityz4EO7i8rxxFsU8E/BcxjlWxYdr+4OxYrvaJ3yuXD1M+hcSIW+l4Ug8SuIgcWuvhFN5iom4tKlrVk4WlIkx8ZmtfCxIJFK6hWmIvjMTpEQIaHNWnGK+7uxnTDmt4p1/wi6G1hWOTiT9S1UB+pXDrMdEwKeFHJ8v5BAJC6IRQsXqHmk1hFGmNocl+EWbbhFNAj7o6fwD1s/FyCiCRMf1WeF7n4k75eGB6af6GLv2tnvcF/OcmKQgvQqRt8XweMYHLVmQTq2HrCShViSloI/rjH3fEgA0OiYSdEyc164Lwsc/Enaou6O9kXu/j51ZNfXFWyolD89LgNN/8axMouQ5ULozBGicilsmHvdI+74wd0KCm+ltHtrt/SsIyJ5b6XoV4dFkIFi138nLGuuaxkebZTIGgvF9z8y5EruwxV3N1tq1gQQrCpLDjG3d15Ja5XDF3HXLTJMn6WuvgTVXU7T0SXDzOM8U8uK1kLai4EcPMHQK7sMtR23lTKd6GTbXu6Xx/c4u746UgfUjrdEQ4AWg+cmaUu/kQVTOdfLnbxc4/U2MK+rGRFovgNbn7fOQwQDCu7E5x7WCyINHMbS4JL3B0/y/Wjq0RfhDZ4esfdnYHFLn5VdT8dTbzlLn7OSIquK1lEsfaHFBhkaF4Iq9F+oWlBD4kHIaRk2O8yHOLu+EGsdApZL4RyOXVDEKzxvfiHmy138fM2HtnY15Usx8oOD10JyNC8iKI1w169MKg2jVYSI0YswG1+Hqc17u7Be+dGh9OLWt/YuIyCFS5+FV0TaFg+zLDLR1J0YcnyrLqA0KkbyC8ADV/ZHYwj1c7xMw2OR7wFaRksxRZ3x2Ojvxv1zkScpeqbiPIMrHDxqyOFY80sd/GzB4wM/gtLVjyK35C6YcHZbJeHuxCHNSu1i2gkMWo0gUmbYIm742kTX9tZHcIwO9t8y4EVLn4VtxXWFS5+pmBG7oMLS1ZEil/ZxTdh2eFil4av7Kr9wt+XGgssjRWDsguWY4y742kTVymyCUIZ+M3Iz4CiSxeI1tCsbpnGlrv4uWZU1e2VJWtBSwXjTcY2PbwGM9AZMSPXpVq356pN0dO37CkCU9xdyrTCizZG/BHqxW9GfgaW+14YimA6yeVyFz9Xx+pvrixZvnUXFDKm000kQA/LMT4+fkUVitncM2qEwRRCUkdiNX5Aly53w97ZK4Ofk2Wlkra3nWc4DTOpduMnk3u19q8sWSFeejnKyQxjkLrBi5RVlzInTsadZDr3jBo5H9+yp0jouDuWNrF+b/tM0dcoGT8tg6CttJ1dlJGTiz/9Kx6ahUFmCSkLCZeWLJe63g9kaN4GJtHKyi5DbehT1aUsONnL1zDqKkq18LSJm1plSa9gXDcqnYV1Ln7f6aeTi59dpLFums+oU1xaspY0VUCQumELclZXQcT5AES70718DUTcXZc20S3KxB2pCyLrc2tx8r3QeNaGk4ufKX2NvmjKUUq0S0uWx6W7QLr5kaHZHdb/pmdHExE+8SNXrsafboQ+7o6nTVybLneOdGR62rixowjaAsFSu7XLTNRlmOE+HLu+uLRkRec7J1vzuUEiu2vA0j+9pn3wrFt3pSM2TPfUxt3x9Fnb9872Yd1LkCJ+Tta5+D10FcPJxc+vsVrV15asQG+9HKRuWAtf2Z3p9rNu3ZUCOnuhbdDE3fHeuTpNug7RL39r8rrSxa92d4c6d3Lxs/olVwt7ri1ZS9oqLDKR8Bzv48WuCTNkmpl0qbXqaWUdimxzqwG3kJFMsd7A0yaGmV3KNoiv063AxfdiwMW9o+Dk4tdaPjOuLVnuV+7GP2ooZyfSAxt8s5umChXfT4SNTiKKrXmhbZjG3fG0iVukSdcgH2VXSidinYt/9BsHv7PLMMNzLdvr+NqSFaMOGAegK/DEY8AMm+NOV3YZJ926Kwb7cG6+kbbKedrETdKka5BrcEsUZLSsc/F7iqKTi59rCbsdf23JilHxv8na4cFQwMR8z64gnICHRJaa7OWrGcfdMVcCvcy0FvEWvzRzXeniH7l6dGI7RnkEaal3qS+nn864uGQtaqzQ0BmaofgtcJNIW0tqnUbZ6lqkERmue47j7pIN0+XOkW+jbaBz4uJ7MaCa8A4oFUf+kA8l9hq+uGSR1XcodIZmBzfgpWH+za9WluNsaRtSECiB2IDJ8uKG6XJnyDY4Z1toWeniHzlv7SOH8gjq4s4frO0CIy4uWc4X7gpSNyzkwaTePp88TyXKbkl18w14j5wGixzVrkh15GyXxc9KF7/6G9J50yND7xmUau/qlvp24OKSFafiN6RuQIZmE2zAJOJh1a4Q0MrZGNHTgxZ4JFG5vva2Qc5XyfCF07HWxa82rH0VysHF/8clhvpW4eKStai1doBM3eA+pl0QtrJbEwa/KuHO4nE0srFJO2ALpnF34ZCvYQ85OQsrXfwjqbRb6VYXfyq2MOm/Vbm6ZNlr6CBIMYKbn4SvlJFeMgVn8Tga6QIO65saWX0hHyWF2j34InZWuvhHNWFX/BYX/6Po7H39t2OuLlnxKn5SOcHNT0Gv7CYufSFC5OwlbOFHY2VQu0LOY0Maf7uy0sU/6srWmidd/Gma5vciy/ulYqoTDFxdsoIWZhXVh9qudRudKQgkD9aNCEdPSz0M8s//lM9jRiqGsPZJo4padg86+++4k2bNuVBd/Ess/pHit9aJKgX/U/6eQfqJB64uWWHfexWkmz+Ld7Q6FMPKLmMHqducJcpkASP9Qw+d65GKMuQz9mSti1/9kd1H6WrNumi1q0uWQxUdBrkEeaPmApcmN6zsMtSgCecudDCynPap+ypGt5+cjb0pUrkFfMSurHXxq/Vgl0nnRzgMQleXrJgVvyF1gz3y63qwcdJkNZ1x667sN85dfhH3sSER0KyQ9R72ffZjpYt/tG/XqvhVF78ZB21+dcmK2mvyaSij36TgLkrRNv3s+BWVsyj73eFp0hXSdIkSc6KKur95s9bFP+reVue0IsCvcYR8q+/SahgWKB/x7kQsWZ6X70zJM6xqeDbh0l6cE75T3VmscgebKAZkZ3Z+sQXwNOnKynf7CTnV3AqrdXsODnPxZ6MW6oT5Xx/U4zIIXV2yCMUaCfRp9MjQPIHJmGFlNxnPfx16xlXgadLHwcPhraGTjLs21rr4VYvfrrEsUfxN+U9cofv2AKKWrLgVf/ImQ1GQoXlE3vah2tzoatekXGiRsUMb8zTp33+j7FBZMKsifMfflZUu/tFCpNXiV138+mFGNqL+2xGXl6zIFT8d07lH050I1gU9tjcEn3Fui0NPXgjf+/D9Th4RrHqkHbO+/z+K7H/PcHrEibWJetQubB85VBc/cXFn+VDf6risZC1qsD2RZ8vMQOoGBb6yS86OOtTuYJ4bRIOrFC+GH9rB0+VWqoXxDB01trrbFfn9mWTPIgtdUhNrXfxq17b3ZtXFP/w5hjci+a3C5SXL9brDQIZmB/iKh9V9o/Sz4HK/LZYhbTHpgw2YndIaaZ7Yu0Vv6j+HNAX7s9LFPwrPJLt5j8XFz+EqgfxWw2UlK5Zy0NAZmoOmuzsVfGXXGg6nVGT8zc4JNjHuSFkc+UtEEIzEjNtr8VIoKvPAxa4NXfxf6w3sLn6J+duOy0vWCTQA6eYXKViBw8ou44xbd0OSMl1S95Fjo/4ZaDbZq7dV9T+28lfdag1rXfyqgrYra+UR9DDDOgH97W6cQLLsrrXjIRvyWZKzgUvBLC+Hw0tLxRnkmsvpl+G9891L12jkLAKbhKsYN/WzOqgtlX5JdlEDfPVTYNx52KG6+Mmr2YhIf7sbJ5CsUyj+kiplYZ8hXgC2spukfqtGftL3yJqkDjPIOt06D9GXb2wcVHaKNF9lYMxi3uI2Wc05qg8oz13SPpWi+AubBLi5+Ln1Q36r47KSRanUqPjk1Pwli6ISj2XRXjYv6Wtts7Q1M+2d05+At7bwx2RqZCyPdICX+tiXaWcIobtcWOniV1SPdeTvjGgJ+cJ8KkR+uxenkCy7gyAG/lFu/sMbOQIWjd1eFddFXAQR2IC3NsPXRN8jJ8m+cXenZ6WLX83G4jD/dHLxszkE/e1OnEOyFmmN/SFCFcujGzkC2MpuWFRn7MY43tpneuJGwaZJ78l9o4y7mzMV+oNKqhRjWiIX1HmqQ/s6ufhZOehvdTg82ZOTSNZJFP97mueO83GwFH4eJuxui9zpn/L38KcV0a19fuJKwFsb4b2znPb6rypkATMpJstUZY/qMmb/HP1rN5RX8NK1HWpYoznHVIeLi59b/PS3u3AWyYpi9HHgo5HuBnq/NZye9j27AlUkppJpIqB2DnhrEzxN+ny0bEafhJhJbfOi405LZzIMyzoXvzLVM50eJHFy8fO1XfLbXTiNZJ1F8SflrEFfyMzctjczJVwbXalCnwVhIachggYD3toAnz5+Zr1zMhzG2zVGqQtrav0rMCtd/IoAznq2BicXP7sn/e0enEeyYiiDE7PUDR4pyX4YZgg1rua7IpAe7S56+LT+t8B2azlB9hmm7PA06Vo34TiTotv6wxGUSjmPimhWHrugBEqLOs1XVRf/8OeE9+c78YKRXF6y6FqMjWnqhmF/xIXhca7OJp8qb66zhKDuGNutZZNvKqVdmnRd74wy7k7LVxb/+8911N8apXZcTPYJSvWTra/i5OJvB8Sv4+Tx8pKlWzONlLJWkzpB7zNYJbiHNqmN7b5116adVxDw1iR9ulwdlXpeUoAtsdLAdB6rKT7fWzvRy5wne9szWBELvCtKrMbX5RWcXPxHcyrJOpHiH42Ts3XzS8L6j8Nud8lXmdjq7RIdAf3wtlv7axQrXbpcss5GB+Vtag5uDF8uJF8jPCz7pMAvgJKj1KyTIDq5+H3Y5CZjziVZx5fAg6FSdesn14Ov7Do6NRlqYzu7GcWFhCGzioC3plDT5eoYlWX7TIpSyznXfrQoVUjXJgVPMtLhNl91cvEfy8kkK9Zq1DHkIetdnNeGzX/t2ZgHFs2ShIhuLqmJy63lUG+4xAveO4e0iXPCx91xzjTR1qNUIWnkUihJRr5uFpybi9+Hq0vWiRT/rffz8YNtwKMVWodszANqD3XureLCEFVuv7WbWnCGp0lX0iZqCBt3J+0xwyufhDUufsVh72bBBXDxX12yNi9AMIp+kEQgZwdrY6+6UK91tnS6Puf1HFfst5bB4huJKVcgBquspVFXxzaPu5Naa6P3OQ7Vxa987AQzWARGTTmgPMJ/mNFzdclyve5w+Ja4DnP9XgaPPbsaXGcKQkCdxwkPHG4t7ZdtuknGeuc4fdacUXFCSZpr7UeLUjHedTQYpR/Hegjg4r+6ZG1Vj6HhWyM6bPV7EfiKh6erULE5XHeuCGl1lScfHG69qXhyX+E0fdaMSvUlPE2j0gLk7Vw9sdGi6Etf38tf77dxXqrb3sV/ecna9P3D8Rg2iCOQs4OltfVZ2WUo3dW14e1++MU43Fq2ta9y0fHHRkkH6Rk9axuDsEc+ffFELRYG/evrexnO1nDJ0cMJ4OK/vGS5DhDHokQ/aTdEXxC2W8S550hGTn6nDiv6nMkPP+LR5O97Vn8c9ha53FqK5wbmEU+TPk+fNWeUSfFemYrnjZxnbXrTA1AO+vSM4ldOinN22QZw8V9esk6i+Pumd54d/jrf3Gwra3E08wslzroj+5/8qzaclpTm7IdP4fJMPhrR9rz1R2SStg0idni6XCerofmobrDbrExrEC/vur0yWhQX47yNTSgmnNU10qO6+P2GGZqrS9YpFD8/w5JDb4y7GJ57djXQp1Yaz3Kc6u2BRy2aqdXfXPHf593B99aN2O94dxZoAp4jgEijMmU0CXf7iSNSgwU56XVPFrv4B6+Nu94P4eK/vGRpOlt0IJBzhv+p0hy3vtYYhYeS16I7CuxV/nvV9X9vPhu5Z5OZtPethVW0Vkx57/w65vF+jw7K29IX6zsfj5bhBfx8L8NeHAeXuCSEi//yknUCi19J6OTsFfx1+Mquf2Wo3cZw3Prr0avgziNbD06lQqOdW/Ib70Gvm3DXVFXNfvqc7mnxvbXsl24rEhQ8JoxKnzVnNFrRMyN/StHXV71MBCx18fNjyDkuLnGJopv9hhkjF5es+BW/Gsi5YU2dmkUruxNMHbYPFhLilA4Vr28C0aPLeggzqir249bkH8ui561l91zVSXi6XA/H2CiT4s0tm4wTst+7FyVOFrr4l+n9IC7+y0vW2plOcBDIqYFZGM5WhoIqaE5bAIQ8WSo+vfHr6n+j7vzmI9OTMi3cbi2/XjMt9u2dk+6z5tETZPfcrsMfwyIXfzr4/bz0fhAX/+UlK3bFrwZyeknLL1OwPbsWjalHkTunLQDi+omnfkKadt796f77D//1jRBvp1tv0T157/RbHRoNqqb1aE/EW6xdTzycoTLdfS+psq7r1ZPDuPivLlnRK/6+gAjklORMYCwKk8CrxyV9Nh3jIJE++FWazIRdN5193OFy66QXZdtlNHc+ZZwXzsT46u36pxDm2DudDdXFr3xsJO+kpKWu/GyWMC7+q0uW+5WHoGTkhN4XdFtg/DqPRDFvFDuKRFxufBbPS5hMRZrTDU766AWXWzOEgLqUVkvBXU2+W5xHluVmkrdxYrDDWODiL/qsbi/flCuqi3/4cz3Xliz3K49ADeR0FbFfp3N+LfHwJ95r+aLPGWcXzO/UUmo6gPhIK2Mut2bIHw9LPT6kWWdU+fawMHF3UoQXNl40eLv4ZTMkzP/n25HDuPivLlmemmBfEMg5R7hKC/cmVlEPX3SIY3Pww4uxWR/R9uJlvem+c7g1x3vVSkUEmXr0B8moXIuerUG8s7fqi42hcpx8Lyn3TXJqpxN2RwRy8V9dsrTWWCQgI+ech+gHC+tDlTqHphd9zvAw2aeNho/OrrHfukNesKDPp71/wd+8GT1uK8NM3NRYVydAqQ0HGUruf73efy0IyFb8Sk7DjDPXliz/gu+Gks7JNW/3z3PPhaQ8/xt/4UaqyplhB5dAXG2yakS3JDaTiRtonuRwa0HTDVb+3fOe9WrJOrzMGHt+9W/njbjpRnc7DEXbWxV/ehtaof76N2KrzAYV5ZyPwI1LS5a15Q5DTePnMZL9Mo9s6AQix5QXch22w16pdj+8TLk21+wqmq5lv7VE3NpzDS4tnko6OF/DSmxM6CE3I3gh76mpjjNxV2xwc7sn+e1vaIXPoghksYTE8WxFG5eWrE2eG4RBSXntkPhZ0lspzX3+zz/fia9qfDGeje0Oot5p7SxzrlErMFWnI27zMcZ66x6Zy/bhblw9mnLSmx8+PgbFJy2532x15YBQmBvc6UBSxQFr5NHkjSJv30XbVNPReSWZt8wbubRkObbi/gzbu31e5ydJszzJ389JW7WaP8tSB5llI2hepyy9z+QLdgdu9xCLQlY/vOwE1Mgsvp/rffute5puhdhmXHLamqpvbU3NxfrxyhriLUfkOavpOW1dPb68slzuokf8cMO0A7vRWWF5ndQTT8Vd0yztZbwRlGG9UVIy2eFPy5OuKUdftBLb51hY3hCCS0uWg8l1CDzJNWea5uty8P2BFPpoGhXjzyVas0X8kn4ESxnEoKZkqfBHze9gvbWCEAXqIQqDsaCnso0zqXKGOMks17Qr4uABayn2pmtGU1so4XVL0B3MYGDo+2b8Ej9ouKRkidZ2KM4RKEerf72E5gcxvr/dxejUwtrbWP3wcrSgHiE/n6sN660VxPvbDylV0nvoMdYkQ8TombGrCT2ijq17lSNkqUJiNO//PL08jnp/cUP0XFmyXMqzP4ofEZnZjNhrx35FQmhgqx9e9lDtsJEMn89tSeutFeQZ1VZRtSoM6+Ocep61HATi6WuU6FHoXBQuvFqt/89JABWsrSRZ2hA9V5asuTEWAV3SL87i2c/vkLJUrjVPs8M1adeR7lxMHNY/ivbn/NdT9azcR1/LNj+8vCFpacgL5gJtu/WIsut3d9tpF+/bjZ3+pbyofEVegrrUvqUK8/pq6yrp7nXPnKpcj+j7ubUU8fGZHZhppm2FvKiqurE1mY6m4YvCdZ9ZqmsMOX4wYeCladZ6ei4tWdah6gCUPH6LJAdsgtUPL32x+mGj5SnUxWwFwXrrEWIpoXZPPRgjYsEjwrew+/h/lStKVsQ+/kHvv6D3j8Pqh5ezRcpQ6QNyZ/Nc661HiPQmmcsqdbyIyqAGSXAAF5asCF09wwr68vgmsB6bH57W6wLpsJtPYW23niAeNLvNqRDTo+nkBxzJdSUrPou/GNTB1QM5j8Xmh5crXuTwLE2QuYzZbj1BiLSfSRMZIjDk8jFqcXFdyZp3yoNR9rZB7x+JWIWiPb+ydShLo/fYzdazrLee0HRX2sPuIkZMf6jZETiE60pWbIofR+zGgugL9sGXukKK1mtm2DvfWiLDFsafnorOqKwh03FxWcmKTPHjiN1oEF2C1s7SxKCukFO3+TKS9dZTqm4Rbn6n0yCmP6f2Kfwil5WsuBS/kj4SR+wejHDUjAyJ9F7MAyCIOaYcw1/zAdz51j1dx8zOa5iJknuaZSA4V5WsuIa64ahFh/wZICRCnsaxwaPMjHKMJgx32ZXm7lP7rWd8usSiMj/X+ejejji2ABzHVSUrKotfPWJX/Rzsj9DXI/lgWZgHdW3uKjJjsyYJu/3Wc7r53ySZ+XkQqVHndQGO5qKSFZPiVzKzUQnewV7o/PDMVJ8Z5sTUTBr8yqkdEudbK4i0KmedkXfdDFIdIReVrIgUP47YjQmNH54b8UMMptDfegmSBv9H05L2W89puqeZxoaIEcmniDESHMlFJUvfbY8AgZwxIRpj5H1hRpHiS2xMrhkZqq9Zone4tYYPl+2TLsJ1Q91XMwiCw7mmZEWj+BHIGRVCCaviwazyWlXk4kudd1RswxtdLnG5tYZuPmAcHGJFyLblBcFBXFKy4lH8fUl0ViI4BrU3sMnwaEop5mUaL34qrHqT69F4aw1dxPVzWAc6D51ZZp7RgMO4pGTF4tq6IZAzRpS2yG/T1L1Nw+0NzRxZTAJm6ZhVjLfW0d00GkvFnUdXclNlgCO5omRF8rYI5IyMmSxxI34yF+vc9LNz6dKMGyJ1NbsJZ/ap7tYauoNbs/MZZt0Q53n+INiPK0pWHIofgZyxMZ12ce0+zZonzkDqj0/oEOfo1FRoltOtdXRzwTgk1oMHN2o0G5hBLFxQsjTz9P1RM3JaZ/xgFyruBJTzL67M5wfM1Vx+0lQ14h/d7O1F2yFOt9bRsB+On3YCuniRiEvdnatYTwfkK3EhyRKtHYOPXxyAxogvkPPvneRXHIw6/43w4uS3TH/CYlkx676Qp6O2P8i7xiwNasTt1hqqLxtTspQcUmKELWA4vyE4hutJVgSKX/ERb3B+8sbkrT0aXaH2oOIrt/emHYkfGXfG6MbkpuE9pig7syO/d235pc39xPXWOkrePZ+nOpCzm/8YxkEQAZeTrAhcPdkQ0BOfaV2wCnLVSz9F2aVRyOs/ppzrmmibmsfhFsWtSh/37vS0V2UxQhxvrYE/LD1TAEDBTSvP6fi+wNWTXEiyRGsfr/hv/Y7d+dmsh/MomLd6+uk16FR6ymPsK9oor8qGC1EhzsxsPvbe43jrORV/yIlSKeZcusuoJ41Q/MmFJCsWxV/0C7u10T9wDHz55DzCsC1VmVZpmrzyz9dYBfW3NdrLLK3fTVV+nFrR9dYzSrYynBZnGYtT7vtqiPimSIDiZ1xFsiJZ3L0PBYgwkJOnQHJ3RPwazYe/vN3xyZQ3C+p31x3Ot57ChSTN/YaLw+CHuS51w4JduZZkHRy7qmTkLP0Hr+CwyvU8vR6EpeEm2UnSp+e8mBCgU3AtyTpW8cucLkmcmdnuLFZx+aAKQsAFpdsbHDtdzlyXvWkgAi4lWYcqfkXvd8NtXIjFx+nH4FhK5iPibRM73J0a39YUQHAlyTr0LYeMnCucVeHgs6kIB6Sr82W7xu5ZhFPEMX9MgBburwFHcCHJOtLi/+tnVREGcrZjIi/emlEVhIEfAcN3WMQMjw+McSYLSK4jWQcqfhH3zYgwoEckEIpySLo6DT8uT+SkjRWeePDrH7YEDuQ6knWc4lcycq5ZpAhFtz/iWFcYIGje0fdPHq9mP2QAxMVlJOswxa8GckboTpEnAK+tXxAE3j95np9I4XELq3sn2J2rSNZRij/yQE6ZMDRGHxRIWP98JcnzKOm1wsW7Wd079wRz245rSNZR6xjpEDQV4xG7D5kxdMlplmAXmiRvlVWM0WBMvG9xGjRaKh4U/o2zKg/gtyVLtPZBin/YJvGK0M+Ty+17Hnkjwd7UTZ7k3skJd+HvJoLCzwE/Gccpx9I1+G3J6lr7mAkej0Pl2DM57s+QPyjCyQjoKZvmGWXvTL5384kEkdHUWfKJsyaP4aclq2vtQ1YxhoycSRVfhp5hVEr+raxjAE7BuY6eAutgrX2Exa8esRvduJoqB4IhiB9cAwj6lWCtfYDij/qIXSVNdFs5axZRAAAgUvZX/IpFvS7bRACUYCMG9D4A4BfZXfGnQ2a26AI5R+Y+5r8AgB9lf8U/BHJGFimbN5PKgMEPAPhJ9lb80QZy5s2wl7gDmfgBAL/JzoqfnxDcEVU2hLnaRxA/AOBX2VfxK5nZYgrkvJdztY9M/ACAX2VXxR9lIOejumtrAYesAwB+FJ3KC0WEgZzprcyJdEWRLT0DAMBW7Kj4owvkfFT1k66AaKYkAACwLaTe256C5wNlRJAKIc3SIiNsfQ5iOQEAv8p+in/Q+/WxAT1plueN9aCFPIpJCQAAbM9uil/ZFXuY3m9Vfp3mTOdbk5LGtrsMAAA2Yy/Ff2ggZ3ovW41f9XuGHUB+NgDAz2I1fbdBDeQMrVLZK92TMsmTOrmVVeKj73uQiR8A8LPso/jTh9WnHhfrT7EHAIBY2UchD4GcJwEefgDA77KLj//WB/ScBORnAwD8MHuY4kMg51lAKCcA4Icx7WHaiPvp9D627QIAfpnwrh4lkPMsIIgfAPDLBLf4Hye092HwAwB+mdA+fiUj53lALCcA4JcJrvhDPyAAyMQPAPhpAjvgi/v0kxMADz8A4KcJq/iVTA3nAUH8AIDfJqwn5pQ+EwTxAwB+m7AmeX3Gxd3QSeQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJyPfPrBb5DmtzRJH/dbXj+Top5+nT9mHwUlfeQxFQcAcG3S6Qc/wKNq1euIV/FR//loh7t3pX4SksiKAwC4PMX0g/aje1J/5FygSMr2v61WuidZ/Z1pp/yW9dcW7Mr20nv2aprxZTuS5kU2m8Y8k0wpe8pGu4mNfZ/9xsY3qRzecmFxAAAgHHOLP/2bftLzmqmnbGLLCsqRRbsjeXbr/35lWTsM5XXaffQtpZ5mhZ68Sv4Y/dONDx/pTCwtDgAABGRu8Td1Nv1Iks3UE6Ev58PJLuSNLM8ry9+dFd1a1l+uf2/5u1O1N6Z556+yPY+vqThVsnNxAACgQ6eiH60lm+eTb15ZU2tcG3lejoz+umqySndheB61NK8/MydMfmtHs5pr/uLOPpj61O+t5r2VlfIu3+I7/KPllpTVfTQmmuc1abGiOAAAEA6d4u8YFFfLK6U1U6e6GNywPQpZjLqc6VnGX9qp2ns3x/mnuyaR30qtPEddqTVq675W5mqf4VYcAAAIwGzhcaAejP5XY3BFNGKAeFV1bVKFQXlIL8/nqy9qWaRJWjV5p49fhKIdJg36uyTtbKbORL0YBsO+OA3hvXcrDgAABMCg+JOsd2zkY6/HGLFaWfarlQdQ3DrL+ZWSJS3bdy0SOS3Qq+Mklxa/wYvTVGJEpGc390IW5zX5pocXR1xGFgcAAAJALuQmqtXLIw4p+Njx+mdQlaFJb0Kff2paGSclc+OLv6kxSo6DpL5mNOIh1E1SMQpZipMMjjbqTgAAEACT4leCyw0TgwdTup9j1nM7Hg+hz9/G+ErVXUVZ2PItjNWSdNsUqHukYgrUzoHGX4xplG+pWwEAQAAMGj1JpE+jvYzUYWndmrcl6WDZAZadgVET7vSeqpKOHNKnLhduLW6rht2IWv4V67U129lmwqE4AAAQALNpazf507TVlW+LiguK3Hv1IhSxQr9pgXrrflsCvWzL4fWi38OQi5qq3wY3T4e1OAAAEAKzzhkM+bvey9/pfYuaDMpd6n2HNBH961CXys+NLv5EeI20sxyPYcheHAAACMF8565K8+lj9LXOnrV6P83y/J2Mt0V11GYHeY8Mw6kd9H7SNGL4onxCvYufukDyeerHTKn33YrzFYsBtqcBAMCWmBW/4vK4axTxOr0v9kLps/1k98zFf9Tn2HEwsFuEV530qduCfkZo3pvl2eS46P0+qIcsDgAAhMCi+BWT/z5XxCv0vjZr5QgXM7hXtG56X2payqB3dfF3FLOr+qhXx0qxFAcAAIKg81eoDBpsfiVLK+mo4iakxZ/OvzPCQZX3ivbjWApLAL6ri79jNhCmqXinjYoDAABBsFj8g1s8yaYm/3K9P2T3YbySx3ydNPs6qMNCKFpbHOfAizuWqMudXfx8A/CsgDK50VbFAQCAINgUf/Lq0/NPTPTFep+npuz4pimzev8p33rQZ5GbqWAzpE/d/X6ZZlrQJ3i7WQM5R5DFAQCAIFgVP2XyL9b7vX5sXD0iBCLBmXW3lQpfE6AM+t7FT3w/Jp9c1a832M9n6TEWBwAAwmBV/Endr8GqCm2x3mf5iBn6bMU+SPvc3bMiXpd6cO/ipy7oYe8wSdeffOXOLXe9by4OAACEwbbE2qr3XsE9hzCc20K9n4qUxp9/Hma6HungNxwpQEANFL2Lf/SpDnbFRO/fZVgqdXcd/B4+PwAAgPXYLX5FMfW6mh0XuEjvP7hSrdUEZQvpPSs+Bj+HNOhpF3+aPmc7g8f/TGVFehWHPZEsDgAAhMFu3SZVv4wpTf7Fer+Ld2zsaWzs9Aa3l8HPBhzqlQ0u/naC81R/VtdTBd8PoJsVBwAAAuFg8Su6rDNOl+p9vuHLdlStI/2WXS8LO6luU1N9wODiZ5+oz2mmIT35kgUHc3EAACAQLvbmxORfrPf/ttP7g7r0srB5/D2lmg0u/htzT00/VOm/dBlIB0zFAQCAQDgpqpHJz/R+uUTvdwk+t9H7vcHvf8ovuTOMdvGz4c44wPTFmW/ntaGZXwAAQFCcFH/V7TBteb4zpve91VsiV2M9gtxN9NrS83ZNSf7C4OJncwDjANMXx7NivqlmmAEAgLA4KX7lKqYeF+n9Ls59g3AeRh/SY9bHcwyryrSLnx+lOM8qMdCtXTA8i+N5OQAAbIHGoa1hOHY9War3uzj36aLoQnqFSfpt/KFd/GyUMbr4+2FoPmgAAEB0zNWcFkXxL9P73YNW79oS9EnejJ53P6T2nhWRnyZvfFA/IXKbPwEAwKE4qqpP1o8QRhVIwrMw+8U60gzJPU0OGD+6rWXJ3MXf5X42OWXyvm62Kw4AAATD0eJX1OFUMbrBffszY3ohIVwrhIs/Lf54FZlUej8UblgcAAAIhqPFn3z7C2+ZYYWUgq/GbqYX+4ShxTK3kw5ZtlyZ0eQ1Pxwysbj4+6pBnk0AwBlwVfzKGYyukwSVyhoK70Hvldnsjskwi5DR/GNMDxqKYxodAAAgFpy1+KD6+gMPPeDji8lP7sNwnwVzD4JBe2sxFX1Q96arAAAgFsz6buBPsYSH7MyucLW6mVumL4rJ8e6JxVg3PWlYcVA/BQCAWHF09cjjUzh37zNU+PW+PyJ5y/1SC6YeFLJw6s7i9F52aSbMLv6+OHDxAwBOgZvFz/T+Z1B+3iY//8FmanHpPlkTuij+5l39+8dLbRxh+uKYRgcAAIgGJ8XP9X45eDKEHewO88UbrWYf+qQ62w0lg4t/OpZ0OSamn6oMdbFdcQAAICAuir/gej9RjqDyNfmZUWxSnl70zpjNhhIlin/0KcMaxT/U4HbFAQCAgDgo/uIuXN+LTX5+9fZqcbPV4qFw8+pg45XbCDMfNEak+ePxSDnKh2n68KtLAABYi31xt9f7SfPt42lu/kr3PiRacKAuyTye/XTj8U/9eBU6F3+HdQOCY3FYNSbJ3/Tjlr9qu6hUAACwMzdxJwx6X73Y+rMRXiq/I3MYJ0wOGA2G/Qeki79z3M8/1WEujmEBgBziAAAgBDYNrur95N3rtsyultdi0JQCW9nH3P+6ox910C5+XgyzSpeYi1OQ7/N1G1cAAGAjLK6ekd5XlbFZy0346DwcNuZelyl+CrMs6EJLd40mEv/p6uK30PnG0uRepv2gWddfh9cEAIBtMSt+pvfVQ7OGMxizu6+X/0WqXR0ZfcRKZS4zATsWV2PQd8isb/NnWl38Q3FcxqGGRbbyE734v3zrEAAANsCoRO/tt81oyXLQgT6Oaa5PM59fbA8zs6lknint4mcQv1rN182FBAAA22Iyw+d6vzX55V9Pn1h+5kGZe1EW0t/IpwR8ZZdStNIC18wIqven1A8HEv/iyMeZZxIAABAIg+Jnev8zDVEclNXcLULDbGZyZdUXnwf3MGWr7EAb07v4R592VLajJqmbkvRVSI1DAAAQFJ2u6+B6f+aeWWby86dsZuDKIvjMIdiLkBpc6m5vHc7xLU4/v1j2OAAAWAmp+PV6f6HJzy/VH3GyALku4XHDezvfeFEuG4uL34b8tWtxTPMLAAAID6V9KL2/zOTnxrDHQGFGjj3uG15TNlaQitng4ndBVoNrcdbNLwAAYC2E4if1vhoH5K65GqZTb1v5et7CqfJ0viFbX2hIxbzSBPcszsr5BQAArEWv7Ax6P/n0vuznkCDZBh8t3GcIFmTJ9IWfww9Qp+35tSa4VPhuxVk5vwAAgLVolVVu0PvqIqbrcqYIYDHuGfBBamg3E7u7viTVem+Cu7/OGLlo7FaclfMLAABYi84KZ/nRDJtKK25AM/LM3V2Rs1h698uNNKLYKTk4jbg9TI6e5C5U8OIom0Zs3nUrjkzYQI9EAAAQFI3dqdm3NWZJxh5+ZeZmE9sRz3VLFVfc2iIbHCvrTXDxWk7F6UfajQZBAADwZa7tilbvf016X/HyGzIdT+CJPbOtNnHJNKHz0s/h+Z3fBvN6rYt/iHRyKY6sMcNIBAAAQZnpKpaX7WXZUzq4NNw1OX9QqvMsLcHd5Gfzl6QyKPXVLv6kX7B1KM5DXjKreAAA2ImJJk5vTO8b1CSn6UPi3dzajKphj/JYFDBSCXVtzfzG/DzKOQIaVrv4E6U41vdr5Ao3XPwAgKMYG54PnjE4tekkZeXX3YQvmUWduTuHzHxEGS33++N+HqM2li+7ygR3LE4ynAVjLBMAAARkpO6KnOml2q6This8jl3nutFxl5Odf52T3Hi/lK0m15X5ffrk+KNPfRHFsQxswx42uPgBAIehWOz3W+eGUE9eIejPqG2vdnaNVzW7f7HGlz6iiyotaLVePNsHvuhT2znS07M6V6YoTp6TBUoztuPtxWu53qoWAADAF6n40+Iuw/NT61GDfMFUkLsH5zfcE04rRk+qLny+uOnLmz/Y1x/L0/J+PdbqnrcgitPOMogb8XGornM+0sDFDwA4jLTVVHmSNyOXz6fR61LGo6mLsTv8xZY0C+nlNsJChhKb090dcbvkm023Z6W3knutyIPM03s7Ecjr/hTEluabMR+W25vokMV5aVR/2o0wr6ZJbuyZ/02+BwCA3UhV612BOn7kSa6B0jkeFP66WYXTtQ6wg3Q5L3Wa0hrdnQr+kGGcD9Oi9OLS9XX5KlJ1KBLDkKjV9A+nLgIAjiTl9uccQvkZFKabLhO6sa6JgcUTYUgz2olHa7Dn7a1F5Ayt9sfOqhnGbctGlOLU6Zc5j/L6VnbOnaFA7cOpcRUAAMKT5reMRZiomQTuSfa6TZ0ngnacqJPPSP0zv8Y9o70qY9rn8f/XpUEve6DoWhXL7dP02b7GOBiVl/+eJeS7u0AUZ1ygoiZPgQQAgOAYow+D0Opc8VdTfbfQf+ltskTRWtu2Nd2ApNl9Uhw2G8lXDCYAALAp+yv+YRE0EQvD9coY+oQvOadVa63Xn7wxrEzvRVucdtrQDnCsPFl1fIEAAGDgCMWfpDyRgpHaEn4PAABgIfRibUhqyw5X5ivXxEQCAABYjym6JSDvIcSRAltbAQAgCMdY/IyqKdPKYPhjbysAAASBVrz7kN4brW2fbRLwAwAAYMb/AUSiiFBgPm5kAAAAAElFTkSuQmCC)](https://www.codecogs.com/eqnedit.php?latex=%20%5Csum_%7BX%20%5Cin%20%5Ctextit%7BCFG%7D%7D%20A_%7B%5Ctextit%7Btot%7D%7D(X)%20%5Ccdot%20%7C%5Ctextit%7BDF%7D(X)%7C%20#0).

Upon inspection, dominance frontiers are very small for each node, so Cytron et al. report an average time complexity of *Θ*(*Atot*) for the combined work it takes to process the placement of *ϕ*-functions (471). A naïve algorithm by contrast, which runs in *Ο*(*N*2) time, would mark all nodes that can be reached from each assignment, instead of just the necessary nodes (Alpern 3).

#### Aycock and Horspool

Aycock and Horspool would later supplant Cytron et al.’s algorithm in 2000 by proving that a control flow graph does not need to be fully reduced to basic blocks in order to achieve the same minimizing effect, since the only transformations needed to reduce the graph are the removal of self-edges and trivial nodes, but this is equivalent to the removal of two particular types of trivial *ϕ*-functions, a removal process which is less costly than graph transformation (Aycock 112).

| Self-edge reduction |  |  |
| --- | --- | --- |
|  | Non-reduced form | Reduced form |
| Graphical meaning |  |  |
| Algorithmic meaning | ⟨ *Vi* ← *ϕ*(*Vi* , … , *Vi*) ⟩ | ⟨ ⟩ |
| Trivial node reduction |  |  |
|  | Non-reduced form | Reduced form |
| Graphical meaning |  |  |
| Algorithmic meaning | ⟨ *Vi* ← *ϕ*(*Vx*1 , *Vx*2 , … , *Vxk*) ⟩  where *x*1 , *x*2 , … , *xk* ∈ { *i*, *j* } | ⟨ *Vi* ← *Vj* ⟩ |

If a *ϕ*-statement contains only arguments with the same identity as the left-hand side, then the statement is a self-edge and can be removed from the *CFG* completely. If a *ϕ*-statement contains only arguments that have one of two indices, one of them matching the index of the left-hand side the other not, then the statement is a trivial edge, and the entire *ϕ*-function expression can be replaced with an instance of the latter argument.

## Wegman and Zadeck’s Sparse Conditional Constant Propagation

Wegman and Zadeck’s 1991 sparse conditional constant algorithm is the fourth iteration in a sequence of improvements on the constant propagation algorithm, listed in their paper and starting with Kildall, and is an example of how SSA form can be used to improve the scope and efficiency of a dataflow algorithm (Wegman 186). Wegman and Zadeck combine the work of two previous improvements on Kildall, one by Reif and Lewis that runs more efficiently, and the other based on Wegbreit’s algorithm, which propagates more constants by detecting dead branches, something that, as stated before, Kildall’s algorithm cannot do (186).

### Def-use Chains

The Wegman and Zadeck’s algorithm makes use of a data structure that’s closely related to SSA form, called a def-use chain (189). A def-use chain, or def-use graph, can be identified as all ordered pairs of definitions and their uses, for all named values in a program. This structure is used to identify where a mentioned value is first defined and conversely all instances of where a defined value is mentioned.

*DefUse*(*V*) ≔ { (*DefV , UseV*) }

*DefV* ≔ node containing a statement in which *V* is defined

*UseV* ≔ node containing a statement in which *V* is used

In SSA form, all *DefV* are the same for each variable, since every value can have only one definition:

*DefV* ≠ *DefU* ⇒ *V* ≠ *U* (23)

Rather:

*DefUse*(*V*)*Def* ≠ *DefUse*(*U*)*Def* ⇒ *V* ≠ *U* (24)

In Wegman and Zadeck’s algorithm, these ordered pairs are drawn directly onto the *CFG* itself as edges in the graph and marked as “SSA edges” (189).

Constructing def-use chains is trivial for a *CFG* using minimal SSA form and can be achieved in linear time (190). This cost is subsumed by the time taken to build the minimal SSA form of the *CFG*, which, as stated above, could take *O*(*E* 🞩 *V*) or *O*(*E α*(*E*)) (near-linear) time, depending on the approach.

### Algorithm

The algorithm below is a particular interpretation of Wegman and Zadeck’s Sparse Conditional Constant Algorithm using the notes in their thesis (Wegman 192). Their description of the algorithm is actually much more vague than the version given in this paper. The version provided here is given as a possible interpretation of those notes.

#### Definitions

In order to get a good understanding of the algorithm, think of each node in the *CFG* as an ordered quadruple: an array of lattice elements (one for each variable in SSA form), a single code statement, the list of inedges to the node, and the list of outedges to the node. Nodes in the *CFG* will be identified as the destinations of edges. Assume that for each graph constructed in this algorithm, each non-entry node contains exactly one code statement, so that the destination of each edge represents a single code statement.

[ ∀ edge *E* ]( *Dest*(*E*) ≔ ( { *LatticeCell*(*E, Vi*) }∀*i* , *S*, *In*, *Out* ) )

{ *LatticeCell*(*E, Vi*) }∀*i* ≔ an array of lattice elements; one for each static single assignment variable in the program; each edge has an array associated with it

*S* ≔ a code statement, in the form of a conditional control structure

⟨ ⟨ if | while ⟩ *Q* ⟩

or an assignment statement

⟨ *LHS* ← *RHS* ⟩

*In* ≔ list of inedges to *Dest*(*E*), which includes *E*

*Out* ≔ list of outedges from *Dest*(*E*)

Note that throughout the pseudocode, a code statement refers to either of the two cases that could describe *S* above, whereas a code expression refers only to a predicate (*Q* above) or the right-hand side of an assignment (*RHS* above). Some subroutines in the algorithm take code statements as input while others take code expressions as input. This was to make the pseudocode more rigorous, since Wegman and Zadeck don’t distinguish the two.

#### Pseudocode

1: *SparseConditionalConstant*(*P:* program):  
 \* 2: get *CFG*(*P*) in SSA form  
 \* 3: for each variable *V* ∈ *CFG*(*P*)  
 4: *CFG*(*P*) ← *CFG*(*P*) ∪ *DefUse*(*V*)  
 \* 5: *flow* ← *Out*( Entry(*P*) )  
 6: *ssa* ← ∅  
 7: for each edge *E* ∈ *CFG*(*P*)  
 8: *Executable*(*E*) ← False  
 9: for each variable *V* ∈ *P*  
 10: *LatticeCell*(*E, V*) ← ⊤  
 11: while *flow* ≠ ∅ ∧ *ssa* ≠ ∅  
 \* 12: let *E* ∈ *flow* ∪ *ssa*  
 13: if *E* ∈ *flow*  
 14: *flow* ← *flow* − { *E* } 15: if ¬*Executable*(*E*)  
 16: *Executable*(*E*) ← True  
 17: if *Dest*(*E*) match ⟨ *V* ← *ϕ*(*W*) ⟩  
 18: *VisitPhi*(*E*, *Dest*(*E*))  
 19: if *Dest*(*E*) has exactly 1 executable inedge  
 20: *VisitStatement*(*E*, *Dest*(*E*))  
 \* 20a: if *Dest*(*E*) has exactly 1 outedge  
 20b: *flow* ← *flowOut*(*Dest*(*E*))  
 21: else if *E* ∈ *ssa*  
 22: *ssa* ← *ssa* − { *E* }  
 23: if *Dest*(*E*) match ⟨ *V* ← *ϕ*(*W*) ⟩  
 24: *VisitPhi*(*E*, *Dest*(*E*))  
 25: else if *Dest*(*E*) has any executable inedges  
 26: *VisitStatement*(*E*, *Dest*(*E*))

\* 27: *VisitPhi*(*Ei:* edge ∈ *CFG*(*P*), *S:* statement ⟨ *V* ← *ϕ*(*W*) ⟩ ∈ *Dest*(*Ei*)):  
 28: for operand *wi* ∈ *W*  
 29: if *Executable*(*Ei*)  
 30: *LatticeCell*(*Ei* , *wi*) ← *LatticeCell*(*DefUse*(*wi*)*Def* *, wi*)  
 31: else  
 \* 32: *LatticeCell*(*Ei* , *wi*) ← ⊤

33: *VisitStatement*(*E:* edge ∈ *CFG*(*P*), *S:* statement ∈ *Dest*(*E*)):  
 34: if *S* match ⟨ ⟨ if | while ⟩ *Q* ⟩  
 35: case *Evaluate*(*E, Q*)  
 36: ⊥: *flow* ← *flowOut*(*Dest*(*E*))  
 37: True: *flow* ← *flow*{ *Out*(*Dest*(*E*))True }  
 38: False: *flow* ← *flow*{ *Out*(*Dest(E*))False }  
 39: else if *S* match ⟨ *V* ← *W* ⟩  
 40: *temp* ← *Evaluate*(*E, W*)  
 41: if *temp* ≠ *LatticeCell*(*E, V*)  
 42: *LatticeCell*(*E, V*) ← *temp*  
 43: *ssa* ← *ssa*{ edge *e* | *e* ∈ *DefUse*(*V*) }

44: *Evaluate*(*E:* edge ∈ *CFG*(*P*)*,* *D:* expression):  
 45: if [ ∃ variable *V* ∈ *D* ]( *LatticeCell*(*E, V*) = ⊥ )  
 46: return ⊥  
 47: if *D* match ⟨ *ϕ*(*W*) ⟩

| \* 48: return |  |
| --- | --- |

49: return constant arithmetic on *D* using *LatticeCell*(*E, U*) in  
 place of each variable instance *U*

Algorithm 4. Adapted from specifications by Wegman and Zadeck and lecture notes by Steve Muchnick.

*Line 2:* Construct the control flow graph in SSA form.

*Lines 3–4:* Construct a def-use chain for each variable in the program and add all its edges to the control flow graph.

*Lines 5–6:* Start two worklists: one for control flow edges, and another for SSA edges (def-use edges).

*Line 12:* The exact wording for this line given in the thesis is, “Halt execution when both worklists become empty. Execution may proceed by processing items from either worklist” (Wegman 192).

*Lines 20a and 20b* are added by Steve Muchnick in his lecture notes on Wegman and Zadeck, so that their algorithm will be compatible with reducible control flow graphs (Muchnick 6). Wegman and Zadeck write their algorithm in a way that assumes that the control flow graph consists of an irreducible graph of basic blocks of code while the nodes in the def-use graphs consist of individual code statements (Wegman 193). This is confusing. For the purpose of understanding the algorithm, assume that every node contains exactly one code statement (i.e. the construction of the *CFG* may have been done using basic blocks but was then converted back to one individual statement per node).

*Lines 27–32:* Edge *Ei* and operand *wi* are subscripted, indicating they are positionally correspondent. *Ei* is assumed to be the *i*-th inedge to the *ϕ*-node, and *wi* is assumed to be the *i*-th operand to the *ϕ*-function.

*Line 32:* Apply top element to this cell, because the meet operation is monotonic and will deprioritize the lowest element (which is *top*). Thus, if a particular edge is not executable, its lattice elements will be annihilated in a meet operation.

*Line 48:* The meet-over-all-paths operation resolves *ϕ*-functions.

*W* ≔ a list of arguments  
 ∏ ≔ aggregate form of the meet operation

#### Analysis

Wegman and Zadeck’s algorithm has no enumerative structures. Instead, the number of times it runs a subprocess depends on the size of two worklists, so the key lines to look out for are any that build up the lists: lines 36–38, and 43. One of the lines in 36–38 is guaranteed to run once for each flow edge in the *CFG*, but the execution of Line 43 depends on the evaluation of a lattice element. Thus, it is possible that each each SSA edge could be examined at most twice—once to decline a lattice element from ⊤, and a possible second time to decline from a constant to ⊥—giving the algorithm a time of *O*(2|*Essa*| + |*Eflow*|), proportional to the size of the complete *CFG* (Wegman 191, 193).

Recall that Kildall’s algorithm (Simple Constant Propagation) runs in *O*(|*N*| ∙ |*V*|2). Its operative line runs naïvely, performing replacements at every node in the graph, for every variable that’s detected to be constant. The Sparse Constant Algorithm leverages this cost with the use of def-use chains, which take a miniscule amount of space in comparison. If a shortcut to all uses of a variable has already been constructed, then the code replacement can be performed just once or twice upon visitation of each edge in the *CFG*. The advantage of using SSA form in this algorithm comes in its handling of def-use chains, since it guarantees that each variable has a unique definition. Without SSA form, Line 30 above would not be possible, and determining the value at a lattice cell would require the more costly use of reaching definition analysis (Pop 19, Goldstein).

In computer science, one of the bests way to demonstrate the complexity of an algorithm is by showing the graph work involved. As we know by the travelling salesman problem, graph traversals are typically a bad sign when it comes to efficiency, and the best thing a developer can do is find a way to reduce them as much as possible. In the pseudocode example below, the def-use chains for *a* and *b* are relatively simple: one vertex and multiple destination vertices; but *c* is not so lucky. While visually straightforward, the multiplicity of possible values to be checked can very quickly make a program unmanageable. SSA eliminates much of this hassle by making sure that all def-use chains are minimal in their complexity: each having only one source vertex.

#### Example

Pseudocode Def-use Chains

1: *a* ← 18 *a* : 1 → 2, 8  
 2: *b* ← 9 − (*a* / 3) *b* : 2 → 3  
 3: *c* ← *b* ∙ 4 *c* : 3 → 5, 7  
 4: if *Q* 5 → 8  
 5: *c* ← *c* − 10 5 → 8  
 6: else  
 7: *c* ← *c* + 10  
 8: return *c* ∙ (60 / *a*)

Pseudocode in SSA Form Def-use Chains

1: *a*1 ← 18 *a*1 : 1 → 2, 9  
 2: *b*1 ← 9 − (*a*1 / 3) *b*1 : 2 → 3  
 3: *c*1 ← *b*1 ∙ 4 *c*1 : 3 → 5, 6  
 4: if *Q* *c*2 : 5 → 8  
 5: *c*2 ← *c*1 − 10 *c*3 : 7 → 8  
 6: else *c*4 : 8 → 9  
 7: *c*3 ← *c*1 + 10  
8: *c*4 ← *ϕ*(*c*2 , *c*3)  
 9: return *c*4 ∙ (60 / *a*1)

## Conclusion

Wegman and Zadeck demonstrate the usefulness of SSA form by applying it to a classic problem in code optimization to improve efficiency. Other actors, such as Cytron et al., demonstrate the interest topic generated in the field of computer science by adding to the theory around it and making incremental improvements to the form.

SSA form makes it possible to perform multiple code optimizations, besides the examples mentioned, concurrently, as well as improving the efficiency of certain established optimization algorithms. By now, SSA form has become one of the basic units in the field of compiler optimization and sees widespread implementation in compiler design, being used in languages like Swift, Erlang, and more notably the LLVM Compiler Infrastructure (“Swift Intermediate Language (SIL),” “Erlang OTP 22.0 is released,” Lattner and Adve).

## 
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